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Chapter 1

Introduction

Since the observation was first made (e.g. by Hoare [50]) that program structure
is related to data structure the notion of type has pervaded many theories
of program design, so much so that in our view such a notion has become
indispensable. In line with its perceived importance there is now an abundance
of type theories, each drawing substance from one or more established areas of
mathematics including category theory, intuitionism and the second order
lambda calculus. This monograph explores yet another type theory, this time
based on an axiomatic presentation of the theory of binary relations.

Our reasons for embarking on this exploration involved an element of sat-
isfaction and an element of dissatisfaction with current programming research.
The element of satisfaction comprises, first, the ever-growing knowledge and
understanding of theories of type, second, the pioneering work of Bird and
Meertens on economical notations for functional programming and, third, the
now well-established literature on the calculation of imperative programs. The
element of dissatisfaction arose from a growing frustration with the fundamen-
tal limitations of the functional programming paradigm within which almost all
type theories have been developed up till now, and with the continuing disparity
in scale between formal and informal program development. Let us begin with
the element of satisfaction.
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1.1 Type Theory, Category Theory and the
Bird-Meertens Formalism

The history of research into type structure as it pertains to programming is
something that we do not care or dare to trace. Our own understanding has,
however, been substantially influenced from two directions: the work of the
“Intuitionists”, in particular Martin-Lof [66], the Goteborg group [77] and the
NuPRL group [29] on a theory of types based on the notion of “propositions-as-
types” (this work now being known to have strong connections to the Automath
project led by de Bruijn [25]), and the work of category theoreticians on alge-
braic approaches to program specification [43, 73].

Martin-Lof’s theory of types can be characterised as a theory of inductively-
defined types. A major attraction of his theory is that there is an elegant scheme
underlying the definition of individual types that encourages and facilitates the
construction of new types. A contribution of members of the current consortium
was to recognise and elaborate on this scheme, leading to the publication of [8];
similar ideas have also been pursued by Dybjer [38] and others.

In the categorical approach to type structure so-called “unique extension
properties” are used to characterise types as either the “initial” or “terminal”
objects in a category. Hagino [45] proposed a method of type-definition based on
this characterisation. Most researchers would concede that the two approaches
are formally equivalent but would argue that in nature they are quite distinct,
the intuitionistic approach being based on the natural-deduction style of proof
development whereas the categorical approach is much more equational and
often better suited to program development. On the other hand a major inno-
vation of Martin-Lof’s theory was the notion of dependent type, which notion
does not seem to be so readily expressible within category theory.

Quite independently of the above work Bird and Meertens have been collab-
orating for many years on the development of an APL-like notation for func-
tional programs which emphasises economy of expression and calculation. The
importance of such economy to programming has been eloquently advocated by
Meertens [68] and it would not do justice to his work to try to summarise the
arguments here. A significant outcome, however, of this collaboration has been
an impressive, albeit limited, calculus of program construction based around
the notion of homomorphism on a list structure. The calculus has been used to
reformulate existing solutions and to develop ingenious new solutions to many
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list-programming and other problems [16, 17, 20, 18, 21].

Some few years ago, research began with the aim of extending Bird and
Meertens’ work on lists to arbitrary, inductively-defined, data types. The
conjecture we made at that time and which has since been amply confirmed
was that the basic concepts and calculational techniques propounded by Bird
and Meertens would be equally relevant and powerful in a more general type-
theoretic setting. In the process of conducting this research we became more
and more familiar with the categorical approach to type definition, and began
to appreciate and further the application of unique extension properties. For
accounts of this work refer to [4, 62, 64].

So much for the element of satisfaction. Now to the element of dissatisfac-
tion.

1.2 Indeterminacy and Notational Issues

Although endowed with many mathematical niceties, there is, we believe, one
overriding reason why purely-functional programming can only be a passing
phase in the development of computing science: that is the lack of nondeter-
minism. Functions are by definition deterministic, but nondeterminism — the
ability to postpone decisions, sometimes indefinitely, has long been recog-
nised as a vital component of any programming calculus. Indeed, the inclu-
sion of nondeterminism is a major desideratum within calculi for imperative
programming [36]. On the other hand, notions of type within imperative pro-
gramming languages are grossly impoverished relative to the same notions in
functional languages. Type theory has, until now, made the greatest advances
within the functional programming paradigm.

In addition to our dissatisfaction with the determinism of functional pro-
gramming and the type-poverty of imperative programming, we are becoming
more and more distressed with what we perceive as a severe notational flaw
that pervades the everyday practice of both imperative and functional program-
ming, namely the ubiquitous use of bound variables. As a consequence formal
manipulations become long and unwieldy and can indeed obscure rather than
elucidate an argument. The minimisation of bound variables has, of course,
long been advocated by category theory as well as being fundamental to the
Bird-Meertens formalism. However, mathematical practice and programming
practice lag far behind theoretical argument, and we continue to find scope for
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substantial economies in calculation. For more explanation and discussion of
our viewpoint see [5].
So much for the element of dissatisfaction.

1.3 The Need For a Relational Framework

The relational calculus has been explored in the past as a framework for pro-
gramming, for example in [12], [14], [33] and [84]. (This list is certainly by
no means exhaustive.) Recently Hoare and He [52] have strongly advocated
the view of specifications as relations and the programming process as that of
refining a given relation into a (possibly functional) implementation. So far as
we know, however, none of this research has combined the relational calculus
with type theory.

The need to admit relations, rather than functions, in programming was also
much in evidence at a summer school held in September, 1989. At this summer
school de Moor lectured on his work on applying a relational calculus to various
optimisation problems [74, 76] (such problems being by nature nondeterminis-
tic since unique optima are exceptional) and to program inversion [75] whilst
Sheeran [86] and Jones [54] reported on the use of relations to describe butterfly
circuits and the Fast Fourier Transform.

“Needs”, “wishes” or “wouldn’t-it-be-nice lists” are all very well, but the art
of doing research is to recognise out of the great multitude of outstanding issues
those few that can be resolved elegantly and effectively using current knowledge
and techniques. The incentive for us to investigate a relational theory of types
was the (re)discovery by de Bruin of the notion of “naturality” of polymorphism
[26]. (As it turns out, this notion was already known to Reynolds [79] much
earlier but its full relevance to program calculation does not seem to have been
envisaged. De Bruin’s and, more or less simultaneously, Wadler’s [91] observa-
tion was that naturality of polymorphism explains and indeed predicts several of
the most fundamental laws in the Bird-Meertens formalism.) In order to express
the notion of “naturality” one is obliged to extend the definition of a type func-
tor (a type constructor and corresponding “map” operator) to a mapping from
relations to relations. In other words, relations are essential to meta-reasoning
about polymorphic type constructors but there seems to be no reason why their
use should be restricted to the meta-level. One is indeed encouraged to replace
the categorical notion of “functor” by a (seemingly) stronger notion of “rela-
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tor”. The ideas underlying, the goals of, and preliminary justification for, a
type-oriented theory of relational programming were discussed by Backhouse
[1] at the above-mentioned summer school.

1.4 Relational Programming

The starting point for the present work is the (already-mentioned) notion of
“relational programming” as put forward by Hoare and He [52]. In their view,
specifications and implementations are binary relations on input and output
values. An implementation f satisfies specification R if

fCR

(where a binary relation is regarded as a set of pairs). Programming is thus the
process of calculating an implementation satisfying a given specification.

Which binary relations count as specifications is quite unrestricted: the
whole of the language of mathematics may be used as specification language.
Which binary relations count as implementations is fluid: the more we discover
about what can and what cannot be efficiently automated the more “higher-
level” our programming languages will become. Thus the two notions of speci-
fication and implementation are deliberately left vague in order to take account
of future developments.

In spite of this vagueness there is still much that can be said about what
might constitute a “healthy” theory of relational programming. Monotonicity,
for example, of the operators in one’s implementation language is desirable for
“compositionality” of programming: if ® is a binary operator, say, on relations
monotonicity of ® is the statement that

RS CU®V < RCUASCV .

From a programming point of view this is the statement that a specification
written in the form U ® V' can be implemented by finding an implementation
R of U and separately an implementation S of V', and then composing
them to form R® S.

Given the foregoing preamble, it will come as no surprise to the reader
to learn that our principal “healthiness” criterion is that the theory should
support a theory of types that encourages and facilitates the introduction of
new type structures. Indeed, this whole monograph is devoted to the study
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of general mechanisms for defining polymorphic type constructors and their
associated “catamorphisms” within an axiomatic theory of relations. The sort
of type constructors that can be defined using such mechanisms are familiar
constructors like List and Tree; in this sense the monograph offers no surprises.
On the other hand, we do present a whole host of mathematical properties
which, we argue, testify to the theory’s healthiness both from a theoretical and
a practical viewpoint. Moreover, we are particularly encouraged by the economy
and clarity of our calculations, which is in our view of paramount importance.

**xxx Structure of the book ****xx



Chapter 2

Preliminaries

Every book must make certain assumptions about the knowledge and abilities
of its readers, and this one is no exception. The basic assumptions we make
are that you have a sound knowledge of elementary predicate calculus and set
theory, and that you enjoy algebraic calculations.

It is possible that the notation and terminology we use differ from those
that you are used to. The purpose of this chapter is to summarise our own
notational preferences and thus avoid any misunderstandings that this may
cause. In the first section we summarise our preferred notation for writing
down predicates and name several laws that tend to occur frequently in our
calculations. The next section is concerned with functions and some of their
prominent properties. The section following that summarises the style we use
for presenting calculations. The last section is concerned with the pointwise
relational calculus. This calculus will provide a model of the pointfree calculus
that we axiomatise in part 2.

2.1 Meta-language

The meta-language we use for conducting proofs is the predicate calculus. We
assume the reader is familiar with the predicate calculus, so we content our-
selves with a short description. A more extensive account can be found in [36].
For the benefit of those who have read [36], we do not use the everywhere op-
erator, denoted by square brackets. We adopt the convention unless stated
otherwise  that the formulae we give are universally quantified over all free

7
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variables.

The predicate calculus, or the calculus of boolean structures, consists of two
boolean scalars: true and false. The predicates can be seen as boolean-valued
functions. In order to reason about the predicates, some operators are used.

The equivalence operator (=) is used to denote boolean equality. It has
the least binding power of all binary operators. The boolean scalar true is an
identity for the equivalence.

Equivalence is both associative and transitive. This creates a dilemma as to
how to parse expressions involving repeated equivalences such as X =Y = 7.
Should one parse such an expression associatively —i.e. as X = (Y = Z) or
(X =Y) =2 or conjunctively as (X =Y) A (Y = Z). Dijkstra and
Scholten [36] argue convincingly for the former choice. Their arguments are
expressed, however, in a context in which the predicate calculus itself is the
object of study. In the present context, where we use the predicate calculus as
meta-language and not as object language, it is more appropriate to adopt the
conjunctive interpretation of such expressions, and this is what we shall do.

Disjunction (V) is used to model the boolean or, conjunction (A) models the
and. Both these binary operators are symmetric, associative and idempotent.
The scalar true is a zero for the disjunction and an identity for the conjunction.
The scalar false acts as an identity for the disjunction and as a zero for the
conjunction.

The remaining two binary operators are implication (=) and follows-from
(«<). They have equal binding power, higher than equivalence but less than
disjunction and conjunction. Implication and follows-from are formally indis-
tinguishable, since Y < X = X = Y . Nevertheless it is vital to have both
of them available for constructing proofs. In the expression Y <= X or X =Y
we refer to X as the antecedent and to Y as the consequent. From the truth
of Y < X = (X VY = Y), the reader can establish various properties of
follows-from, and thus of implication.

Follows-from is not associative but, as for equivalence, one faces a choice
when parsing expressions of the form X «< Y <« Z. Now there are three
possibilities. One is to postulate that follows-from is right associative, so that
the expression is parsed as X < (Y < Z), the second is to postulate that it
is left associative, so that the expression is parsed as (X < Y) < Z, and the
third  motivated by the transitivity of follows-from is to read the formula
conjunctively as (X < Y) A (Y < Z). We choose to adopt the last of the three
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choices. (And the same goes for implication.) Note, however, that, because of
the confusion that might occur, we avoid the use of repeated equivalences,
implications and follow-froms in one-line expressions, reserving their use solely
for multi-line proofs. (See the next section for further explanation.)

As a unary operator we have negation (—). It is written as a prefix operator.
We adopt the convention that unary operators have a higher binding power
than any binary operator, including function application/composition. Thus
negation has the highest binding power. For negation we have the Law of the
Excluded Middle, i.e. X VvV =X for any predicate X. Of course we also have
false = —true and X = ——X for any predicate X. When calculating with
negation, the Laws of de Morgan come in handy: =X V =Y = —(X AY) and
X AY =X VY).

Conjunction and disjunction are generalised in the usual way to universal
quantification and existential quantification. We use P.x to indicate that the
predicate P might depend on x. For predicates P and (), that might depend
on z, universal quantification is written V(x : P.x : Q.z) and read “for all
x such that P.z holds, ().x holds”. The existential quantification is written
d(z : Px : Q.x) and read “there is an x such that P.z and @Q.z”. In such
formulae we refer to x as the dummy; it can be replaced by any other variable
without changing the truth of the formulae if we replace its free occurrences in
P.xz and QQ.x . We call P.x the range and ).z the term. Perhaps redundantly,
we mention that the predicates P and () need not depend on x. The range true
will be omitted. For the universal quantification we have, among others, the
following rules:

e VY(r: Pxr: Qu) = VY(r: -PxV Qux) called trading,

e VY(zr: V(y: Puxy)) = V(y: V(r: Puxy)) called interchanging
quantifications,

e VY(zr: 3(y: Py: Quy): Rz) = V(y: Py: Y(z: Quy: Rux))
called range disjunction,

e X VV(r: Pz) = V(r: XVPx) caled V-A distributivity,

e VY(r: Pzx)AV(z: Qzx) = V(r: PxAQ.ux) called V-A distribu-
tivity,

o V(zr: true) = true called term true,
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e VY(x: false: Px) = true called empty range,
e VY(xr:x=y: Px) = Py called one-point rule.

Rules similar to these for existential quantification can be derived via de Mor-
gan’s law

e Jx: Px: Qux)=—-V(r: Pr: -Q.1)

In all formulae that we write the above meta-operators have lower precedence
than operators of the object language.

2.2 Functions
** Very drafty *x

As usual we indicate function application by the lower dot “.”. The lower
dot is right-associative and binds stronger than any other binary operator. If
x is an element of type A and f a function from A —called the domain— to
some other type, we denote the unique image element of x by f.x . To indicate
that f is a function to B —called the range— from A we write f € B+ A .
The choice for the unconventional direction of the arrow is based on the way
we denote function application (and composition) of two functions. In case of
function application, the argument of a function is placed on the right-hand
side of the function. Writing the type information as we do, the domain of the
function is placed on the right-hand side of the arrow.

On functions we can define a binary operator, the familiar composition. For
g€ (C+— Band f € B+— A we define the composition ge f € C' +— A, by

(feg)z = fgux

for all x € A. The e is associative.
When working with functions and using them in proofs, the rule Leibniz is
used frequently. I.e. for z,y and f of the appropriate type we have

r=y = fx=F[fy

If both A and B are lattices with negation, one can define a unary operator
on functions to B from A called the conjugate. If f € B +— A then we define
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the conjugate f® € B «+— A by f°x = —(f.—x) , for all z € A. Notice the
way the latter expression is parenthesised: we adopt the convention that unary
operators take precedence over binary operators.

For other properties of functions, like injectivity and surjectivity the reader
is referred to section 2.4.

2.3 Proof Format

For the presentation of equational proofs we use the style introduced by W.H.J.
Feijen in [35]. That is, we write

R

= {p}
S

= {a}
T .

In the above proof R,S and T are expressions containing one or more free
variables; p and ¢ are most often semi-formal hints why (for all instantiations
of the free variables) R = S and S = T, respectively; in constructive proofs
(discussed shortly) p and ¢ have a formal status.

This format emphasises the transitivity of equality: all the expressions R, S
and T" are equal, but in particular the first and the last. We use other transitive
operators in place of equality: = (equivalence), < (follows from) = (implies),
— and C . In such cases the connectives are used conjunctively; for example
RC SC T means (RC S) and (SCT).

Peculiar to our own work is that we use the same proof style for constructive
proofs. For example, we may wish to determine a condition ¢ under which two
given expressions 2 and T are equal. There are two ways we can proceed. One
is to begin with the statement

R =T
and then in a series of steps derive ¢. Thus the derivation would take the form

R =T
= { hint }
some intermediate steps
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= { hint }
q -
Another way is to begin with R and try to transform it to 7. On the way the

conditions under which the transformation is possible are not given as dictates
beforehand, but they are collected in the hints. Thus the proof takes the form

R

= {e ql}
S

= {e ¢}
T .

In such a proof the hints have a truly formal status and what is proven is the
statement

g1Ng2 = R =T .

We draw the reader’s attention to such hints by marking them with a bullet
(the symbol “e” used above).

A particular case where such constructive proofs are used is the following. Given
are two functions f and ¢ and an expression . Required is to find x such that
f-R=g.x . le. we wish to prove the statement

Az f.R = gx)

This we often do by a stepwise refinement process in which, for reasons stated in
the hints, we explore assignments to = of a particular form. The proof structure
then takes a form like:

By construction of x:

R = gu

= { e x = hy, reason why f.R=g.(h.y) <« fR=g"y}
"R = gy

= {e y =T, reason why f"R=¢.T }
true



2.4. THE POINTWISE RELATIONAL CALCULUS 13

Formally, such a proof establishes

Viz,y: z=hy Ny=T: fR = gux) ,
which is of course equivalent to

f.R = g¢g.(hT)

The keywords “by construction of” alert the reader to the fact that the variables
that follow (in this case just x) will be assigned particular values during the
course of the proof. These assignments are indicated by bullets in the hints.
Most often they introduce fresh variables for which appropriate assignments
have to be found also  such as y in the above outline.

2.4 The Pointwise Relational Calculus

*x Extremely drafty **

For the moment we take an interest in relations for granted. Since our
objective is to study relational datatypes and the relational programming that
comes with them, it doesn’t hurt to pay a little attention to relations. In this
section we briefly discuss the set theoretic notion of relation and the structure
of the collection of relations on a given set (space) thereby introducing some
notation.

A set theoretic relation between two sets X and Y, in that order, is defined
to be a subset of the cartesian product

XxY ={(z,y)|ze X NyeY} |

or, equivalently, a boolean valued function (a predicate) on X x Y.

For a relation R between X and Y and z € X, y € Y we mostly write zRy
instead of (z,y) € R or R.(z,y) = true (or R.(x,y)).

Some elementary examples of relations are: ), X x Y and {(z,y)}, and for
X and Y equal the diagonal Ix = {(x,z)| z € X} . Moreover every function
f € X <— Y induces a relation between X and Y via its graph:

GR.f = {(z,y) |z = fy} .
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As soon as functions are embedded in the relations (for example in the above
way) a direction suggests itself: a relation R between X and Y may be inter-
preted then as a mechanism to be fed with elements of the (right) domain Y
which returns elements of the left domain (range) X.

The collection of all relations between X and Y inherits the structure of
the powerset of X x Y, so we may consider union, intersection and negation
(complement) of relations (provided they have the same domains).

In chapters to follow we shall axiomatise this structure via the concept of a
lattice. Instead of the set theoretic notations like (), C, U and N we then use
the lattice operations —, T, LI, M and denote the full relation (X x V') by TT.

Like functions, relations may be composed if the corresponding domains
match, so for R C X xY and S C Y x Z define

z(RoS)z = Fy: yeY: xRy A ySz)

The composition is associative and the diagonals serve as (partial) identities.
For the collection of all relations on one space X (so IP(X x X)) this means
that the composition and the diagonal make it into a monoid. This structure
will be axiomatised as such.

Unlike functions, relations may be reversed: define and denote

y(R)z = =zRy .

So R C X xY iff R C Y x X, and on IP(X x X) the reverse ““” is an
inversion that respects the set inclusion and “reverses” the composition. The
stirr frying pan symbol ““” is pronounced accordingly as wok, and it will be
used in the axiomatisation too.

An interesting bonus is the following interface:

(PN Ro@")o(Q N P'sR) D Po@Q N R .

which is called the Dedekind rule (exercise: prove it).

Several standard properties of relations may be expressed in terms of the
above structure, for example for R C X x Y

R is total on YV
{ definition of total }

Viy: yeY: I(x: x€ X : xRy))
{ definition of composition }
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Viy: yeY: y(R>R)y)
{ definition of Iy }
Iy g RUOR

Similarly one may prove

e Ris functional iff RoR” C Iy ,

e Risinjective iff R R C Iy

e Rissurjective iff Iy € RoRY |
and

e Ris a function iff RoR" = Ix
If X =Y, ie R C X x X, we also have
e Risreflexive iff Iy C R ,

e R issymmetriciff R C RY ,

e R is anti-symmetric iff R N R C Iy ,
e R is transitive iff RoR C R .

The description above look a lot cleaner than the usual ones where dummies
and quantifications are all over the place. We therefore only seldomly refer to
the set theoretic relations, though it is our main model, but mostly calculate in
the axiomatised version. In case we do refer to the set theoretic interpretation
we adopt the usual semantics notation to stress the fact that we interpret the
(statement about the) relation in the set theoretic model so [Prop.R] is to be
read as the set theoretic interpretation of property Prop with respect to the set
theoretic interpretation [R] of R.
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Lattice Theory (Elements
of, Presented Calculationally)
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To begin a book on a theory of datatypes with a substantial part on lat-
tice theory is surely asking for trouble! The reader with little or no previous
knowledge is likely to regard such an introduction as a formidable hurdle, and
will question whether a textbook specifically devoted to the topic would not
be a better place to begin; the reader with more knowledge will be confident
that that is indeed the case and will be irritated by our presumption to think
otherwise. Nevertheless we would encourage both sets of readers to spare some
time reading carefully through the main sections of this part. To avoid the
task’s becoming a substantial hurdle we offer shortly some guidance on how to
approach it dependent on one’s prior knowledge.

The inclusion of such a substantial introduction to lattice theory is justified
by the part’s subtitle —“presented calculationally”. A major driving force
behind our work is to reduce substantial parts of the programming process
to straightforward calculation. There are two challenges here, one being to
reduce programming to calculation, the other to straightforward calculation.
The latter, as opposed to the former, can only be achieved by utmost concern
with the form and presentation of calculational rules. And, of course, that
concern must begin at the very beginning — in our case with a calculational
presentation of lattice theory and, later, of an axiomatisation of the calculus of
relations.

The presentation of lattice theory here departs from that in all texts that
we know of in the prominence given to the notion of a “Galois connection”
introduced in chapter 5. A Galois connection is a rule connecting two functions
to each other having a particularly simple and elegant shape. The recognition of
a Galois connection between two functions considerably facilitates calculations
with the functions. We shall encounter several such connections throughout the
text, amply sufficient to justify presenting the abstract notion at a very early
stage. Once mastered, the reader should have no difficulty in recognising many
other instances in other application areas.

On the other hand, we do not presume to suggest that this text is a replace-
ment for other texts on lattice theory. We use the qualifier “elements of” in
the part’s heading as a warning that there is much more to lattice theory than
we have time, space or ability to discuss. The selection of topics is very much
geared to our immediate needs and you may need to consult other texts if your
needs are different from ours.
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Chapter 3

Extremal Elements

3.1 Introduction

Let A be an arbitrary set. A binary relation C on A is said to be reflexive if
x C x for all x € A. Tt is said to be anti-symmetricif r =y <= x CyAyC x,
for all z and y in A. Finally, it is said to be transitiveif t C 2 < x C yAy C 2
for all z, y and z in A.

A preorder on A is a reflexive, transitive relation on A; the pair (A, C) is
then called a pre-ordered set. A partial order on A is an anti-symmetric preorder
on A; the pair (A, C) is then called a partially-ordered set or poset for short.

Actually, we assume that these definitions are already familiar to you and
you can conjure up several examples of pre-ordered and partially-ordered sets
if asked.

Often, lattices would now be introduced by considering an algebra having a
binary “meet” operator and a binary “join” operator both of which are idempo-
tent, symmetric and associative, and which collectively obey a certain absorp-
tion law. (See e.g. [24].) It is then observed that the carrier of the algebra (the
set of values on which the operator is defined) can be ordered by a relation, de-
fined in terms of meet, that is reflexive, anti-symmetric and transitive. Lattices
are in this way shown to be partially-ordered sets.

We diverge from this approach. We take as our starting point partially-
ordered sets, and consider the construction of a “meet” operator on sets rather
than just pairs of elements. The “meet” of a set of elements is called its “infi-
mum”. A dual concept is that of “supremum”. Both infima and suprema are

21
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what we call extremal elements. So too are greatest and least elements.

In this chapter we consider these concepts in some detail. Even if you are
already familiar with them it may still be worthwhile reading the chapter in
detail because it is here that we first illustrate our calculational style, and
where we introduce some fundamental calculational techniques.

3.2 Infima

To begin: let (A, C) be a partially-ordered set and let S be a subset of A. We
say that element y € A is a lower bound on S, or, more concisely, y is below S
if it is at most every element in S. That is,

(3.1) y ishelow § = V(s: s€S: yLCs)

Typically, for any given set S there will be many elements below S. A greatest
lower bound or infimum of S is a solution of the equation

(3.2) x:= VY(y: y isbelow S = yLCux)
Clearly, since C is reflexive, any infimum of S is below S. l.e.
(3.3) = solves (3.2) = =z isbelow S .

Clearly also, by weakening the equivalence in (3.2) to an implication we have,
for all x € A,

(3.4) x solves (3.2) = V(y: y ishelow S = yCux)

The combination of (3.3) and (3.4) is the origin of the name “greatest lower
bound” for a solution of (3.2); property (3.3) states that a solution is a lower
bound and (3.4) states that a solution is greatest among such lower bounds.
The converse of the conjunction of (3.3) and (3.4) is also clearly true: by the
transitivity of C and elementary predicate calculus,

(3.5) V(y: y isbelow S « yCuxz) <« x isbelow S .

(3.6) x solves (3.2)
< z isbelow S A VY(y: y isbelow S = yLC x)
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To summarise this preliminary discussion, there are two, completely equivalent,
specifications of infimum, the first being a solution to (3.2) and the second a
solution to

(3.7) =z xz isbelow S A V(y: y isbelow S = yLC 1)

Equation (3.7) is the conventional definition of infimum and as explained gives
rise to the terminology “greatest lower bound”. We, however, prefer (3.2) to
(3.7) because the former is more compact and easier to calculate with.

Equation (3.2) may not have a solution but we can assert that it has at most
one solution. To see this we observe that

38 uwu=v = VYy:yCTu = yLCo

which rule we call the rule of indirect equality. Next we observe that the left
side of the equivalence in (3.2) is totally independent of the dummy x. Thus,
we can argue that

y Eu
{u solves (3.2) }
y is below S

{v solves (3.2) }
y L

That is,
uw and v both solve (3.2) = V(y: y Cu = y C v)

In combination with the rule of indirect equality (3.8) this yields the desired
uniqueness of a solution of (3.2):

u and v both solve (3.2) = wu=wv

(The rule of indirect equality is proved by elementary predicate calculus using
the reflexivity and anti-symmetry of the ordering relation. Its simplicity beguiles
its importance. We discuss the rule in more detail shortly in connection with
its extension to proving inclusions.)

We denote the unique solution of (3.2) by M.S . Also, instead of writing “is
below” we silently lift the C relation to sets. That is, for x € A and S C A
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we write x C S for z is below S. Spelling out the definition of “is below” once
more, that is to say

(39) zCS = V(s: s€S: zCs)

(The device used here of “overloading” the T operator is a common one in
mathematics but can lead to confusion if one does not clearly type all variables.
Throughout this chapter we use the convention that small letters, like x and
y, denote elements and capitals, like S and 7', denote sets of elements. Do not
be tempted to instantiate a variable denoting an element with an expression
denoting a set, or vice-versal)

Adopting this convention has the pleasant by-product that (3.2) takes on a
particularly concise form. Specifically, if .S exists then, for all y € A,

(3.10) y& S = yLCr.sS .

A complete lattice is a partially-ordered set (A, C) in which .S exists for all
subsets S of A. Throughout the rest of this section we assume that we are
dealing with a complete lattice. The alternative is to tediously preface every
statement involving .S for some S with “assuming .S exists”.

Note that the right side of (3.10) can be trivially made true by instantiating
y to .S . We obtain the simple but powerful property

(3.11) N.SCS .

Equation (3.10) is an instance of a very important concept called a Galois con-
nection that will be discussed later. For the moment it suffices to observe that
(3.10) links the function M with universal quantification (the universal quantifi-
cation that is obtained by expanding the definition of y C S). A consequence is
that M inherits certain basic properties of universal quantification. To see what
these properties are we proceed in two steps. The first step is to explore the “is
below” operator. Three elementary properties are

(3.12) yC{z} = yLCx the one-point rule,
(3.13) yC SUT = yCSAyCT the range-disjunction rule,

(3.14) yEO = true the empty range rule,
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where () denotes the empty set. In combination with (3.10) these three rules
translate into properties of M. We give the rules the same names.

(3.15) NA{z} = =z the one-point rule,
(3.16) N(SUT) = (n.S)n (N.7) the range-disjunction rule,
(3.17) yCn.g the empty-range rule,

for all y € A. For convenience, we used in (3.16) the binary version of the
supremum operator which is defined as

(3.18) zny = nA{x,y} .

The proofs of all these properties are very straightforward but it is neverthe-
less worthwhile discussing them because the techniques are very fundamental.
Note that (3.15) and (3.16) are statements of equalities whereas the specifica-
tion of M.S (see e.g. (3.10)) involves only inclusions in which M.S appears on
the bigger side. Thus we cannot prove a statement of the form z = .S by
proving both z C 1M.S and .S C x since, at this point in time, we have no
means of proving the latter inclusion. The trick is to use the rule of indirect
equality (3.8)

(319) 2 =15 = VY(y: yCax = yCr.s) ,

with v instantiated to x and v instantiated to M.S .
Let’s see how this works in the case of (3.12) and (3.15). First, (3.12) follows
because

y E {z}

{ 39}
V(z: ze{z}: yC 2)

{ one-point rule of universal quantification }
yEux

Now combining (3.10) with (3.12) we have, for all y € A,

y C Mz}

{ characterisation: (3.10) }
y € {z}

{ (3.12) }

y L x
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Applying (3.19) we conclude that (3.15) is also true.

Now we consider (3.13) and (3.16).

y €A,

y C SUT

{ 39}
V(iz: 2e SUT: yC2)

{ range-disjunction rule for universal quantification }
Viz: 2€S: yCz) AV(2: z€T: yC2)

{ 39) }

yC SAy LT

Combining (3.13) with (3.10) we have, for all y € A,

y C r.(sufT)
{ characterisation: (3.10) }
y C SUT
[ (313) }
yCSAyCET
{ characterisation: (3.10) }
y C NS Ay CnT
{ range-disjunction and one-point rules
for universal quantification }
V(z: ze{N.S,N.T}: yC z)
{ (3.9) and (3.18) }
y C (r.S) n (n.7)

Applying (3.19) we conclude that (3.16) is indeed true.

This completes the discussion of (3.13) and (3.16). It remains to verify (3.14)
and (3.17). By now the strategy should be familiar. We have, for all y € A,

This is

y C 0

{ (39) }
V(iz: z€l: yCz)

{ empty-range rule for universal quantification }
true

(3.14); its counterpart (3.17) follows from

The former follows because, for all
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y T M.y

= { characterisation: (3.10) }
yC0

= { (3.14) }
true .

Property (3.17) says that 1.0} is the biggest element in the lattice. It is so special
that it is worth giving it a special notation: we shall henceforth denote M.() by
TT and call it top. The defining property of top is thus (3.17): for all y € A,

(320) yC T

(A common convention is to use the symbol T for top. Whilst in printed
documents T and T are readily distinguishable they are not so in hand-written
form. For that reason we choose to break with convention.)

An important proof technique was illustrated by the above calculations.
Specifically, we established the equality of two poset elements x and z by estab-
lishing that, for arbitrary poset element y, y Tz = 1y C 2. (See equation
(3.8) and references to it.) This technique will be prevalent in the discussion of
Galois connections in chapter 5. To reinforce its importance let us give it the
status of a named theorem. At the same time let us generalise the technique to
proving inclusions as well as equalities.

Theorem 3.21 (Indirect Equality and Inclusion) Let x and y be ele-
ments of a poset (A, C) both satisfying predicate p. Then equivalent are

r=y ,
Viz: pz: zCx = 2Cy) ,
V(iz: pz: aCz = yLC 2)

We call this the rule of indirect equality. Also equivalent are
rLy
Viz: pz: zCx = zCy) ,
V(iz: pz: zCz <« yLC2)

We call this the rule of indirect inclusion.
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O

The proof of this theorem a simple exercise in the predicate calculus is
left to the reader. In carrying out the exercise it is worth noting the mini-
mum requirements on the ordering relation needed to establish the two parts
individually. Together they add up to the requirement that C is reflexive,
anti-symmetric and transitive. The converse is also true! That C is reflex-
ive, anti-symmetric and transitive is equivalent to the conjunction of the two
rules. (For a precise statement of this equivalence see exercise 3.28.) This is a
significant observation because it means that resorting to proofs of equality or
inclusion by means of indirect proof does not weaken one’s possibilities.

Often in our use of the rules the predicate p is identically true; in such
cases we omit reference to the predicate. In some circumstances, however, it is
advantageous to instantiate p to a non-vacuous predicate. If that is the case we
refer to p as the domain predicate.

In the course of stating and establishing (3.16) the binary operator N was
introduced. From its definition (3.18) and spelling out (3.10) we obtain

(322) zCznNy = 2zCz A zLCy .

Easy consequences of this equation are:

(3.23) zMNz = =z M is idempotent,
(3.24) zM(ynz) = (zNy)Mz M is associative,
(3.25) zNy = yNux M is symmetric.

We also have the important relationship between the partial ordering C and M,
namely:

(326) r Cy = z=u2aMy .

Let us prove (3.26) just to illustrate the generalisation to inclusions introduced
in theorem 3.21.

zMNy = w
= { indirect equality: 3.21 }
Viz:: 2 C 2Ny = 2z C x)

{ (3.22) }
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Viz: zCz A zCy = zLCx)
{ predicate calculus }
Viz: zC2 = 2L y)
{ indirect inclusion: 3.21 }
z Ly

Exercise 3.27 Other properties inherited by infima from universal quan-
tification are

a MNz:zeS: fxynNn(z:zeS:gx) = N(r:xel: falgx),
b S#0 = (annsS = MNz: z€8: alux)) ,
c M(z:zeS:Tr) = TI .

Prove these properties, identifying clearly the corresponding rule for universal
quantification.

O

Exercise 3.28

a  Show that relation R is reflexive and anti-symmetric implies
V(z,y:: x=y = V(z: zRxr = zRy))
b  Show that relation R is reflexive and transitive equivales
V(z,y:: Ry = V(z: zRxr = 2Ry))
c Show that relation R is reflexive, transitive and anti-symmetric equivales

V(z,y:: =y = V(z: zRx = zRy))
A Y(z,y: zRy = V(z: zRx = zRy))
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3.3 Suprema

We have introduced infima and examined some of their properties. We now want
to introduce the dual concept — supremum or least upper bound. If (A,C) is a
poset then so is (LA, J) where 1 is the converse of C, i.e.

xrdy = yLu

for all z,y € A. The supremum operator, denoted by LI, in a poset (A, C) is
defined to be the infimum operator in the dual poset (A, J). That is, for x € A
and S C A, when LIS exists it is unique and satisfies

329) 2z JUS = =38
where
(330) 23S = VY(y: yeS: zJy)

(Tt is suggested that you read x J S as x “is above” S.)

This definition by duality is very powerful because we can claim at one stroke
that all properties of infima in the previous section are dualisable to suprema
by replacing ' by LI and C by J. Here then are the principal rules:

(331) LSS,

(3.32) ufzr} = =z,

(3.33) L.(SurT) = (us)u urn ,
(3.34) y J U0,

(3.35) zJdaxlly = zJdzxz AN zJdy ,
(3.36) zUy = Udz,y} ,

(3.37) rUr = x|,

(3.38) (zUy)lUz = (zUy) Uz,

(3.39) xlUy = yUz |

(3.40) xJdy = x=zxUy .

The supremum of the empty set, like its infimum, is sufficiently special to deserve
a special symbol. We use the symbol — and call it bottom. (More conventional
is to use the symbol —, but see our remarks on the choice of the symbol TT
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for a justification of this divergence from established practice.) Bottom has the
defining property that for all y € A,

(341) y 3 —

There is one more rule that establishes a useful relationship between suprema
and infima. It is that, for all subsets S of A, the supremum LI.S exists provided
that the infimum M.(y: y 3 S: y) exists and, in that case, they are equal.
That is to say,

(342) US = nN(y: y3S: y)

whenever the right side of the equation exists. (The converse also holds. See
exercise 3.46.)

To show that this equation holds it suffices to assume that the right side
exists and establish that it satisfies the specification (3.29) of LI.S .

Let S denote the set of all elements above S. T.e.

(343) z€S = 38 .

The assumption is then that M.S exists and we have to show that it meets
(3.29). So we have to prove, for all x € A,

:cQI‘I.S‘ = xz3J85 .

4

For the first time we are obliged to use a “ping-pong” argument  i.e. a proof
of equivalence via mutual implication. The reason is that the characterising
property of infima only allows us to relate infima to elements below themselves
whereas the characterising property of suprema does the opposite. Because
of the asymmetry in (3.42) there is an asymmetry in the “ping” and “pong”
components. Follows-from is straightforward:

[ Y
{ (3.43) }
r €S
= { (3.11) with S := S }
x 3.8

To prove implication we begin by simplifying the proof obligation:
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z NS = « a8
{ (3.30), predicate calculus }
V(s: s€S:z 3 NS = z3s)
{ indirect inclusion: dual of theorem 3.21 }

V(s: se€eS: S 3 s)

To establish this universal quantification let us assume s € S. Then

.S s
{ characterisation: (3.10) }
S s
{ definition of “is below”: (3.9) }
V(y: yeS: yds)
{ definition of S: (3.43) }
Viy: y3S: yJs)
{ (3.30) and predicate calculus, s € S }

true

This completes the proof.
The dual of (3.42) also holds of course. We have

(3.44) M.S = U(y: yES: )

whenever the right side exists. The most important consequence of these two
properties is that completeness of a lattice can be defined either in terms of
infima, or of suprema, or both. Specifically:

Theorem 3.45 The following are equivalent:
e Poset (A,LC) is a complete lattice.
e All infima exist in poset (A,C) .
e  All suprema exist in poset (A, C) .

e All infima and suprema exist in poset (A,C) .

Exercise 3.46
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a ShowthatzU(xMy) = 2 = xM(rUy) forall z and y.

b Show that if the supremum LIS exists then so does the infimum
My:y 3 S:y).

3.4 Greatest and Least Elements

In this section we introduce some variations on the definitions of infimum and
supremum that we have been working with until now. In particular we introduce
local infima and suprema. Different notions of locality are possible. One such
notion is captured by the definitions of least and greatest element of a set:

Definition 3.47 For Y C A, z is called a least element of YV iff x € Y and

x C Y . Dually, z is called a greatest element of YV if t e Y and Y C x .
(Il

Informally, x € Y is a least element if it is at most any other y € Y . We will de-
note a least element of a subset Y by min.Y. The notation min.(z : P.z: f.x)
is also used instead of the more conventional min.{f.z| P.x} . We will de-
note the greatest element of a subset Y by max.Y. Occasionally we use
max.(z: Pa: f.x) instead of max.{f.z| Pz} .

The existence of least or greatest elements is of course not guaranteed. But,
where they exist, uniqueness is guaranteed and there is an obvious relationship
to the infimum and supremum of the given set:

Theorem 3.48 For all Y C A and x € A we have the following:

a oz =minY = ze€VY Azxz=T".Y |,
b z=maxyY = z€Y ANz =LY .
O

The definitions of infimum and supremum admit a slight generalisation
whereby the bound of a set is not sought within the poset but in a superset of
that set:

Definition 3.49 For Z C Aand Y C Z, we call z the infimum of Y in
Z it x € Z and, for all z € Z,

zCz = zLVY .

The unique solution of this equation, if it exists, is denoted by M;.Y .
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O
Note that My.Y = min.Y and M 4.Y = N.Y . Furthermore we have the
following easily verified property:

Property 3.50 For X C Y C Z C A we have, provided My.X and M;.X
exist,

a |_|y.X E |_|2.X s

b My X=n;X = n;.Xey.

]

Property 3.50(b) is often used in a weaker form My. X = M;.X < Mz.X € V.
In this form it can be used to prove that a subset of a complete lattice is a
complete lattice itself with the same infimum.

Exercise 3.51 Show that if C is a total ordering then, for all non-empty,
finite subsets S, IM.S exists iff min.S exists.

O

Exercise 3.52  Prove for (A, C) a complete lattice and S and T subsets of
A: NS CNT <« S DOT. What is the dual property?

O



Chapter 4

Junctivity and Continuity

In this chapter we look at functions on lattices and detail a hierarchy of desirable
properties of such functions. The terminology and much of the presentation is
borrowed, with appropriate adjustments, from Dijkstra and Scholten [36, chap.
6]. Indeed, several of the theorems presented here appear in their book, albeit in
a different setting. Some of their theorems have been omitted because they rely
on distributivity properties that are not generally true in a lattice, or because
they are not relevant to our current goals.

4.1 Junctivity Types

The specific concern of this section is a classification of functions on lattices
according to conditions under which they commute with the supremum and/or
infimum operators. The classification is derived from a classification of indexed
bags of lattice elements which we now define.

To increase the compactness of a number of theorems it is useful to extend
function application silently from elements to sets. Specifically, if f is a function
and S is a subset of its domain we write f.S for {s: s € S: f.s} . (Naming
conventions with regard to variables will always be clearly stated so that there
is no doubt as to what is intended in a given formula.)

In the following definition we assume for the sake of simplicity that we are
dealing with complete lattices. Later we discuss a revised definition relevant to
the case that the posets are not complete.

Definition 4.1 (U-Junctivity Types) Let (A,C) and (B,C) be

35
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complete lattices and suppose f € A «— B. Let S be an arbitrary subset of B.
Then we say that f is S-U-junctive iff

(4.2)  fu.sS = Uf.S .

Furthermore we say that f is universally U-junctive if f is S-U-junctive for all
subsets S, positively Ll-junctive if f is S-LI-junctive for all non-empty subsets S,

and finitely U-junctive if f is S-L-junctive for all finite subsets S.
]

Other junctivity types (for example denumerable L-junctivity) can be added
to this list in an obvious way. We reserve the shortest term  plain LI-junctive
— for the most frequently occurring junctivity type, namely finite, positive L-
junctivity. With this understanding, it should be obvious that “finite” in the
definition of L-junctivity may be replaced by “of size two”. That is, f is LI-
junctive if and only if for all z,y € B, f(r Uy) = fa U fy . (Formally an
inductive proof over the size of the set is needed to verify this claim.)

The definition of M-junctivity types is completely analogous and will be
taken for granted.

Occasionally A and B are not complete lattices in which case equation (4.2)
can be meaningless. The only case we consider in which this occurs is in chapter
5. There we shall use the term “existentially LI-junctive” with the following
meaning. Function f € A < B is existentially U-junctive iff for all S C B,
f-U.S satisfies the specification of L. f.S whenever LIS exists.

In definition 4.1 the different types of junctivity are obtained by restricting
the cardinality of the set. “Continuity” properties are obtained by another sort
of restriction.

Definition 4.3  Let (A4, C) be a partially-ordered set and let S be a subset
of A. Then S is said to be totally ordered or a chain iff x C y or y C x for all

T,y €S.
O

Definition 4.4 (Continuity Types) Let (A,C) and (B,C) be complete
lattices and suppose f € A <— B. Then we say that f is universally U-
continuous iff f is S-U-junctive for all chains S. The terms positively U-
continuous and finitely LI-continuous are defined as the corresponding junctivity
types, namely by appropriately quantifying over the chains in the definition of
LI-continuous. Likewise, we define M-continuous, universally M-continuous, pos-

itiwely M-continuous and finitely M-continuous.
O
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4.2 Monotonicity

It should be obvious from the definitions of the various U-junctivity and L-
continuity types that they form a hierarchy. Each continuity property is weaker
than its corresponding junctivity property; universal LI-junctivity is the strongest
property and finite, positive Li-continuity is the weakest. These two extremes
will be the most relevant in later chapters and only occasionally will we consider
a junctivity or continuity type in between.

“Finite, positive U-continuity” is a bit of a mouthful, but it coincides with
the notion of monotonicity (sometimes called isotonicity) as we now show.

Definition 4.5 (Monotonicity) Let (A,C) and (B,C) be two partially
ordered sets. Function f € A < B is said to be monotonic iff

V(iz,y: faC fy < xCy)
(I

Theorem 4.6 The following are all equivalent:

a [ is monotonic.
b f is finitely, positively LI-continuous.
c f is finitely, positively M-continuous.

Proof We shall take for granted that “finite and positive” may be replaced by
“of size two” as remarked earlier. Duality considerations permit us to restrict
ourselves to a proof of the equivalence of a and b.

f is finitely, positively LI-continuous
{ definition, above remark }

V(z,y: faUfy = f(rUy) < xLCy)
{ (3.40) }

V(z,y: faxUfy = f(rUy) <= zUy =y)
{ calculus }

V(z,y:: falfy=fy < zUy =y)
{ 340) }

V(iz,y: faxC fy<=zLCy)
{ definition }

f is monotonic
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O

One might ask why we have seen fit to introduce such a devious notion
as “finitely, positively LI- or M-continuous” when the notion can be defined so
much more simply. One answer is that it is now clear that a function possessing
any one of the above-mentioned junctivity or continuity types is automatically
guaranteed to be monotonic. This, on its own, is a good enough justification for
the deviousness. A second answer is that we intend shortly to present a couple
of theorems that are true of all junctivity and continuity types, and thus also
of monotonicity.

Very often monotonicity of a function is obvious. If that is the case, it helps
to know that establishing S-U- or S-M-junctivity for some given S (or class of
subsets S) involves proving only one inclusion, the other being automatically
valid. Specifically we have:

Theorem 4.7 For all monotonic functions f and all subsets S of A for
which .S and M.f.S exist,

fn.S C n.f.s .

Dually, for all subsets S of A for which LI.S and LI.f.S exist,
fu.s I u.f.s .

Proof

fn.S C n.f.s

{ characterisation: (3.10) }
fn.s c f.s

{ definition of f.S, (3.9) }
V(s: se€S: fn.S C f.s)
= { e f is monotonic }

V(is: s€S: MnS Cs)
{ (3.11) }

true

([l
One class of functions that are simultaneously existentially LI- and M-junctive
are the poset-isomorphisms.
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Definition 4.8 If A and B are posets and f € A <— B then f is called
a poset-monomorphism iff fx T4 fy = 2 Cg y . A function is called a
poset-isomorphism iff it is a surjective poset-monomorphism.

O

Theorem 4.9 If A and B are posets with f € A <— B then
a if f is a poset-monomorphism then f is injective,

b if f is a poset-isomorphism then f is existentially Li4. 5 junctive and
existentially M 4. 5 junctive.

Proof Part a is easily proven by using anti-symmetry. We prove b only. Let
X C B be such that LI.X exists. We prove f.L.X solves the defining equation
for L. f.X . For arbitrary z € A we derive

fUuXLCz

= { e fy = zsince f is surjective }
JUXCE fy

= { [ is a poset-monomorphism }
UX Cy

{ definition of supremum }
Viz: zeX: zCy)

{ e fy = z, fisa poset-monomorphism }
Viz: zeX: faC 2)

O

Exercise 4.10 Show that

f is monotonic = V(S : min.S exists : f.min.S = min.f.5)

4.3 Composition of Functions

This section is devoted to just one theorem, a trivial theorem that is probably
the most frequently used theorem of all that we present. (Because it is used so
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frequently we tend to take it for granted and rarely cite it explicitly.) Its proof
is equally trivial.

(Tt is worth pausing to remark that the word “trivial” has two meanings: one
meaning is “of little importance” and the other “commonplace”. We shall often
discuss “trivial” matters but by that we do not mean that they are unimportant.
Rather the opposite — they are “commonplace”, i.e. are used frequently, and
hence are very important.)

Theorem 4.11  Let (A,C), (B,C) and (C,C) be partially-ordered sets.
Suppose f € A<+ B and g € B+ C. Then feg enjoys any junctivity or
continuity type shared by f and g¢.

Proof We may confine ourselves to monotonic f and g, this being the weakest
continuity type (see theorem 4.6).

Suppose S is a subset of C. Trivially, ¢.S is a subset of B with the same
or smaller cardinality than that of S. Since ¢ is, by assumption, monotonic it
is also straightforward to see that ¢.S is totally ordered if S is totally ordered.
Thus, with bound variables S ranging over subsets of C, and T ranging over
subsets of B, both having some given junctivity type and being totally ordered
in the case that S is totally ordered, we have:

V(S fg.U.S = U.fg.95)

= { calculus }
V(S fguS = fu.gS) A VY(S: flgS = U.fg.5)
<= { Leibniz’s rule applied to the 1st conjunct,

T := ¢.S and predicate calculus to the 2nd (taking note
of the above remarks regarding the type of T') }
V(S ¢S = UgS) AN YT : fUT = 0U.fT)

4.4 Pointwise Orderings

In this section we show how to form (complete) lattices of functions. The basic
insight is that functions on partially ordered sets can themselves be partially
ordered.
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Definition 4.12 (Pointwise Ordering of Functions) For functions f
and g both having type A <— B, where (A, C) is a poset, we define

fCg = V(z: z€B: falgx)

([
In effect we “lift” the ordering on A to an ordering on functions with range A.
The “point” above the inequality symbol is a reminder that the ordering is
“point” wise defined. For pencil and paper calculations it soon becomes irritat-
ing to continually write it and you may choose not to do so if you are confident
of what you are doing. We will always include the point for greater clarity and
because some equations can look decidedly suspect if this type information is
not present. (Once or twice we will even have to include two points!)
Together with this lifting, we also lift the structure present for A.

Theorem 4.13 Let (A,C) be a complete lattice and B an arbitrary set.
Then the set of functions of type A <— B forms a complete lattice under the
pointwise ordering of functions. More concisely, (A «— B,C) is a complete
lattice.

Proof Let F be a subset of A «— B . Our task is to exhibit a candidate

value for the supremum or infimum of F. For no particular reason at all we

choose to construct a candidate for the supremum of F'. Then we have to show

that the candidate fulfills the specification of the supremum, i.e. the exhibited

candidate is a function of type A <— B and the candidate satisfies the equation
hi Ygm hCg = Y(f: feF: fLCy)

where g and h are functions of type A «— B .

As candidate for the supremum we take the function F' € A «+— B defined
by

Fa = Uyu(f: feF: fa)

there being no other reasonable choice. (The dual of the candidate for the
supremum, i.e. F.x = M. (f: f € F: f.x) would be an adequate candidate
for the infimum in A <— B.) Now let us verify that F' meets the specification
of the supremum. Assume ¢ is a function in A <— B. Then
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V(f: feF: fLCy)
{ definition 4.12 }

Vif: feF:Yx: faCgux))
{ dummy interchange }
Vs V(e f e P fa € ga)

{ specification of supremum }
Vs U(/: [ € F: fa) Cga)
{ definition of F' }
V(z: FaC gx)
{ definition: 4.12 }
FCg .

O
In theorem 4.13 the set B is arbitrary. If we assume that it too is a complete
lattice then each junctivity or continuity type identifies a complete sublattice of
the lattice of functions of type A < B. This follows from the following simple
argument.

Let (A,C) and (B,C) be complete lattices. Let S be a subset of B and let
F be a subset of A <— B. Define F as before by

Fa = Uux(f: fEF: fa) .

Then,

F.usS = L.F.S
= { definition of F' }

U(f: feF: fU(z: x€S8: 1))

= U(x:zeS: U(f: feF: fux))
= { dummy interchange }

U(f: feF: fU(z: x€S8: x))

= U(f: feF: U(x: z€8: fx))
= { Leibniz }

Vif: feF: fu(x:zeS:xz) = U(r: ze€S: fux))
{ definition }
V(f: feF: fus = LU.f.S)

We conclude the following:
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Theorem 4.14  Let (A,C) and (B,C) be complete lattices. Let 7" be some
junctivity or continuity type, and let F be the subset of A < B consisting of
all functions of type T'. Then F forms a complete lattice under the pointwise
ordering of functions.

Proof Junctivity and continuity types come in two versions: the U-forms and
M-forms.

Let T be a U-junctive or U-continuity type. We know from theorem 4.13
that the set of all functions in A <— B forms a complete lattice under the
pointwise ordering. By (3.50) it thus suffices to show that the supremum (in
the latter lattice) of any subset F' of F is itself an element of F. But this is
evident from the above calculation. Just quantify over all S having the given
type T.

For T" a M-junctive or M-continuity type, a dual reasoning can be given based
on the obvious candidate for the pointwise infima, the F in the proof of theorem
4.13
(I

Exercise 4.15 Let (A, C) be a lattice and B be an arbitrary set. Suppose
f and g are both functions of type A «+— B. Show that for all X C B

NfX CnNgX < fCgqg.

State the dual property.

O

4.5 Sectioned Compositions

Earlier we briefly touched on function compositions. Here we explore their
properties with respect to the pointwise ordering of functions.

We first observe that composition is monotonic with respect to its left ar-
gument.

(416) feh T geh <= fLyg .

Proof
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feh T geh

{ definition 4.12, definition « }
V(z: fha C g.h.x)
= { predicate calculus, y := h.x }
Yy fy C gy

{ definition 4.12 }

fEyg

O
For the right argument, we have
(4.17) VY(f,g=hef T heg < fLC g

Proof
(=) Instantiate f, g to the constant functions Z, 7.

(<)

h is monotonic .

hef T heg

{ definition 4.12 }
V(z: h.fax C hg.x)
= { e his monotonic }
Yy fy C gy

{ definition 4.12 }

fCyg.

O
Properties (4.16) and (4.17) exhibit an asymmetry in the left and the right
arguments of function composition. For arbitrary f, let (ef) be defined as

(+f)-g =g°f .
So (ef) maps a function to a function. A similar definition can be made for
(fe). In this setting (4.16) expresses the monotonicity of (eh) for arbitrary h,
while (4.17) says that (he) is monotonic iff h is monotonic.

The definitions of (e f) and (fs) employ a device called sectioning. In general,
given any binary function one can fix one of its arguments to some constant
value to obtain a unary function. The device can also be employed on non-
binary functions (thus unary functions, ternary functions, quaternary functions
etc.) to obtain functions of lower arity. (Fixing the only argument of a unary
function to some constant gives a constant.)

The function (ef) has one other property that will be useful later on.
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Theorem 4.18  If (A, C) is a complete lattice and f an endofunction on A,
then (ef) is universally L-junctive.

Proof For GC A<+— Aand any x € A we derive

(1))

= { definition (ef) }
G

= { definition U }
Uh: heGsf: hux)

= { dummy change, definition « }
U(g: geG: g.fx)

= { definition of U }
(UG).f.x

= { calculus, definition of (sf) }
(+)-(16G))

([
The function (fe) is in general not universally U-junctive, since in general it
is not even monotonic (see (4.17)).

Exercise 4.19 Let (A,C) be a complete lattice. Prove that for f an
endofunction on A:

f is universally LI —junctive = (fs) is universally LI—junctive .
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Chapter 5

(Galois Connections

5.1 Introduction

This chapter forms the climax to our skirmish with lattice theory. In it we
define and explore the notion of a Galois connection between two functions. In
later chapters we apply the acquired knowledge in unfamiliar ways to familiar
areas of lattice theory. For instance, in one of the following chapter we derive
the well-known Knaster-Tarski theorem on fixed points as a simple corollary of
a property of Galois connections.

Although such applications of Galois connections are unfamiliar, the notion
itself has a very long history beginning, one might argue, with the mathemati-
cians of ancient Greece. The ancient Greeks were concerned with constructibil-
ity problems such as: using ruler and compass alone, is it possible to trisect an
angle or, construct a regular polygon with n sides for given n > 27 Another
related constructibility problem is that of solving a polynomial equation using
only “radicals” — rational operations and the extraction of roots. The solutions
to the general quadratic equation az? + bz + ¢ = 0, nowadays a compulsory ele-
ment of secondary school mathematics, were known to the Babylonian scholars
around 900 A.D. The Italian mathematicians Scipio Ferro and Niccolo Fontana
(nicknamed Tartaglia because he stammered) solved the general cubic equation,
their results being unscrupulously plagiarised by Girolamo Cardan in his Ars
Magna published in 1545. Ferrari, a pupil of Cardan, was the first to solve
the general quartic equation, but almost 300 years were to pass before Abel
demonstrated in 1828 the unsolvability of the general quintic equation.

47
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Evariste Galois, who died in 1832 at the age of 21 and whose work was
published fourteen years after his death, established necessary and sufficient
conditions for a polynomial equation to be solvable by radicals. He did so by
relating every extension of a field to a group and then studying the properties
of field extensions by studying the properties of the related groups. (In the
case of solving polynomial equations using radicals the field is formed by the
rationals and the extensions are formed by adding the extraction of roots.)
The revolutionary methods Galois introduced led to the development of the
modern theories of groups and fields, the relationship he established between
field extensions and groups now being known as the Galois correspondence.

We shall have nothing further to say about the Galois correspondence, our
attention being devoted to connections between functions in a much broader
setting. (Those wishing to know more about the Galois correspondence are
referred to [41] — from which together with [90] the above history has been
culled.) The essential idea to be retained from this discussion, however, and
the reason that Galois connections bear the illustrious mathematician’s name,
is to explore the properties of one function by relating it to a second and then
exploring that function’s properties.

Now, what is a Galois connection? Let’s present a first definition. A Galois
connection involves two ordered sets (A, C 4) and (B, Cp), a function F' € A «—
B and a function in the opposite direction G € B +— A. We will say (F,G) is
a Galois connection iff for all x € B and y € A the following holds

FrCyhy=2Cg Gy .

This compact definition of a Galois connection was first introduced in [85]. We
refer to F' as the lower adjoint and to G as the upper adjoint.

As might be anticipated from the names given to F' and G, Galois connec-
tions are related to the categorical notion of an adjunction'. When considering
a set with an order as a category, Galois connections and adjunctions coincide.
So we can study Galois connections by studying adjunctions. Adjunctions have
been extensively studied, one of the most comprehensive accounts of adjunc-
tions being [59], so why bother to study Galois connections separately? There
are several reasons why Galois connections are interesting in their own right.

The notion of an adjunction is an order of magnitude more complex than the
notion of a Galois connection. At best an adjunction involves two categories,

TAll remarks referring to category theory can be skipped if you’re not familiar with it.
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two functors and two functions between the hom-sets. Other definitions require
two natural transformations instead of the functions between hom-sets, or one
natural transformation and a universality property. To call a Galois connection
an adjunction is just mathematical overkill!

Galois connections have excellent calculational properties due in no small
measure to the simplicity and elegance of the definition. Calculations with ad-
junctions are much harder. Moreover, there are properties of Galois connections
that are not valid for adjunctions in general.

Conditions a function has to satisfy in order to ensure existence of an (upper
or lower) adjoint are easily stated for Galois connections. So one can readily
specify a function by stating that it is the Galois adjoint of a known function
and derive properties of the specified function without the need to give a closed
formula. This approach can be very fruitful since often the closed formula turns
out to be complicated or clumsy to work with.

This is not to say that the categorical notion of an adjunction does not
have its place. The class of functions that can be defined by the categorical
notion is much broader and includes many functions of daily use in computing
science that cannot be defined via a Galois connection. Nevertheless the class
of functions that can be so defined is sufficiently large to be interesting and
worthy of study. Moreover, it is our view that a proper understanding of the
categorical notion of adjunction is best gained by viewing it as a “constructive
version” of the notion of a Galois connection. (We will explain this assertion in
more detail later.) An indispensable prerequisite for a study of the categorical
notion of adjunction is thus a thorough understanding of the notion of a Galois
connection.

5.2 Elementary Examples

Galois connections occur in various parts of mathematics and computing sci-
ence, but they are not often recognised as such. Even where the existence
of a Galois connection is recognised that fact is rarely exploited. As a conse-
quence, proofs we have encountered are either complicated or unnecessarily long,
whereas exploitation of the Galois connection can immediately suggest compact
and straightforward proofs. In this section we give some elementary examples
of Galois connections and their use in constructing elegant calculations.

The examples in this section give a first impression of how to calculate with
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Galois connections. They also give a first hint as to what properties are common
to Galois connections. They have been chosen for the appeal of familiarity and
are not used further in the text. In later sections we give an overview of the
properties of Galois connections. We make no claim to originality but we do
try to establish each property in a convincing, calculational style.

5.2.1 Floor and ceiling

Our first example of a Galois connection is in the realm of number theory. In
most mathematical texts the function floor from reals to integers is defined as
follows: for all real  we take |z] to be the greatest integer at most z. Likewise
the ceiling, denoted [z], is defined for all real z as the least integer at least x.

With these definitions various properties of the two functions can be verified,
but it is difficult to actually calculate with them. A possible way to improve
this is to give the definition as a Galois connection. Let’s first consider the
floor-function.

| x| is defined as the greatest integer satisfying some property. To be precise,
it has the property that it is at most x. Hence if we have another integer n that
satisfies the same property i.e.n <z , n cannot be greater than |z], since
| ] is defined to be the greatest such integer. This gives the following Galois
connection as definition:

Definition 5.1 For all real z, |x] is an integer such that for all integers n

n<|z] =n<uz.
([
In a similar way we find a Galois connection for the ceiling-function.

Definition 5.2 For all real z, [x] is an integer such that for all integers n

(2] <n = z<n .
O
One might complain that definitions 5.1 and 5.2 are not genuine Galois
connections, since they involve only one function, namely the floor, respectively
ceiling, function from reals to integers. A Galois connection should involve two
functions in opposite directions. But in both specifications there is a second,
invisible, function present that maps integers to reals. In this case that is a very
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trivial function, since integers can be embedded in a straightforward way in the
reals. If we take U to be that embedding, we can reformulate definition 5.1 as

(5.3) n<|z] =Un<zx.

A similar rewriting can be done for definition 5.2. As long as we note that n is
an integer, we can safely omit the U.

Embedding functions offer a good example of “trivial” meaning “common-
place” rather than “of little importance”. Some of the central results to follow
are obtained by observing that an embedding function or some equally “trivial”
function has an adjoint.

The specifications of floor and ceiling have been given in the shape of a
Galois connection elsewhere, for example in [44] and [82], but that shape is not
used in any calculation. Even worse, in [44] the authors don’t consider it useful
at all to recognise a Galois connection since they have difficulty remembering
it! In order to show the usefulness of the given Galois connection, let’s calculate
some properties.

A complaint that might, with some justification, be made about 5.1 and
5.2 is that it is not immediately evident that, viewed as equations in |z| and
[x], respectively, they do indeed have solutions. To see that this is so we will
conduct a small calculation.

Replacing [z] in (5.2) by the dummy m (ranging over integers) we wish to
show that the equation
(5.4) m: Vin: m<n = z<n)

has exactly one solution. (Since m is an integer, one can not use indirect equality
to conclude z = m from (5.4).)

It is evident that it has at most one solution — since the right side of the
equivalence in (5.4) does not depend on m — so it suffices to show that it has
at least one solution. We do this by eliminating the universal quantification as
follows:

V(n: m<n=uxz<n)
{ predicate calculus }
Vin: m<n=x<n) A ¥Y(n: m<n<z<n)
= { transitivity of at-most, integer arithmetic }
zr<m A VY(n: m—-1<n < x<n)
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= { arithmetic }
r<m AN m—-1<z

= { arithmetic }
r<m<z+l

Since there is exactly one integer that is at least x and smaller than x + 1 this
shows that [z] is well defined.

For our second calculation we shall establish the following property men-
tioned in [44].

65 |lel| = |val

for all z, 0 < .
Proof For any integer n we derive

. < |
{ nis an integer, definition 5.1 }
{ arithmetic }
n? < |z] V n<Q0
{ n?is an integer, definition 5.1 }
n<zx V n<0
{ arithmetic }
n < Vx
{ nis an integer, definition 5.1 }
IV

val

The property now follows by the rule of indirect equality
O

Note that the decision on how to prove the theorem, i.e. the introduction of
the integer n, is entirely inspired by the shape of definition 5.1. The only way
we can calculate something about the floor-function is to use its specification.
That specification allows one to rewrite the floor-function only when it is in
some special shape. In this case: it is on the greater side of the < and on the
smaller side there is an integer. So the only way one can hope to be able to
prove something from its specification is to manipulate the demonstrandum in
such a way that the specification can be used.

n <
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You are cordially invited to compare the above proof of (5.5) with the
proof given in [44]. You may also wish to prove |z +m| = |z| + m, and
|z| min |y| = |rminy]| for all real x and y, and integer m, or |[z/m]| =
||z| /m] for all real z and positive integer m in the same calculational style.
You should observe a pattern and be able to formulate it as a general theorem.

5.2.2 Sums and Differentials

If two functions are inverses of each other then they are Galois connected.
Suppose the inverse functions are # and ¢. Then we have, for all x in the
domain of 6, and y in the domain of ¢,

(56) fx =y = x = ¢y

Just like giving Galois connections as examples of adjunctions it would normally
be pure overkill to give inverse functions as examples of Galois connections! The
two poset orderings needed to establish the connection are the trivial orderings
whereby the only ordered elements are equal elements, and little can be gained
by instantiating general theorems about Galois connections that is not predicted
by much simpler, direct calculations using the fact that a composition of the
one function followed by the other is an identity function. The main benefit
that is gained from the observation is that it can suggest properties that one
might investigate of Galois-connected functions. For example, inverse functions
have “inverse” algebraic properties. The exponential function, for instance, has
as its inverse the logarithmic function, and

1

exp (—z) = and exp(z+y) = expx - expy
exp x
whereas
1
~Inz = In(-) and Inz+Iny = In(x-y)
T

In general, if # and ¢ are inverse functions then, for any functions f and ¢ of
appropriate type,

V(z: 0.fx = gbhx) = Vy: foy = ¢.gy)

More generally, and expressed at function level, if (6, ¢9) and (0, ¢;) are pairs
of inverse functions, then for all functions f and ¢ of appropriate type,

(5-7) boof = gy = [for = ¢oeyg .
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(You are invited to discover instances of this theorem. A suggested starting
point is the identity sin?z = 1 — cos’z.) Knowing this, one is encouraged to
investigate whether Galois-connected functions have similar “inverse” algebraic
properties, but one would be foolhardy to believe that any investigation of Ga-
lois connections would uncover new facts about inverse functions. Nevertheless,
the characterisation (5.6) of inversality can sometimes be useful. In this section
we consider an example to do with summing polynomial functions. Like the
example of the ceiling function this application was suggested to us by read-
ing the book Concrete Mathematics by Graham, Knuth and Patashnik [44], in
particular the section on “finite calculus”.

Let f and ¢ denote functions from naturals to reals. Assume that f.0 = 0.

Define the operators A and ¥ by
(Af)x = f(z+1)— fx

(Xg)x = XN(y: 0<y<z:gy)
for all numbers . Then we have the Galois connection:
(5.8) f=Xg = Af =g .

The proof of this identity involves very elementary quantifier calculus and is
therefore omitted.

Let us suppose our goal is to develop a body of rules that enable one to find
efficient ways of evaluating finite sums g for given function g. This goal may
be approached by tackling the easier problem of developing a body of rules to
compute differentials A f and then using the Galois connection (5.8) to convert
the rules to rules about 3.

To illustrate this idea let us restrict g to the class of polynomial functions.
Our goal is thus to develop a little theory that will enable us to compute finite
sums of polynomials such as S(y: 0 <y <z: y>+3y+1).

We begin our theory development by exploring the differentials of polynomi-
als. Since a polynomial function of x is either a constant function, the identity
function, the sum of two polynomial functions or the product of two polynomial
functions, table 5.1 suffices to rewrite (Af).z as a polynomial in z for any given
polynomial f.z satisfying the assumption f.0 = 0. (In the table ¢ denotes an
arbitrary constant. Verification of all four statements is straightforward.) We
observe that a table of differentials in the finite calculus looks like a table of
differentials in the infinite calculus. In particular taking derivatives reduces the
degree of a polynomial by exactly one.
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fa (Af).x

0 0

cx c

fax+gx (Af).x+ (Ag).x

fxrxgx faxx (Ag)a+ (Af)x xg.(x+1)

Table 5.1: Table of Differentials

Ideally we would now like to construct a similar table for . Four entries
would be required, one for constants, one for the identity function, one for a sum
and one for a product of two polynomials. The unfortunate occurrence of “+1”
in the A entry for products frustrates this particular goal but nevertheless an
algorithm for expressing the sum of a polynomial function as a polynomial func-
tion can be derived that exploits the above table of differentials. We illustrate
the algorithm by considering the ¥ entry for the identity function.

Since taking derivatives reduces the degree of a polynomial by one we con-
jecture that the sum of the identity function is a quadratic polynomial. The
coefficients of that polynomial are calculated as follows:

By construction of a and b:

V(iz: ar+bx? = 3(y: 0<y<z: y))

= { Galois connection: (5.8) with g the identity }
V(y:: Az —az+bi?)y = y)

= { differential calculus: table 5.1 }
V(y: a+by+bly+1) = y)

{ arithmetic }
a+b =0 AN 20 =1
{ arithmetic }

_ 1 _ 1

We have thus established the identity
Sy: 0<y<z:y) = —iz+ 32

Extrapolating from this four step calculation one can easily see that it em-
bodies an algorithm to express ¥¢ as a polynomial function for any given poly-
nomial function g. The steps in the algorithm are: postulate that g is a
polynomial function f with degree one higher than g. Compute (symbolically)
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the coefficients of Af using the table of differentials. Equate the expressions
obtained for the coefficients of f to the corresponding given coefficients of ¢g. In
this way one obtains a system of simultaneous equations which is then solved
to obtain the coefficients of f. Try it out for yourself on the squaring function.

The point of this little example is to show how one can predict the be-
haviour of a relatively complicated operator — in this case ¥ — by studying
the behaviour of its inverse  in this case A.

5.2.3 A short bibliography

We will see several additional examples of Galois connections later in the text
but for the moment the ones we have given will have to suffice. It is time to
take a more formal approach.

The theory to be presented is not new. Just like the proverbial wheel the
notion of a Galois connection has been discovered and rediscovered in various
fields, it has a variety of guises and is known under a variety of different names.
One of the earliest theoretical contributions (that we are aware of) was made
by G. Birkhoff with the introduction of so-called “polarities” [24]. C.J. Everett
subsequently proved that every Galois connection between powersets arises from
a polarity [40]. The actual generalisation to the Galois connections as we use
them here was done by O. Ore [78]. J. Schmidt introduced a concise formula
for describing a Galois connection [85], that formula being the one used here as
the definition of a GGalois connection in preference to the one proposed by Ore.

The importance of the notion was recognised at a very early stage in math-
ematically-oriented computing science literature. As long ago as 1964 Hart-
manis and Stearns [47] developed an alternative, but entirely equivalent, for-
mulation of Galois connections called “pair algebras” which they applied to
a data-refinement problem — the state assignment problem in sequential ma-
chines. (Although they did not use the term in the original paper describing
their theory Hartmanis and Stearns briefly acknowledge the relevance of Galois
connections in a footnote in their textbook [48] in which they said: “For re-
lated mathematical concepts see the discussion of Galois connections between
partially ordered sets in [23].” Simons [87] formally establishes the equivalence
between Galois connections and pair algebras.) Seven years later, Conway [30]
published a book on finite-state machines in which a very important (but sadly
almost totally ignored) element was the chapter on so-called “factor theory” and
its subsequent application to the construction and analysis of so-called “bireg-
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ulators”. Conway did not refer to the work of Hartmanis and Stearns, nor to
Galois connections, but there are clearly recognisable, formally establishable,
parallels between his “L-R factorisations” of a regular language and Hartmanis
and Stearns’ “m-M decompositions” of a finite-state machine.

More recent references to computing science applications of (Galois connec-
tions are [49, 71, 67]. In [49] there are four kinds of “Galois connections”
introduced, ranging from polarities to a restricted form of adjunctions. A com-
prehensive overview of the theory of Galois connections can be found in [42].
At the end of this chapter we review some of the earlier applications of Galois
connections and some applications that may appeal to computing scientists.

5.3 Abstract properties

In what follows we take (A, C4) and (B, Cp) to be partially-ordered sets. We
let F' be a function to A from B and G a function in the opposite direction, so
FeA+— Band G € B<— A. For such an F and G we recall the following
definition.

Definition 5.9 (Galois Connection)  (F, () is a Galois connection iff for
allze Bandye A

FrxrCyuy=2LCs Gy .

(Il

In order to make the formulae more readable, we will drop the subscripts from
the orderings. This will not lead to confusion, since it can always be deduced
which ordering is meant from type considerations. On occasion, when express-
ing the junctivity type of a function, we will tag the supremum and infimum
operator with the typing of the involved function, in order to assist the reader
in keeping the type deduction process manageble. Hence when we call F' uni-
versally L4 5 junctive, this means that F' preserves all suprema form B to
A .

Recall also that F' is referred to as the lower adjoint, since it is on the lower
side of an ordering, and G as the upper adjoint, since it is on the upper side of
an ordering.

In category theory the names left and right adjoint are more common, but
we find it difficult to remember which is which, and often mix them up. On the
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other hand the names lower and upper adjoint are also easily mixed up, since
the lower adjoint is the upper adjoint in the dual ordering! Formally:

Theorem 5.10 (F,G) is a Galois connection iff (G, F) is a Galois connection,
where the orderings of A and B are reversed.

Proof We have for any x € Aandy € B:

Gy 3J x
{ dual order }
r C Guy
{ (F,Q) is a Galois connection }
Fx Cy
{ dual order }
y O Fu

O

A result of this is that all statements about one of the adjoints of a Galois
connection have a dual statement for the other adjoint. That is, any theorem
concerning a lower adjoint gives rise to a theorem about the upper adjoint, since
that one is the lower adjoint when we reverse the ordering. So with one proof,
we get two theorems. In general we state the dual of a theorem, but we don’t
prove it.

An overview of the following subsections is as follows. We will first derive
some so-called “cancellation laws”. These are simple calculational rules that
enable one to “cancel” (i.e. eliminate), or vice-versa introduce, the functions in
a Galois connection under certain circumstances. Next we formulate a number
of equivalent definitions of a Galois connection. Knowing that a concept can be
defined in several different ways is an indicator of its importance as well as help-
ing one to recognise it in other applications. Then we consider the uniqueness of
adjoints, and necessary and sufficient conditions for their existence. Typically
the existence conditions are hedged with assumptions about the existence of
infima and/or suprema so in the final subsection we consider the properties of
Galois connections given that the posets in question form complete lattices.

5.3.1 Cancellation laws

In this section we consider some direct and elementary consequences of the
definition of a Galois connection. Apart from the defining equation, the first
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theorem is probably the law that is most frequently used when calculating with
Galois connections, as will be seen throughout this chapter. Thus, although we
refer to most of the theorems in this section collectively as “cancellation laws”,
this one is “the” cancellation law.

Theorem 5.11 (cancellation) If (F,G) is a Galois connection, then we
have

a o C G.Fx forallxz € B,
b FGyCy forally € A
Proof Since a and b are dual, only a is proven.

r C G.Fx

{ (F,G) is a Galois connection }
Fa C Fa

{ reflexivity }
true

(I
With this theorem it is straightforward to prove the following;:

Corollary 5.12 If (F,G) is a Galois connection, then both F' and G are
monotonic.

Proof For monotonicity of F' we observe

Fz C F.z

{ (F,G) is a Galois connection }
r C G.Fz
&= { cancellation, transitivity }

z L 2z

Monotonicity of GG follows by duality.
Il

What is particularly attractive about the form of the definition of a Galois
connection is that it expresses an equivalence between two predicates. Some-
times in calculations, however, its form is inappropriate, preventing its being
used directly. For greater flexibility one would like to have equivalences between
a broader class of expressions. That is the content of the next few theorems.
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Theorem 5.13 If (F,G) is a Galois connection then the following are
equivalent:

a zLC Gy,

b FzC FGuy ,

c FxCuy ,

d GFxLC Gy .

Proof The proof is by cyclic implication.

r C Gy
= { F is monotonic }
Fax T FGuy
{ cancellation, transitivity }
FxCy
= { G is monotonic }
G.Fx C Gy
= { cancellation, transitivity }
r C Gy

]
Observe from the proof of theorem 5.13 that the cancellation laws and mono-
tonicity suffice to prove the existence of a Galois connection.

By instantiating © := G.z in theorem 5.13, and abandoning part d, we
obtain:

Corollary 5.14 If (F,G) is a Galois connection then the following are
equivalent:

a Gz LC Gy,

b FGzxC FGuy |,

c FGzxCuy .

O

Dualising corollary 5.14 leads to:
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Corollary 5.15 If (F,G) is a Galois connection then the following are
equivalent:

a FxC Fy |
b GFxCGFy ,

c xC G.Fy
(I

These last two corollaries tell us something about the two adjoints when
they are restricted to F.B and G.A . In particular:

Theorem 5.16  If (F, () is a Galois connection then

a FeA«+— G.Aisa poset-monomorphism,

b G € B+ F.Bis a poset-monomorphism.

Proof Assume (F,G) is a Galois connection. For part a we have to prove
that Fu C Fv = u C v for all u,v € G.A . This follows directly from the
equivalence of b and a in corollary 5.14.

Part b is the dual of part a.

([
We shall shortly strengthen this result (see theorem 5.22).

So far no use has been made of the anti-symmetry of the given ordering
relations. We might just as well have restricted our attention to preorders
rather than to posets. Taking anti-symmetry into account permits one to deduce
equivalences between genuine equalities. For instance, by using the symmetry
present in the first two clauses of corollary 5.14 and corollary 5.15 together with
anti-symmetry of the ordering relations, we deduce:

Corollary 5.17  If (F, G) is a Galois connection then F' and G are injective
on the images of G respectively F, i.e.

a Gzx=Gy = FGzxz=FGy ,
b Fxz=Fy = G.Fx=GFy .
([

The functions of a Galois connection are not only each other’s duals, but
they are also in a way inverse to each other. Sometimes, this property is referred
to by calling F' and G each other’s semi-inverse or quasi-inverse. We adopt the
former name.
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Theorem 5.18 (semi-inverse) If (F,G) is a Galois connection then
a F = FeGeF |
b G = GeF+G .

Proof We only prove a, the statement b being the dual.

Fx = FG.Fx
= { anti-symmetry }
FxC FGFx N FGFxC Fx
= { cancellation with y := F.z }
Fax T FG.Fzx
= { 5.13(b) and d withy := F.x }
G Fz C G.Fx
= { reflexivity }

true

O

Corollary 5.19 If (F,G) is a Galois connection then F'« G and G ¢ F are
idempotent.

Proof Follows directly from semi-inverse and the use of Leibniz with F,

respectively G .
O
We now work towards a strengthening of 5.16.

Theorem 5.20  If (F,G) is a Galois connection then

a GFxz=z2 = z¢e€GA,

b FGy=y = yeFB.

Proof Again only a is proven, since b is its dual. We prove a by mutual
implication

For the =: this is trivial, since F.x € A.
For the <: since z € G.A we have + = G.y for some y € A.
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r = G.Fux

= {z=Gy }
Gy = G.FGy

= { calculus, semi-inverse }
true

(I
Theorem 5.20 states that the fixed points of G ¢ F' are exactly the elements of
G.A (a fixed point of an endofunction f being, by definition, an element z such
that f.r = z). But the theorem is mostly used in the opposite direction. Tt
provides an alternative expression for an element of G.A, respectively F.B ,
that lends itself better for calculations. For an element of G.A we can freely
introduce or remove an application of G F' . A dual property holds for the
elements of F.B. These properties can also be viewed as cancellation properties.
For a Galois connection we have the cancellation laws x T G.F.x for any
x € Band F.G.y C y for any y € A . Using this we obtain from theorem
5.20 the following

Corollary 5.21  If (F,G) is a Galois connection then
a GFxzCz=z¢eGA,

b yC FGy =ye€eFB .
(I

Corollary 5.21 is more useful than theorem 5.20 when the equivalences are
used as left-to-right implications.

Now we can strengthen 5.16 as promised.

Theorem 5.22  If (F,G) is a Galois connection then
a Fe€F.B+— G.Ais a poset-isomorphism,

b G € G.A+— F.Bis a poset-isomorphism.

Hence G.A and F.B are isomorphic posets.

Proof (Part a only.) By the definition of a poset isomorphism (a surjective
poset monomorphism) we have only to supplement 5.16 by a proof that F' €
F.B +— G.A is surjective. l.e. for each y € F.B we have to exhibit an z € G. A
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such that y = F.x . Since y = F.G.y, by theorem 5.20(b), and y € A,z = G.y
is a solution.
]

As an immediate corollary we have (see property 4.9(b))
Corollary 5.23  If (F,G) is a Galois connection then
a  Flisexistentially U ¢4 junctive and existentially Mgz, .4 junctive,

b G is existentially Ug 4 rp junctive and existentially Mg 4. 5 junctive.
O

5.3.2 Alternative definitions

With the tools we now have, let us look at some equivalent formulations of a
Galois connection.

The earliest definition of a Galois connection is the one introduced by O. Ore
in [78]. (He called them Galois “connexions” but his peculiar spelling of the word
“connection” never caught on.) Slightly differently formulated Ore’s definition
is captured by the next theorem.

Theorem 5.24 (F,G) is a Galois connection iff the following two clauses
hold:

a 2z LC GFzxand FGy C y .
b  F and GG are monotonic.

Proof The proof is by mutual implication.
The = part follows immediately from theorem 5.11 (cancellation) and corollary
5.12.
The < part has already been proven, see the remark following theorem 5.13.
O

Definition 5.9, proposed by J. Schmidt [85], and Ore’s definition, contained
in theorem 5.24, both have their merits. Schmidt’s is easy to remember since
it contains only one clause, and lends itself to compact calculation. It is a form
of “shunting rule”: the game that one plays with it is to shunt occurrences of
function F' in an expression out of the way in order to expose the function’s
argument. After performing some manipulations on the argument F' is shunted
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back into the picture. (Or, of course, the other way around: function G is
shunted temporarily out of the way.) It’s an attractive strategy, requiring little
creativity, that is particularly useful in inductive proofs. We will see plenty of
examples later.

Ore’s definition is most useful when expressed at function level. Eliminating
the dummies x and y in 5.24(a) we obtain

(5.25) Is T GeF and FeG L Iy

In an order-enriched category monotonic arrows F' and G satisfying (5.25) are
sometimes called “maps” and “co-maps”, respectively.

Schmidt’s definition can also be lifted to function level and, in combination
with (5.25), can be used to construct elegant theorems. Specifically, we have:

Theorem 5.26 (F,G) is a Galois connection iff, for all functions h and k
with the same domain and range respectively B and A,

Feh Tk = hLGek
(I

The proof is so straightforward that we choose to omit it.

An example of a calculation most neatly expressed using these forms of the
definition is as follows. Suppose, for i = 0,1, (A;,C4,) and (B;,Cp,) are
posets and (F; € A; «+ B;, G; € B; + A;) are Galois-connected pairs of
functions. Thus Fy, Fi, Gy and G are all monotonic and, for ¢ =0, 1,

(5.27) Ip, T Gy F;,  and  FjeG; T Iy
Let h € By < B; and k € Ay «+ A, be arbitrary functions. Then
(5.28) Fysh C keFy, = heG, C Gook

(On a first reading of the theorem and its proof you are recommended to ig-
nore the subscripts. The theorem generalises property (5.7) of inverse functions
mentioned in section 5.2.2. The extra complication of the subscripts has been
introduced because we want to kill several birds with one stone: in particular,
in section 5.4 we return to this theorem and use it to observe a central property
of adjoint formation.)

The proof is by mutual implication but only one implication is given since
the other is entirely dual.
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Fosh T keF
{ theorem 5.26 }
h T GyeksF

= { monotonicity: (4.16) }
h'Gl E Gﬂ-k-FI-Gl
= { (5.25), monotonicity: (4.16), and transitivity }

h'G] E Gg'k

For the moment we continue with pointwise calculations. The reader may
wish to explore what some of our calculations would look like if they were
expressed in point-free form.

There is also a sort of mixed form of definition 5.9 and theorem 5.24 that
defines a Galois connection.

Theorem 5.29 (F, G) is a Galois connection iff the following three clauses
hold

e F'is monotonic,
e FGyLCuy ,
e FxLy=z2LCGy .

Proof The proof is by mutual implication.

The = part is a direct result of theorem 5.11(b), corollary 5.12 and the definition
of a Galois connection.

For the <= part we prove that F' and G satisfy definition 5.9. We only have to
prove F.x Ty < 2 C Gy .

r C Gy

= { F is monotonic }
Fx C FGuy

FGyCy }

Y

4
M~ 171

F.x

O
And its dual

Theorem 5.30 (F,G) is a Galois connection iff the following three clauses
hold
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a (G is monotonic,
b 2 C GFux,

c FaCy<=aoC Gy.

(I

The interest in 5.29 and 5.30 is that they are the definitions most suited to a
verbal summary. Theorem 5.29, for example, states that F' and G are Galois
connected iff F'is monotonic and, for each y, G.y is the greatest element x such
that F.z C y. For this reason they are often favoured  they correspond to the
definition in category theory of an adjunction via a so-called (co-)universal map-
ping property [59, pages 55-59,80-82] — even though for calculational purposes
they are the least suitable of all the definitions.

5.3.3 Uniqueness and Existence

In this section we explore necessary and sufficient conditions for the existence
of an upper or lower adjoint of a known function. First, we note that if (Fp, Gg)
and (Fy, G) are Galois connections between the same posets, then Fp =F; =
Go=G; . This follows from (5.28) by instantiating A and k to the identity
functions and using the symmetry in the subscripts together with the anti-
symmetry of the ordering relation. Thus, we have:

Theorem 5.31 Each adjoint in a Galois connection uniquely determines
the other adjoint.
(Il
From this theorem one might anticipate that each adjoint is expressible in terms
of the other. That will be the concern of the current section.

Let’s give a first formulation of a Galois connection in which one adjoint is
expressed in terms of the other.

Theorem 5.32 The following are equivalent:
a (F,G) is a Galois connection,
b Fis monotonic and G.y = max.(x: Fx C y: z) ,

¢ G is monotonic and F.x = min.(y: z C G.y: y)
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Proof The fact that a equivales b is just a reformulation of theorem 5.29.
For a equivales ¢ use theorem 5.30.
O

Since being a least element is a stronger property than being an infimum, we
obtain the following

Corollary 5.33  If (F,G) is a Galois connection then
a Gy=U(x: FxCTy: z),

b Fz=nN(y: zC Gy: y)

O

From theorem 5.32 one can extract necessary and sufficient conditions for a
function to have an upper, respectively lower, adjoint.

Theorem 5.34 Function FF € A <— B has an upper adjoint iff F' is
monotonic and for every y € A the equation x :: F.xr C y has a greatest
solution.

Proof The proof is by mutual implication.

The = part follows directly from theorem 5.32; the greatest solution of z
F.x C yis given by G.y for every y € A .

For the < part define G.y, for every y € A, to be the greatest solution of

r » FzxCy,ie Gy = max.(r: Fx C y: z). Since F is monotonic,
the result follows from theorem 5.32.
O

As a dual we have:

Theorem 5.35 Function G € B <— A has a lower adjoint iff G is monotonic
and for every x € B the equation y :: = £ G.y has a least solution.
]

These theorems provide one answer to the question of when a function has
a lower, respectively upper adjoint. But requiring that a subset of a poset has a
least or greatest element is quite a strong requirement. In fact, if we require that
every non-empty subset of a poset has a least (or greatest) element, it means
that the poset is totally ordered  a requirement that is much too strong. We
look instead for characterisations in terms of infima and suprema rather than
least and greatest elements.
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From corollary 5.33 we know that an upper adjoint can be expressed as a
supremum of a set. In order to extract some kind of existence theorem using
infima and suprema, we first observe the following. From theorem 5.32 we see
that a function has an upper adjoint if it is monotonic and some particular
set has a greatest element. If a function is monotonic, it preserves greatest
elements. And conversely, if a function preserves greatest elements then it is
monotonic.

If we want to give an existence theorem for an upper adjoint, using suprema,
it might be worthwhile to first focus on the preservation of suprema by the func-
tion . In other words, we want to establish the junctivity type of the functions
involved in a Galois connection. From corollary 5.23 we know something about
the type of junctivity with respect to G.A and F.B , but this says nothing about
the elements outside those sets. We need something stronger for that.

Lemma 5.36  If (F, () is a Galois connection then
a Fis existentially Ll 4. 5 junctive,
b G is existentially Mg, 4 junctive.

Proof We only prove a, since b is its dual. Take any X C B and assume
L. X exists. We have to show that F. Lz .X solves the defining equation of
Li4.(F.X) . For any y € A we derive:

F. |—|B X E Yy

{ (F,@G) is a Galois connection }
|—|B-X E GU

{ G.y € B, definition supremum }
Viz: z€e X: xz C Gy)

{ (F,G) is a Galois connection }
Vz: z € X: Fa C y)

{ calculus }
V(z: z€ F.X: 2z Cy)

(I
Now we are in a position to express a Galois connection in terms of suprema
and infima.

Theorem 5.37 The following three are equivalent:



70 CHAPTER 5. GALOIS CONNECTIONS

a (F,G) is a Galois connection,
b F is existentially U4, 5 junctive and G.y = U.(x: Fx C y: x) ,

¢ @ is existentially Mg, 4 junctive and F.x = M.(y: = C Gy : y)

Proof We only prove a equivales b. The equivalence of a and ¢ follows by
duality. The proof is by mutual implication.

a=b: This is the conjunction of corollary 5.33(a) and lemma 5.36(a).

a<b: From G.y = U.(x: Fa C y: z) we deduce that the supremum of
{z| F.x C y} for every y € A exists. We prove F.z C y = 2z C G.y by a
ping-pong argument.

FzCuy

= { S C .S for all sets S }
zC U(z: Fx Cy: x)

= { F is monotonic }

FzC FU(x: Fx C y: )
{ F is existentially LI4, 5 junctive }
FzCU(x: Fx C y: Fux)
= { U(z: Fx Cy: Fx) C y, Cis transitive }
FzCuy

]
This enables us to formulate an alternative existence theorem for a lower,
respectively upper, adjoint.

Theorem 5.38 A function F € A <— B has an upper adjoint iff F is
existentially L4 g junctive and the set {z| F.x C y} has a supremum for
every y € A.

Proof The proof is by mutual implication.

The = part follows directly from theorem 5.37.

For the < part: define for ally € A, Gy as U.(z : Fa C y: z). This
supremum is well defined, by assumption. The rest follows from theorem 5.37.
O

As a dual we have

Theorem 5.39 A function G € B <— A has a lower adjoint iff G is
existentially Mg, 4 junctive and the set {y| * C G.y} has an infimum for
every x € B.
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(I

The theorems in this section are used to establish the existence of an adjoint,
and thus a Galois connection, without giving an explicit formula for the adjoint.
Yet it is possible to give an expression for the adjoint, in terms of an extremal
element. In general that expression is not amenable to manipulation, so it is
hardly ever used.

Exercise 5.40 (Perfect Connections) Suppose (F,G) is a Galois con-
nection. It is possible that all elements of B are fixed points of G F' . Ore
would say: the Galois connection is perfect in B. In [71] this is called a Galois
insertion from B to A. There are several ways to express this property:

a VY(z:zeB: Fr=min(y: 2 = Gy: y)) ,
b VYx:zeB: GFx =1z,

¢ @ is surjective,

d F'is a poset-monomorphism,

e Fisinjective.

Prove that all these expressions are equivalent. Further, prove that any one of
the above implies

e Vz:zeB: Fr="T(y: 2 =Gy: y))

What is the dual of this theorem?

O

So much for Galois connections for partial orders. The theorems encountered
so far form a substantial part of the known, or rather documented, theorems
about Galois connections. In particular we have introduced most of the theo-
rems that are useful for calculational purposes.

Some of the theorems depend on the existence of suprema or infima. If we
have a structure where the existence of those extremal elements is trivial, one
might be able to improve some of the results stated in this section.
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5.3.4 Complete lattices

There are two orderings that play a role in a Galois connection. If we want to
adhere to the symmetry between these orderings and the theorems, it would be
advantageous to take both orderings to be complete lattices. However, that is
quite a strong requirement. We will only assume —unless stated otherwise —
that just one of the orderings is a complete lattice. When we give the dual of a
theorem, we will have to require that the other ordering is a complete lattice.

In this section we merely improve on some of the theorems already men-
tioned.

Assume that B is a complete lattice. We can now characterise the functions
that have an upper adjoint in the following concise way.

Theorem 5.41 A function F € A <— B has an upper adjoint iff F is
universally L4, 5 junctive.

Proof Since B is a complete lattice, we know the set {z| F.x C y} has a
supremum in B for every y € A . From theorem 5.38 we deduce that F' has an
upper adjoint iff F' is existentially Li4. g junctive. With B being a complete
lattice, this is equivalent to F' being universally L4, 5 junctive which completes
the proof.

([

For the dual, assume A is a complete lattice. We then obtain the following:

Theorem 5.42 A function G € B < A has a lower adjoint iff G is
universally Mg, 4 junctive.

O

The previous two theorems can be used in two different ways. If one wants to
prove that a function is universally Li-junctive, one only has to prove that the
function has an upper adjoint. On the other hand, if one wants to establish
that a function has an upper adjoint, it is sufficient to prove that the function
is universally Ll-junctive. This gives a nice existence theorem which will be
exploited extensively later.

We now focus our attention on the image sets of /' and G. We already know
that they are isomorphic posets. With B being a complete lattice, we can do
better.
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Theorem 5.43 If B is a complete lattice, the poset G.A is a complete
lattice. Moreover the infima in G.A coincide with the infima of B.

Proof To show that GG.A is a complete lattice, it is sufficient to show all
infima exist. Take any X C G.A. We have to show that Mg 4.X exist. We do
that by demonstrating it is equal to Mg.X , which exists. By property 3.50(b)
it is sufficient to show that Mz.X € G.A .

Mg.X € G.A
= { corollary 5.21(a) }
G.F.Ng. X C Ng.X
= { G.F is monotonic, hence G.F.Mg . X C Msz.G.F.X }
Mg.G.F.X T Mg.X
{ X C G.A theorem 5.20(a) }
|_|B-X C |_|B-X
{ calculus }

true

(I

Given the fact that B is a complete lattice, we now know that G.A is a
complete lattice and the infima in G.A coincide with the infima in B . We also
know the suprema in GG.A always exist. Alas, the suprema in G..A do not, in
general, coincide with the suprema of B.

Theorem 5.44 If B is a complete lattice, then for any X C G.A the
supremum in G. A, Lg 4.X,is G.F. Ug . X .

Proof Take any X C G.A. We prove that G.F.Ug.X = g 4.X by mutual
containment.

Lo X

C { X = G.FX C G.F.Up .X since G.F monotonic }
G.F.uUg . X

C { G.F monotonic, Lg. X C Ug 4. X }
G.F Ug s X

= { Ug.4.X € G.A theorem 5.20(a) }
Lo X

(I
As a dual to theorem 5.43 and theorem 5.44 we have the following
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Theorem 5.45 If A is a complete lattice, the poset F.B is a complete lattice.
The suprema in F.B coincide with the suprema in A, and for any Y C F.B the

infimum in F.B, i.e. Mrg.Y, is given by F.G.T14.Y .
]

So far we have proved that if B is a complete lattice then so is G.A . A
dual result holds for A and F.B . Now is the time to claim that when B and
A are complete lattices then so are F.B and G.A. In fact they are isomorphic
complete lattices, since FF € F.B «— G.A and G € G.A «<— F.B are both
poset-isomorphisms; see also corollary 5.23.

But we can do better. For F.B being a complete lattice it is not necessary
that A is a complete lattice. By using corollary 5.23, we can construct suprema
and infima of F.B even when A is not a complete lattice.

Theorem 5.46 If B is a complete lattice, then F.B is a complete lattice.
The supremum and infimum operators in F.B are given by:

a |—|F.B-Y = F. LI(;.A .GYY = F. Lg .GY s
b Mgy = F.MNga.GYY = F.MNg.G.Y .
Proof Forany Y C F.B we observe

F. L .GY

= { semi-inverse }
FG.F Ug.GY

= { theorem 5.44 }
F.Ug 4 .GY

= { corollary 5.23(a) }
Upp P.GY

= { Y C F.B, theorem 5.20(a) }
LIF.B.Y

And

F.ng.GY

= { theorem 5.43 }
F o .GY

= { corollary 5.23(a) }
MNpg.F.GY

= { Y C F.B, theorem 5.20(a) }
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O
As a dual we have

Theorem 5.47 If A is a complete lattice, then G.A is a complete lattice.
The supremum and infimum operators in G.A are given by:

a |_|(;.A.X = G. Urg FX = G. |—|.A FX s

b MNgaX =G N . FX =GNy .FX
([
So we have the following result.

Theorem 5.48 If A or B is a complete lattice then F.B and G.A are
isomorphic complete lattices.

(I

This theorem is rarely cited in the literature. Only [72] mentions this result.

5.4 Sharp and Flat

We now know a great deal about Galois connections. In particular we know
that for complete lattices A and B there is a (1-1) correspondence between
universally LI-junctive functions in A < B and universally M-junctive functions
in B < A. Since we also know that these two sets of functions form complete
lattices (see (4.13)) a natural question to ask is whether the two lattices are
isomorphic. Indeed they are as we will now show.

Let F' € A < B be universally L-junctive. Denote its upper adjoint by
F' Let G € B + A be universally M-junctive. Denote its lower adjoint by
G’. (Note: we do not assume that the pair (F,G) forms a Galois connection.)
Then, by definition,

(549) Fx Ty = 2 C Fly ,
and
(550) G’z Cy = zC Gy .

Moreover, F* is universally M-junctive and G” is universally Ll-junctive.
Remark You may wish to pronounce F* as “F upper” and G’ as “G lower”.
We, ourselves, tend to pronounce operators according to the name of the symbol
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used to denote them. So we pronounce F* as “F sharp” and G” as “G flat”. This
has the advantage that when calculating with the operators we oblige ourselves
to consult their algebraic properties rather being (mis)guided by any intuition
we have about the “meaning” of the operators. (End of Remark)

The functions ! and * form the (1-1) correspondence mentioned above since,
by making the substitutions G := F' in (5.50) and F' := G’ in (5.49),

(5.51) FPx Cy = 2 C Fly |
and
(552) e Ty = «C Ghy .

(These substitutions are permitted because of the junctivity properties of F*
and G”.) So, by the unicity of adjoints,

(5.53) F* = F and G = G"

With this notation the cancellation laws are now expressed by two pairs of
inclusions

(5.54) F e F* I, and Iy FleF |

(5.55) G’ G I, and Iz T GG .

It is now straightforward to show that # and * form an order isomorphism. We
first observe that they are themselves adjoints in a “perfect” Galois connection
(see exercise 5.40):

(556) FFC G = F I

(Note the reversal of the orderings.) This follows immediately from (5.28) by
making the substitutions Fy, :== G°, Gy = G, F, = F, G, := F' h := Iy
and k := T4 . The fact that it is a perfect connection follows from (5.53),
which expresses that both * and ! are surjective.

Having the surjectivity present, it remains to prove that > or # is a poset
monomorphism. Combining (5.56) with (5.53) we obtain, for all universally
LI-junctive functions Fy and F,

Fj C Ff

{ (5.56) }
Fy 3 FP

{ (5.53) }
FO ; Fl 3

which establishes the claimed (contravariant) poset isomorphism.

Ir-

C
C



5.5. HISTORICAL EXAMPLES 7

5.5 Historical Examples

In this final section we present several examples of Galois connections drawn
from the computing science literature. The approach taken here is conventional
so that the examples can easily be recognised. We return to several of the
examples later in the text but when we do we approach them differently. No
further use will be made of the examples here, so that, apart from their historical
interest, they may safely be omitted.

5.5.1 Relations and Set-Valued Functions

As a preliminary to our first two examples we record first two well-known bi-
jections between binary relations and set-valued functions.

Definition 5.57  For R C X x Y, a function to IP(X) from ) is defined by
taking for every y € Y :

Ry = {z| xRy} .
O

By elementary set calculus, we observe that © € R.y = xRy .
In the same vein we make the following definition.

Definition 5.58 For R C X x Y we define a function to IP()) from X by
defining for every z € X :

z.R = {y| xRy} .
(Il
Note that a relation is fully determined by either one of these functions. Fur-
thermore we observe the following connection

xR>y = x € Ry,

for every x € X and y € Y. When we view z.R as a predicate on ) and R.y as
a predicate on X', this connection translates into

tRy = (x.R)y = z.(Ry),

forallz € X and y € V.
A similar description, but with different notation, can also be found in [85].
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5.5.2 Polarities

Our first example is by now a classic. It was first introduced by G. Birkhoff in
1940 and can be viewed as a starting point for the interest in Galois connections.
The description given here is based upon the description given in [24].

Let R be a relation between sets X and ) . The functions z.R and R.y can
be lifted to functions to IP()) from IP(X), respectively to IP(X') from IP(Y).
These functions are called polars in [24].

Definition 5.59  For every X € IP(X) define the right polar as
(X})R =nN.(z: z2€ X: x.R) .
For every Y € IP(Y) define the left polar as

RY})=n(y: yeY: Ry) .
O
If we take xz € X then {({z}}R = z.R . A similar property holds for the left
polar. Hence a relation is fully determined by either one of its polars.

These two polars are connected. Indeed, they are Galois connected. For
RCXx)Y,XelP(X)andY € IP(Y) we have

Theorem 560 (X)R2Y = XxY CR = X CR{Y)}.
Proof
X C R[Y)

{ calculus }

V(iz: z€ X: z e R(Y))
{ definition 5.59 }

Viz: € X: Y(y: yeY: zRy))
{ definition x }

XxY CR
{ definition x }

Viy: yeY: Y(x: x € X: zRy))
{ definition 5.59 }

Viy: yeY: (XJR>3y)
{ calculus }

(X)RDY
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([

Most of the formal properties of polars can easily be deduced by instantiating
the general properties of the Galois connections, see section 5.3. For more
properties, especially the applicability of polars to other examples, in the field
of geometry, theory of rings and groups, the reader is referred to [24].

Recently, the polars have acquired a new jacket. They popped up in the
field of formal concept analysis [31]. Let’s give a brief description to see the
connection with polars.

A context is a triple (G, M, R), where G, called the objects, and M, called
the attributes, are sets and R C G x M. Hence R relates objects and attributes.
For G C G, {G)R is the set of attributes common to all objects in G . Similarly
for M C M, R(M} is the set of objects possessing all the attributes in M.

In this context, a concept is a pair (G, M) with G = R{M)} and M = (G} R .
The set of all concepts in a context (G, M, R) is denoted B(G,M, R) . On this
set one can define an ordering < as follows:

(g0, mo) < (g1,m1) = g0 C g1 .

It is easy to show that gy C ¢ is equivalent to m; C my . With this ordering,
the set B(G, M, R) forms a complete lattice: the concept lattice. Without going
into further details, all the properties of formal concepts are easily proven by
using general properties of Galois connections, specifically by the properties of
the polars. This was also noted in [31].

The polars arise in another important disguise. They form a pointwise basis
for factors. Factors will be discussed after the next example, the weakest liberal
precondition.

5.5.3 The weakest liberal precondition

There is another way of lifting a relation S on X x ) into a function to IP())
from IP(X), or to IP(X) from IP()). Like the previous example, the func-
tions .S and S.y can be lifted but in a different way. For lack of standard
nomenclature, these functions will be called image functions.

Definition 5.61 For X € IP(X) define the right image of the relation
S C X x)Yhby

(X]S =U(z: z€ X: 2.9),
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O

Definition 5.62 For Y € IP(Y) define the left image of the relation S C
X x Y by

SY] = U(y: yeY: Sy) .

O
For functions, the notion of an image is well known. When we consider a
function as a relation, the left image of that relation is the image of the function.
That is the reason for the name “image function”.

As is the case for polar functions, any one of these image functions fully
determines the relation, since for any z € X' : [{z}]S = 2.5 . A dual equality
holds for the left image function.

Knowing the Galois connection for polars, one might anticipate a similar
result for the image functions. There is indeed a connection between the image
functions, even a Galois connection.

Theorem 5.63  For all X € [IP(X) and Y € IP()):
X]SCY = XcCS]
where S°[_] denotes the conjugate of S[_].

Proof Since [X]S C Y is equivalent to V(z : z€ X : 2.5 CY), it is

sufficient to prove 2.5 C Y = z € S°[Y]. We derive for any z € X

z € S°Y]
{ definition left image, calculus }
g U(y: y¢Y: Sy)
{ calculus }
Viy: y¢Y: x¢Sy)
{ calculus }
Viy: ygY: (x.5y))
{ trading }
Viy: z.8y: yey)
{ calculus }
.S CY
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(I
By instantiating X, Y := =X, =Y in theorem 5.63 and some simplifications
of the resulting expression, we find

Corollary 5.64 X D S[Y] = [X]|S°D Y.
(I

The function S°[_] is well studied in computing science, albeit in a somewhat
narrower setting and, of course, under a different name.

Let’s call X the statespace. Take —¢ X and define for any X € IP(X) :
X_ = X U{-}. A program S can be modelled by a relation S C X x X_.
The — is used to represent a nonterminating computation. Hence a program
maps states from X onto states in X_. This means it either terminates in some
state of X', or it doesn’t terminate, which is modelled by —. Note that, since
S is a relation and not necessarily a function, non-determinancy can easily be
dealt with in this framework.

A well-established method in showing the correctness of programs is by way
of so-called Hoare-triples. For P, ) C X this means showing the validity of
{P} S{Q}; i.e. show that the program S, when started in a state belonging to
P, either terminates in a state belonging to () or doesn’t terminate at all. In
the relational setting this amounts to the validity of [P]S C @_ . Using the
Galois connection theorem 5.63 this is equivalent to P C S°[Q_] .

In computing science one writes wlp.S.(Q) instead of S°[() | . So the connec-
tion between the weakest liberal precondition and Hoare triples

PCwpSQ = {P}S{Q}

is a Galois connection. It was noted in [36] that wlp.S.() is an extremal solution
of an equation involving a Hoare triple. To be precise, it is the greatest —or in
the terminology used in [36]; the weakest  solution of X = {X}S{Q} .

5.5.4 Factors

One very fine example of a Galois connection is provided by the factors. They
first appeared in [37] under the name residuals. They are used under the same
name in [24]. The name factor is used by [30] in the context of regular lan-
guages and finite machines. They also, more recently, were used in program
specification [52] under the names weakest pre- and postspecifications. We also
make much use of them later.
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The approach to factors given in this section is based on the polarities. This
means that we discuss the factors in a specific model. The factors will be defined
in terms of their elements. It is very well possible to define factors without using
elements, as is done in [52] and later in this monograph. The advantage of using
polarities to define factors, and hence the reason for introducing the notion in
this way, is that it may help in recognising a factor in a pointwise definition. One
cannot recognise a factor in an expression involving elements if one is unaware
of the pointwise definition of factors.

The notation used in this section is that introduced in section 5.5.1. All the
relations used here are subsets of X x X.

Definition 5.65 For R and S relations, define the right factor R\S by
z.(R\S) = (R.x)S ,
for all x € X. For relations T and S the left factor S/T is defined by

(S/T).y = S{y.T)

forall y € X.

O
Since there is a Galois connection between the polars, one might anticipate
a Galois connection for the factors. Indeed, one can prove:

Theorem 566 R C S/T = R\SD2OT.
Proof

R C S/T
{ calculus }
V(z:: Rz C (S/T).2)
{ definition 5.65 }
V(z: Rz C S(z.T))
{ Galois connection for polars, theorem 5.60 }
V(z = {R.2)S 2 2.T)
{ definition 5.65, calculus }
R\S DO T
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([

This Galois connection is not the only one that can be given for factors.
There is a more interesting one. Before embarking on that one, let’s first give
a lemma that is interesting in its own right.

Lemma 5.67 For R, S and T relations:

a xz(R\S)y = Rz C Sy,

b z(S/T)y = z.52yT.

Proof Only a is proven; b can be proven likewise.

z(R\S)y
{ definition 5.65 }
(Rx)S >y
{ calculus }
(R.z)S 2 {y}
{ Galois connection for polars, theorem 5.60 }
R € S{{y))
{ definition polar }
Rx C Sy

O
In [52] it is observed that for factors the following holds

z(R\S)y = V(z: zRx = zSy) .
Our notation eliminates the dummy z.
Now let’s give a more interesting Galois connection for factors.
Theorem 5.68 For R, S and T relations
R-S C T = RCT/S.
Proof
RoS C T

{ calculus }

V(z:: 2. (R-S) C 2.7)
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{ calculus }

V(z,y: z.Ry: y.S C z.T)
{ lemma 5.67(b) }

V(z,y: =.Ry: x.(T/S).y)
{ calculus }

R C T/S

O
Combining theorem 5.66 and theorem 5.68 leads to:

Theorem 5.69 For R, S and T relations

ReSCT = S CRT.

Theorem 5.68 is used in [52] as the definition of the weakest prespecification
although there they write P\R instead of R/P. The reason for preferring the
latter is that factors like any component of a (Galois connection enjoy a
cancellation property. Taking R := T/S in theorem 5.68 gives the cancellation

property:
(T/S)S C T .

In this expression the two adjacent occurrences of S cancel one another. Using
the notation suggested in [52], this property would read as:

(S\T)-S € T,

in which the two occurrences of S that cancel are not adjacent. This makes it
more difficult to remember the property or to see that cancellation is applicable,
especially when S or T is a long formula. The choice for the notation of the
factors is based upon economy of calculation. A similar argument can be given
against the notation used in [24].

So much for the factors in a relational setting. The factors also appear in
another setting: the theory of regular languages. In [30] they were introduced as
a tool for expressing a regular expression F as a regular function of Fi, F5, ...
with the F; to be determined. We will define factors for regular languages in
the same vein as is done for relations. Notice the analogy with factors in a
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relational setting. The reader is urged to translate the theorems about factors
for regular languages into a relational setting.

It is tacitly assumed that the reader has some knowledge of the theory of
regular languages. The symbol - will be used to denote the concatenation-
operator, U stands for set union and the < is the complete lattice ordering on
regular languages, to be precise: F' < EF = FE = EUF . We will not
distinguish between a one-element language and a word, as is common practice.

One of the standard operations for regular languages is the derivative.

Definition 5.70  For a regular language F and a word w, the word-derivative
E, is defined by E, = {v|w-v € E} .

([
Observe that for a regular language £ and a word w we have

(571) _IE“) = (_‘E)w )

since for any word v we derive

v € (mE)y

= { definition 5.70 }
w-v € 7F

= { calculus }
w-v ¢ FE

= { definition 5.70 }
v & E,

= { calculus }
v € =(Ey)

Another frequently appearing notation for the word-derivative E,, is 0, F.
The word-derivative can be seen as a function which maps a word onto a regular
language. This function can be generalised in order to obtain a function that
maps a regular language onto a regular language.

Definition 5.72  For regular languages E and F' we define the derivative by
opE = U(w: w e F: E,).

O
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By taking F' = {w} one easily sees that the derivative is indeed a generalisa-
tion of the word-derivative. A more familiar, but completely equivalent way of
defining the derivative is by

(5.73) OpE = {v| Fv N E#0} .

Although the notation for the derivative suggests that it is a function of E| it
can also be seen as a function of F'. These functions are very useful for regular
languages. They are for example used to efficiently construct a finite machine
that accepts a given regular language.

The word-derivative can be generalised in another way.

Definition 5.74 For regular languages E and F', the right factor is defined
by F\E = N.(w: w € F: E,).
O

Even for those who are familiar with regular languages, it might be the first
time they have come across factors.

As was the case for relations, there is a Galois connection for the right factor.

Theorem 5.75 For E, F and G regular languages we have F' - G < E =
G < F\E .

Proof
G < F\E
= { definition 5.74 }
G<N(w: weF: E,
= { calculus }
Viw: we F: G < E,)
= { definition 5.70 }
Viw: we F: w-G < E)
= { calculus }
F.-G<E
O

There is an intimate relation between the right factor and the derivative.
The derivative and the right factor are each other’s conjugates.

Theorem 5.76 For regular languages E and F"
(0r)°E = F\E .
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Proof
~(F\E)
= { definition 5.74, de Morgan }
U(w: weF: —(E,))
= { (5.71) and definition 5.72 }
O (—F)
O

Hence right factors and derivatives are in a one to one correspondence. The
properties of the one can immediately be transcribed into properties of the
other. So, formally it doesn’t matter which one of the two is studied. In most
of the literature concerning regular languages the derivative is defined as is
done above, i.e. by explicitly stating its elements. The factor is most easily
expressed in the form of the Galois connection, see definition 5.75. This means
that proofs involving the derivative will be in terms of elements, while proofs
involving factors will be element-free  although it can be done using elements,
see the beginning of this section

There is also a left factor. The conjugate of the left factor is called the
antiderivative. The properties of that one are dual to the properties of the
derivative, since properties of the left factor are dual to the properties of the
right factor.
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Chapter 6

More Structure in Lattices

The manipulative elegance, exemplified by the Galois connections, and the in-
herent higher-order possibilities of lattice theory make lattices extremely well
suited for a first description of the prominent domain of our interest: the set
theoretical relations. A necessary condition is that those relations may be char-
acterised in terms of (properties of) lattices. A first hurdle is the characterisa-
tion of powersets.

In this chapter we concentrate on three important lattice properties satisfied by
powersets and we present several lattice theoretic characterisations of powersets.
The main properties to be discussed are: distributivity, complementation and
atomicity. As in the former chapters the chosen treatment is strongly influenced
by manipulativity requirements, but the results are completely standard; it is
not a study on the frontiers of lattice theory, but merely a rendering of those
parts that we foresee to be important in later chapters, in a way that we deem
fit for the applications to be expected.

The three mentioned properties are studied but not automatically assumed
to hold for the lattices in the sequel. We intend to admit other models than the
standard relations, so we want
- to profit from a certain degree of generality
- to pinpoint exactly the reasons why certain rules are valid, useful or neces-
sary.

In particular, we try to avoid complementation as much as possible (in the
categorical theory of datatypes it occurs only under heavy topoi assumptions)
and we try to refrain from atomicity in order to see to what extent point-free
manipulation is possible and useful. We do, however, assume some distributiv-
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ity of the lattices in the following chapters (especially universal distributivity)
because of its elementary and indispensable manipulative power.

6.1 Distributivity

Suprema and infima are dual notions and, with the exception of (3.42) they
are independent. In many lattices (finite) suprema and infima are linked by
distributivity, for example the predicate calculus in section 2.1.

Definition 6.1 A lattice (A, C) is said to be distributive if for all z,y,z € A

N (yUz) = (zNy) U (z2)
O
Or, to put it differently and with less dummies, a lattice is called distributive
if for every z € A the section (zM) is U-junctive. One might wonder about a
“dual” notion of distributivity. In fact the formula in definition 6.1 is equivalent
to its dual (see exercise 6.9). Hence in a distributive lattice we have for all
z,y,z€ A

(6.2) zU(yMNz) =(xUy) MN(zrU 2

From exercise 3.27(b) we know that (1) is positively M-junctive for every = €
A. Together with its dual this establishes the following alternative formulation
of distribitivity.

Theorem 6.3 A lattice (A, C) is called distributive iff (z1) and (zU)) are both
M-junctive and U-junctive for all = € A.
O

There are many characterisations of distributivity: exercises 6.8 and 6.9
provide a few of them. The definition of distributivity via properties of sectioned
suprema and/or infima as presented in theorem 6.3 leads to some immediate
generalisations.

Definition 6.4 A lattice (A, C) is called chain distributive iff (zM) and (xL))
are both positively LI- and M-continuous for all z € A.
O

Definition 6.5 A lattice (A, C) is called universally distributive iff (zM) is
universally Ll-junctive and (zLl) is universally M-junctive for all z € A.
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O

As noted earlier, the sections (zU) and (xM) are positively LI- respectively -
junctive for every x € A. Since (xM) is bottom strict and (zL)) is top strict it
follows that 6.5 may be given in the same vein as 6.4 and 6.3.

Theorem 6.6 A lattice (A, C) is universally distributive iff (zM) and (zU) are
both positively LI- and M-junctive for all z € A.
(I

A last form of distributivity — that we ‘sort of’ consider — cannot be given
in terms of properties of sectioned L and M .

Definition 6.7 A lattice (A, C) is called completely distributive iff for all
sets .J and K and all functions f € A <— .J x K the following equality and its
dual hold

N(j: jeJ: U(k: ke K: f.(j,k))) =
U(g: ge K«—J: N(j: jeJ: f(j9.5)))
O

The definitions given thus far do not assume a complete lattice, the formula
in definition 6.7 should be read as: “if the left hand side exists, then the right
hand side exists and they are equal”.

Several variations on the above definitions are possible, depending on the
requirements on the chains, sets and subsets (mostly related to cardinality).
For our purposes universal distributivity suffices, which implies distributivity,
but is weaker than complete distributivity (for a counter example consider the
regular open algebra of the open unit interval. For more details, the interested
reader is referred to [46]). Moreover, our domain of interest is the complete
lattices, so existence of I and U for arbitrary sets is guaranteed.

Exercise 6.8 Show that the following properties of a lattice are equivalent
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([

Exercise 6.9 Show that a lattice is distributive iff for every x,y and z the
implicationz Mz C y A x E 2z Uy = x C y holds.

O

Exercise 6.10 Assume (A, C) is a distributive and complete lattice. Show,
under assumption of the axiom of choice, that chain distributivity and universal
distributivity coincide

Hint: The axiom of choice allows a well-ordering of any subset S of A, say
S = {Sa] aordinal,a < v} . Define 3 = U.(a : a < f : S,), then
{¥5| B < v} is a chain. Transfinite induction does the job.

O

6.2 Complements

From the chapter on Galois connections, it may be clear that definition 6.5 of
universal distributivity has promising consequences. By using theorem 5.41 and
5.42 we can define universal distributivity in another way.

Theorem 6.11 A lattice (A, L) is universally distributive iff (2M)" and

(zU1)” exist for all z € A
O

Thus for (A, C) a universally distributive lattice we have for all z,y,2 € A

= yC (2n)z
y Cx Uz

r My C

C z
(zL0).y C 2z

These equations are generalisations of the equations in the definition of pseudo-
complements and pseudo-supplements below.

Definition 6.12 In a lattice (A, C) we say z has pseudo-complement pc.x
iff for all y € A we have

(6.13) xMy =— = yC pex .

Dually, we call ps.z the pseudo-supplement of x iff for all y € A
(6.14) psax Tz = T =2 Uz |

holds.
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(I

Clearly, by indirect equality, pseudo-complements and pseudo-supplements are
unique if they exist. From theorem 6.11 it follows that they do indeed exist
(uniquely) in the case of a universally distributive lattice. To be precise

pex = (aM)f.— and psa = (ax).TT

As an example calculation, we show that a pseudo-complement is at most the
pseudo-supplement in a universally distributive lattice. I.e. we show for every

reA
(6.15) (zM)*.— C (xl_l)b.—l_l—

(z)f.—

= { from (6.14): TT = x U (zL)>.TT }
((x)>.TT U 2) 1 (2M)f.—

C { distribution, calculus }
(zU)°.TT U (2 1 (2m)f.—)

= { form (6.13): z 1 (zM)*.— = — }
(zU)°.TT

If the pseudo-complement and the pseudo-supplement of x coincide, then x
has a complement. Complements can be defined in any bounded lattice, i.e. a
lattice having a — and TT.

Definition 6.16  For a bounded lattice (A, C) we call 2’ a complement of x
if

rMNa =— and z Uz =TT

A lattice (A, C) is said to be complemented if every = € A has a complement.
Il
Unlike the situation with pseudo-complements one cannot deduce the unicity
of complements from their definition; however, in a distributive lattice they are
unique (see exercise 6.30).

From now on distributivity of the lattices under consideration will be as-
sumed, hence complements  when they exist  are unique.

Whenever the complement of z exists, it will be denoted, as usual, by —x ;
in that case the complement of —x exists too and ——x = =z .
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If the (distributive) lattice is complemented, the complements are just the
pseudo-complements and the pseudo-supplements. In such a lattice, a stronger
type of distributivity holds .

Theorem 6.17 A complemented distributive lattice is universally distribu-

tive. In particular (zM)%.— = ((-2)U) and (zU)’.TT = ((—z)M) .
Proof By theorem 6.11 it is sufficient to show that x My C 2 = y C
=z U z for all z,y and z, together with its dual.
Ny C 2
= { ((—=x)U) is monotonic }

—z U (zMNy) C-xUz
{ distribution }
(rzUz) N (-z Uy C—zlz
{ ~z Uz =TT}
rxr Uy C -z Uz
{ suprema }
y C -z Uz
= { (2M) is monotonic }
Ny C -z (zU2)
{ similar to the above steps }
Ny E 2

The proof of the dual is left to the reader.
O

Corollary 6.18 A universally distributive lattice (A, C) is complemented
iff (2U)".TT C (2M)f.— for every z € A .

Proof Ifthe lattice is complemented then, by theorem 6.17, (zM)f.— = -z L
— = —x = -z N TT = (2U)’.TT .

Conversely, assume (zU)>.TT C (2M)%.— for every x € A. Then, by (6.15),
the two are equal, say 2/ = (2M),.— = (zU)".TT , and

M =azn (zn)f—
Uz =z U (zu).TT

Sox = —x.
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(I
In fact, the proof of theorem 6.17 gives the so-called shunting rule, the major
manipulative tool in complemented distributive lattices,

(619) 2Ny C 2z = yC -z,
and, since =—x = x , this equivales
(620) -z NMyCz = yC zU 2z .

Each of the two forms of the shunting rule will occur in calculations where
complementation is essential.
As mentioned, — is its own inverse; but shunting shows even more:

(621) -x Cy = o 3Jd -y .

So — is its own adjoint in a (alois connection with one ordering reversed.
Since the supremum is the infimum in the reversed ordering and vice-versa,
this together with the junctivity type for upper and lower adjoints immediately
establishes the “De Morgan” laws

Theorem 6.22  For a complemented distributive lattice (A, C), we have for
all S C A

-(M.S) = =S and  —(U.S) = Mn.=S
(I
Note that = is monotonic from C to J (also called anti monotonic). The
order reversal leads to a second 1-1 correspondence between M-junctive and L-
junctive endofunctions after the Galois connection: the conjugate. Define for
any endofunction f on a complemented lattice its conjugate f° by

(6.23) fox = =(f-x) or 7= —efes

A few properties of the conjugate are

621) 7=
(6.25)  fCg = fdg°
(6.26) fis S-U-junctive = f°is (=5)-MN-junctive

It may be seen from (6.26) that the negation gives a 1-1 correspondence for
functions of any type of M- or LI-junctivity, and not only for functions that are
universally M- or Li-junctivity (as is the case for Galois connections).
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The link between conjugates and Galois adjoints is given by

(627)  ft = f
(6.28) 10 = o for universally Ll-junctive functions f .

3 ) . . )
g for universally M-junctive functions f ,

We only prove (6.27). First note that for universally M-junctive f, f¢ is univer-
sally Li-junctive so f> and f°* exist. The equality f** = f*° follows by unicity
of adjoints from the following derivation.

ffx Ly
{ (6.23) and (6.21) }
[z 3y
{ [ is universally M-junctive }
-~ 3 fy
{ (6.21) and (6.23) }
z Ty

Which proves that f°° is the upper adjoint of f° .
If (A,C) is a complete complemented lattices, the adjoints of the M and U
sections are conjugates. L.e. for every =,y € A we have

(6.29) (2M)f = (M)° and (zU))’ = (a1)°

Some Examples A powerset is a complete, completely distributive and com-
plemented lattice.

The equivalence relations on a set form a complete lattice whose infima are
just the infima in the powerset lattice of the square of the set; the suprema
however differ (in general) from the suprema in the lattice of all relations. We
will denote the suprema and infima in the lattice of equivalence relations by
V , respectively A

The complete lattice of all equivalence relations on X is not distributive:
Let A be a proper subset of X (which means that A is non-empty and differs
from X). Take two distinct elements of A, say ag and a;, and two distinct
elements outside the set A, say by and b; . Then define

EF=AxAL -Ax-A |
F = T U {(ag,bo), (bo,a0)} ,
G =1T1U {(a,b1), (b1,a1)}
Hence, we have £ V F = X xX = F V Gand F AN G = I . And
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FANG
= {FANG=11}
= { definition of E }

while (E V F) AN (EV G) = XxX #FE.

Since the suprema of chains are the suprema in the lattice of all relations,
on half of the chain distributivity is satisfied: for any equivalence relation E on
X and any chain C we have E 1 (VC) = V (E A C). The other half fails
with a counter example in the same vein as above.

Every finite lattice is complete and chain distributive, but there are non-
distributive finite complemented lattices.

Every complete chain is universally distributive but there are non-complemented
complete chains (see also exercise 6.31).

Let L be a complete chain such that TT = LL.(L\{TT}) and let k ¢ L .
Define K = L U {k} and Cx = Cp U{(—.,k), (k,TT), (k,k)} . Then K is
distributive, but not chain distributive for £ M U. (E\{TI—}) k and U.(k M

(L) = —

Exercise 6.30 Show that complements in a distributive lattice are unique.
(Il

Exercise 6.31 Show that IV U {co} with the usual ordering is pseudo-

complemented and pseudo-supplemented, but not complemented.
(Il

Exercise 6.32  Show that conjugation dualises the junctivity type, i.e. prove

(6.26).
O

Exercise 6.33  Let (A, C) be a universally distributive lattice. Prove for all
z,y,z €A

a (zU)yCyC (zN)y |
b (zM)iy = y U (zU).(zN)'y
= (

C()yﬂ() (THZ))y-

(Hint for part b: use part a to generalise the proof of (6.15).)
O
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6.3 Atoms

The prominent model in this study is the lattice of all relations on some universe.
It is to be expected that eventually all properties of that lattice will be needed.
To that end a complete characterisation of powerset lattices is required, not only
to be able to use that full structure, but also to pinpoint exactly the reason why.
The only feature of powerset lattices that has not yet been discussed is the fact
that the lattice members are built up from points (or elements). The lattice
theoretic concept that corresponds to a point is the notion of an atom.

Definition 6.34 For a lattice (A,C) we call a € A an atom if it has no
proper subelement, i.e. for every x € A

rCa = z2=aV v=—

A lattice is called atomic if every proper lattice element contains a proper atom.
]

Atoms may or may not exist in bounded lattices. Since we are mainly (and
for the calculational model only) interested in complete universally distributive
lattices, we discuss atoms only in that realm. Complementation is not required,
but it will pop up!

For the remainder of this section, let (A, C) be a complete and universally
distributive lattice. The atoms will be denoted by lowercase letters from the
beginning of the alphabet. The set of atoms is denoted by A.

Clearly — € A, but that may be the only one, see for instance (IN U
{oc},>). This trivial atom is often excluded from the atoms, but we won'’t.
Instead we refer to non-trivial atoms or proper atoms to exclude — from our
considerations.

The two most prominent properties of atoms are that they are disjoint

(6.35) a=bValb=—,
and irreducible
(636) aCzlUy = aCaxzValuy .

Irreducible elements of a lattice do not need to be atoms, e.g. every element of
(IN U {o0}, >) is irreducible. However, if a lattice is complemented, atoms and
irreducible elements coincide, see exercise 6.46.

We can express atomicity of a lattice in another way.
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Theorem 6.37 A lattice (A, C) is atomic iff for every z € A

UHAMNMz = — = = —
Proof First observe that

d(a: a#—: a C 1)

ll
C
)
S
M
8
&
H

and

U(a: a C x: a)

= {aeNz=aVane=—}
U.(a:: all x)

= { the lattice is universally distributive }
ATz

So

r# —=3(a: g#—: a C 1)
{ above }

r# —=UANzx # —
{ calculus }

r=— = UANz = —

(Il
This second “definition” of atomicity may be rephrased, suppressing the dummy
x, in terms of adjoints as follows:

Corollary 6.38 A lattice is atomic iff (LI./AM)* is bottom-strict.

Proof First, note that the assumptions on the lattice guarantee the existence

of (L.AM)* .
UHANMz = — = o = —
= (6.13), calculus }
rC (WAMY— = zC —

{ indirect equality }
(LA — = —
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O

Atomicity of a lattice does not sufficiently capture a powerset-like behaviour
with respect to “points”, e.g. (IV U {0}, <) is atomic with atoms {0, 1}. For a
powerset structure it would be desirable if every lattice element is built up by
the atoms it contains.

Definition 6.39 A lattice (A, C) is called saturated iff for every x € A
r=U(a: aCz: a).

O

Again we can give an equivalent formulation.

Theorem 6.40 A lattice (A, C) is saturated iff for every z € A we have
r=UANx.

Proof For any x € A we derive

LLA M x

= { A is universally distributive }
U.a: allx)

= {aeNz=aVanae=—}
U.(a: a C x: a)

O
Using indirect equality (6.40) may be reformulated as

LANzCy = xCy ,
or in terms of adjoints
(6.41) (LM = I,

There are various equivalent formulations of saturation, some of them are
given in the next lemma (the proof can be found as exercise 6.47).

Lemma 6.42 Equivalent are
a A is saturated,
b UA =TT,

c zCy = Vae:aClz:a

1M
s
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O

In some treatments atomicity is defined as “our” saturation. In case the
lattice is complemented, there is no difference (see theorem 6.43); but without
complementation there are examples of non-saturated atomic lattices (e.g. (INU
{00}, <)). The full power of saturation may be seen from

Theorem 6.43 For A a complete universally distributive lattice, the following
are equivalent

a A is saturated,
b A is atomic and complemented,
¢ A isisomorphic to a powerset.

Proof
a = c: Define ¢ € IPA +— A by

pxr ={ala C z} .
Then ¢ is surjective, for B £ A we observe

w.L.B
= { definition ¢ }
{a]a C L.B}

= { (6.35) }
B

With the use of lemma 6.42(c) we conclude that ¢ is an order isomorphism.
¢ = b: Immediate.
b= a:

UA =TT

{ complements }
- UA = —

{ atomicity, (6.37) }
UAMN—-UA = —

{ complements }
true
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By lemma 6.42(b) it follows that A is saturated.
O

Knowing that saturation implies complementation raises the question whether
some additional property, not in terms of atoms, may be found to guarantee sat-
uration for complemented (complete) lattices. Indeed, complete distributivity
does the job.

Theorem 6.44 A complete complemented distributive lattice is saturated
iff it is completely distributive.
Proof

=: From theorem 6.17 the lattice is universally distributive. So by theorem
6.43 it is isomorphic to a powerset, which is completely distributive.

<: Define f € A+— A x 2 by

f(z,0) = 2 and f.(x,1) = -z |,
and for ¢ € 2 «— A define a. by

a. = N(z: z€ A: f(z,ex))

Then a. is an atom for every ¢, since

y L ae

= { definition a. }
y C f(y,ey) N f(ny.emy)

= { calculus, definition of f }
yC -y V (ey=0A¢e~y=1)

= { y C —y=y = —, definition a. }
Yy = — Voae E Y

Finally

LA

J { ace A }

U(e:e€2+«— A: M(z: z€A: f.(r,21)))
- {60

N(zx: zeA: U(k: ke2: f(x,k)))
= { f(z,0) U f(z,1) =TT }

N(z: z€A: TT)
— { calculus }

TT
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(I
Complete distributivity is not of any use in the sequel, the notion and the-
orem 6.44 are only mentioned here for completeness.

Exercise 6.45 Letpe€ A+— Abesuchthatpr = z V pa = (af)f.— .
Show that M.(z: =z € A: p.x) is an atom.
Don’t cheat by copying a part of the proof of theorem 6.44!

O

Exercise 6.46

a pen,

b  pis irreducible,

c p=axUy=p=xVp=u1y.

Show that b and c are equivalent and that the are implied by a. Furthermore,
show that the three are equivalent if the lattice is complemented.

O

Exercise 6.47 Prove lemma 6.42.

O
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Chapter 7

Closure Operators and Fixed
Points

So-called “closure operators” form an extremely important class of functions
in mathematics and computing science since many problems can be expressed
in terms of such operators. So-called “fixed points” of functions are just as
important. Not surprisingly, since there is a close relationship between fixed
points and closure operators allowing problems expressed in terms of the one
always to be reformulated in terms of the other! In this chapter we lay bare the
connection and explore its ramifications.

We do not know to whom the theory to be presented in this section should
be credited. Probably to either Albert Tarski or to S.C. Kleene. The material
presented differs from that typically to be found in computing science texts in
that we do not assume a so-called “cpo” structure, nor that the functions we
consider are continuous. Instead we assume monotonicity only of our functions
and a complete lattice structure.

We begin with the definition and a short discussion of closure operators.
Then we need to digress awhile to introduce so-called “prefix points”, a key
element in a famous fixed-point theorem due to Tarski. This digression then
allows us to observe a rather special GGalois connection defining a closure op-
erator for each monotonic function as well as the function’s least fixed points.
Applications of these results are considered later in the monograph.

Dualisation of the theorems presented here to so-called “interior operators”
and greatest fixed points is not explicitly discussed but will be made use of
later. (We assume that by now the reader has become completely familiar with

105
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the process of dualisation.)

In the course of the previous chapters we have been preparing the reader
for a switch to point-free proofs in preference to pointwise proofs (i.e. proofs at
the level of function compositions rather than function applications). In this
chapter we take the bull by the horns and conduct all proofs at the point-free
level.

There are two advantages in doing so. One is that the proofs are often more
compact. (This is not always the case, however.) The other is that in later
chapters we will be able to abstract from the calculations in this chapter to
“compositions” that are not necessarily function compositions. (In fact some of
the models we consider in later chapters have a binary “composition” that has
nothing whatsoever to do with function composition.)

In order that the switch should not come as a profound shock let us briefly
summarise some calculation rules that will be most prominent in the following
pages.

Suppose (A,C) is a complete lattice. Our primary concern will be the
complete lattice of monotonic endofunctions on A ordered by the relation C.
Recal from definition 4.12, for f,g € A +— A,

fCg = V(: fazC gz

We call this lattice MONO.A . It forms a monoid (MONO.A, e, 1,) where o
denotes function composition and I 4 is the identity function on A. Moreover, for
each function f, the function (e f) is universally L-junctive (see 4.18) and so has
an upper adjoint (ef)f. The existence of an upper adjoint will not be exploited
in the text of this chapter, although you will find it vital to answering some of
the exercises. A consequence of its existence will, however, be used extensively,
namely that (ef) is monotonic with respect to the pointwise ordering C (see
(4.16)). Another monotonicity property that will be used extensively is that for
all monotonic endofunctions f, g and A

f*g T feh <= gCh .

(See (4.17).) Recall, however, that (fe) is not universally LI-junctive, in general.

7.1 Closure Operators

Definition 7.1  For f an endofunction on a poset (A, C), we call f a closure
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operator iff g C feh = feg T feh, forall functions g and h with range
A.

(I
With this definition one can quickly establish some properties of closure oper-
ators.

Corollary 7.2 For f a closure operator we have
a f is reflexive, i.e. I, T f |
b f is idempotent, i.e. f = feo f |

C f is monotonic, i.e. ¢ T h = feg T feh, for all functions ¢ and h
with range A .

Proof Part a is obtained by instantiating both ¢ and h to I4 in definition
7.1.

Part b is proven by mutual containment. The containment f T f » f follows
directly from definition 7.1 with g and h both instantiated to f . The other
containment, fe f T f . is then obtained by instantiating g to f and h to I4
in the definition.

For part ¢ we observe the following

feg T feh
{ definition 7.1 }

g C feh

= { a, monotonicity (4.16), transitivity }
gEh

(Il
As a dual to the closure operators, we have the following

Definition 7.3 For f an endofunction on a poset (A,C), we call f a co-
closure or an interior operator iff feg C h = feg T feh, for all functions
g and h with range A.

(I

In [42] an interior operator is called a kernel. For f a closure or an interior
operator, we call an element z closed iff f.z = z . It is common practice to

refer to the closed elements of interior operators as open elements. We don’t
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adhere to existing practice, because the closed and open elements are defined
by the same equation.

The ceiling function, see section 5.2.1, can be seen as a closure operator.
Consider the ceiling function as a function from reals to reals. We then have
r < Jy|] = [z] < [y], which is the pointwise version of definition 7.1 with
f instantiated to the ceiling function. The closed elements in this case are
precisely the integers. The floor function can in the same way be seen as a
co-closure operator.

In fact, every Galois connection gives rise to a closure and an interior oper-
ator.

Theorem 7.4  If (F,G) is a Galois connection then
a G« F is a closure operator,
b F + G is an interior operator.

Proof Part a follows directly from the equivalence of corollary 5.15(b) and
5.15(c). Part b is the dual.

O

This gives a constructive way of defining a closure or co-closure operator which
will be used shortly to construct a closure operator for every monotonic function
and subsequently its least fixed point.

Exercise 7.5 Prove the converse of corollary 7.2, namely that if f satisfies
7.2(a), (b) and (c) then f is a closure operator.

O

Exercise 7.6 Let f be an arbitrary closure operator over the poset (A, LC).
Give a Galois connection such that f = G« F' .

Hint: define a Galois connection between A and the closed elements of the
closure operator.

O
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7.2 Prefix Points

Tarski’s fixed point theorem [89] —exercise 7.26 in this chapter— is a mainstay
of programming language semantics. How the theorem was actually discovered
is not for us to say, but we can speculate on a scenario that might have been
the inspiration for the discovery of the theorem.

Apart from his work on fixed points, Tarski is also well known for his work
on the calculus of relations [88] where closure operators (transitive closure,
symmetric closure etc.) play a prominent role. The identification of an abstract
notion of closure operator and of closed elements will therefore have been one of
the earliest endeavours in developing the calculus. What is also likely to have
been observed at an early stage is that the closed elements in the examples we
have quoted form complete lattices in which the infima coincide with the infima
in the parent lattice. So, for example, the closed elements of the transitive
closure operator are the transitive relations (in the calculus of relations) and
the infimum of a set of transitive relations is transitive. One is led to speculate
that the closed elements of a given closure operator form a complete lattice for
all closure operators. (This might even be regarded as a healthiness requirement
on the combined notions of closure operator and closed element.) Indeed this
is the case. If one proceeds to prove this theorem a surprise is in store! If the
given closure operator is f then the only fact that is needed in the proof about
the closed elements is that closed element x satisfies the inclusion f.x T z and
f is monotonic. Other properties of f do not enter the picture. This suggests a
further abstraction. Consider, for arbitrary monotonic endofunction f (thus not
necessarily a closure operator) the set of elements x such that f.r C z. These
are known as the prefiz points of f. Is this class worthy of study, and if so what
are its characteristic properties? Indeed it is, as witnessed by this chapter.

The first fact about prefix points is the one that may have been stumbled
on when trying to prove that closed elements form a complete lattice. We call
it the prefix lemma.

Lemma 7.7 (Prefix lemma) Let (A,C) be a complete lattice and let
f € A <— A be a monotonic endofunction on A. Let F denote the set of
prefix points of f, i.e. the subset of A consisting of all those elements = such
that f.r C x. Then (F,C) is a complete lattice such that Mg = 4.

Proof Tt suffices to show that, for all X C F, M4. X € F (see 3.50(b)).
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Mg X € F
{ definition of F }
FOAX C M X

= { monotonicity of f: (4.7), transitivity }
MafX C MaX
&= { monotonicity: (4.15) }

Viz: 2 € X: faolx)
{ definition of F }
XCF

]

The reader may wish to pause and investigate how this lemma can be ex-
ploited to prove the theorem mentioned above (the set of closed elements of
closure operator f forms a complete lattice). We, ourselves, postpone that
discussion to later.

7.3 Construction of Closure Operators

Simple as it may seem the prefix lemma, combined with what we already know
about Galois connections, unleashes a flood of properties and constructions.
For the remainder of this section take (A, C) to be a complete lattice and f a
monotonic endofunction on A. Let F denote the collection of prefix points of
f, hence F C A. Let 1y € A <— F denote the embedding of F in A. Note
that ¢x is injective. Furthermore we have

(7.8)  four E Lr
which expresses that all elements of F are prefix points of f, and
(79 feh T h = i1peh =h,

which says that, with the given antecedent, the range of h is contained in F.
From the prefix lemma we know that F is a complete lattice. But we can
extract more from the prefix lemma.

Theorem 7.10 (Closure Operators)  For (A,C) a complete lattice and f
a monotonic endofunction on A, there is a unique function f* € A <— A such
that
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a fef*C f*,
g C h

b (f*e = gCh) <« fehCTh.

Moreover, f* is a closure operator.

Proof Let F be the set of f-prefix points of A. By the prefix lemma (lemma
7.7) the infima in (A, C) and (F,C) coincide. That is the same as saying that
7 (the function embedding elements of F in A) is universally M4, #-junctive,
or phrased differently, that ¢5 has a lower adjoint ¢%. Define f* as 1z * 1%, hence
by theorem 7.4(a) f* is a closure operator. So f* satisfies:

(T11) g C f*eh = freg T froh

for all functions g and h with range A. It remains to prove that f* thus defined
has the properties stated in part a and b.
For part a we have

fefrc o
{ definition f* }

Foipeiy Eipety

= { (7.8); monotonicity (4.16), transitivity }
true

For part b assume feh C h, hence by (7.9) we have 1z h = h, then

freh = h
{ assumption }
Jreireh = 1reh
{ definition f* and semi-inverse: f*ei1r = 15 }
true

Instantiating f*eh = h in (7.11) proves part b. That clauses a and b define
a unique function, f*, is straightforward.
(I

The form of 7.10(b) is delightfully attractive and amenable to straightfor-
ward calculation. Here is a first batch of properties that it predicts. Note that
in part g we use f’ to denote the i-fold composition of f with itself. Thus f° is
the identity function and f'*' = fe f? .
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Corollary 7.12

a gL f*eh = freg T freh ,
b [A;f* 3

c [refr =1,

d f* is monotonic

e fregLC h <« gL hAfehCh,
f =10 fef
g Vi: 0<i: fiC f* |

h = f*«h = feh T h |,
i f* = f = fisa closure operator ,
()= r,
k * is monotonic
1 * is a closure operator, i.e. f C ¢g* = f* C g*
Proof

Part a says that f* is a closure operator and follows immediately from its
definition, theorem 7.10. Parts b, ¢ and d follow from a with the aid of corollary
7.2. Part e is just a weaker form of theorem 7.10(b) in which the equivalence
has been weakened to a follows-from. We often use theorem 7.10(b) in this
weaker form, and for this reason have stated it explicitly.

Part f has the following proof:

fr=Taufef*
{ b and theorem 7.10(a) }
frE LAl fef

<~ { ewithg,h::IA,IAUf-f* }
(L fef?) E Lfe fr
= { T4Ufef* T f* see first step }

fef* CIalfef*

{ calculus }

true
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Part g is easily proven by induction on 7. Part b is the case i = 0 and we
have

fz'+] |: f*

= 1 { theorem 7.10(a), transitivity }
fTHE fefr

= { f is monotonic }
fle g

Part h has already been proven in the course of proving theorem 7.10 (but
the reader is invited to find an alternative proof).

The proof of part i is by mutual implication. If f* = f then f is a closure
operator by definition, theorem 7.10. Now assume f is a closure operator. Then
f* exists since f is monotonic and we have to prove that f* = f.

=
{efcrt

e f

= {e}
ILCfAfefES

{ f is a closure operator }

true

Part j is an immediate consequence of i since f* is a closure operator.
To prove monotonicity of * we have to prove f* C ¢* « f L g.

f*C g

= {ewithq,h.:IA,q }
IaC g A fe g C g

<= { bigeg* C g* }
feg" E geg*

= { monotonicity 4.16 }
fZg

which proves part k.
Part 1is proven by

f* E g*
= { g f C f* transitivity }
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Il
—_
—
—

]

From corollary 7.12(h), with A instantiated to the constant function 7 for
some z, and the prefix lemma we infer that the closed elements of a closure
operator form a complete lattice — the property that we speculated may have
led to the discovery of Tarski’s fixpoint theorem.

We have deliberately chosen to use the symbol “*” to suggest a connection
with the so-called “Kleene star” introduced by S.C.Kleene in a famous paper on
regular algebra [55]. The two operators are not the same since Kleene defines
f* for continuous function f to be L.(i: 0 <i: f') whereas the latter is only
a lower bound on f* (see 7.12(g)). (The assumption here is that i ranges over
the natural numbers. If 7 is allowed to range over all ordinals then the two can
indeed be proved to be equal.) We consider the Kleene star operator in detail
in chapter 8.

Although Kleene’s star and our closure operator do not necessarily coincide
the most vital properties of the Kleene star are enjoyed by closure operators,
most having already been listed in corollary 7.12. The following decomposition
rule is particularly vital. Its proof also provides a good illustration of our
constructive approach to calculation. The goal of the calculation is to find a
decomposition of (f LI ¢g)* into an expression involving f*. The right side of the
theorem, thus, has to be discovered; we do this by beginning with a dummy
right side and then working towards a substitution that fills in all its details.

Theorem 7.13 (Closure Decomposition) For monotonic endofunctions

fa g e A A AJ
(fug)r = fre(gef) .
Proof In the first part of the proof we derive the right side:

By the construction of h:

(flg)* T h
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= { corollary 7.12(e), suprema }
IA,Ch A fehTh A geh T h

{ corollary 7.12(h) }
IA.Ch AN h=f*<h A gehCh

{ ®« h = f*ee, corollary 7.12(c) }
Iy C free A gefreel free
= { corollary 7.12(b), transitivity }
I4Ce A gefreeloe

{ theorem 7.10(b) with f := ge f* }
(gef)* Ce A gefreeCe
= { theorem 7.10(a) }

e = (g /)"

From this calculation it follows that (fL1g)* T f*s(gs f*)* . The opposite
inequality is easier to verify:

frelge
{ monotonicity (4.16), (4.17) and of * }

o (fug)re((fug) = (fug)*

C { theorem 7.10(a), monotonicity (4.17) }
(frg) = ((fug))*

= { corollary 7.12(j), corollary 7.12(c) }

(fUg)*

Although the proof is short, the reader should be aware that each of the
steps uses the stated properties (in particular monotonicity) several times over.
(I

-

The combination of corollary 7.12(i) and 7.12(1) is intriguing. On the one
hand 7.12(i) says that every closure operator has the form f* for some f; on
the other hand 7.12(1) says that * itself is a closure operator. So a solution
to the equation f :: * = f* exists. (Note that the dot above the star on
the right of this equation is demanded by type considerations. If * has type
T = (A« A) « (A+— A) then * has type T < T and we seek § € T.)
The question is, can we give an explicit formula? Indeed we can, the main clue
being provided by corollary 7.2: * is the reflexive, transitive closure operator.
Specifically, let sq denote the function f +— f e f for arbitrary endofunction f.
We then have
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Theorem 7.14 For f a monotonic endofunction on A
= (Ialsq).f .
Note that * in the latter formula is the lifted version of * .

Proof As a shorthand we define f* = (IAAlilsq)*.f . Since * is the lifted
version of *, all the porperties derived for * thus far will be used for *. The
lifting of these properties will be implicit. We trust the reader can verify these
properties, if he wishes to do so.

The proof will be by mutual containment. For one side we have

f* E f*
= { corollary 7.12(e) }
fE A (LaUsq).f* T f*

{ corollary 7.12(g), application, definition of sq }
U f*e f* CE f*

{ corollary 7.12(b) and 7.12(c) }

true

For the other containment, we first observe that theorem 7.10(a) gives (with
f=14Usq)

true

{ theorem 7. 10(a) I
(TaUsq).(TIalisg)* f E (Iallsq)*.f

{ definition f* }
(LaUsq).f* € f*

{ application }

LU se(f) E f
{ definition U and sq }

I C f* A frefr Cf
We can now prove the other containment as follows

f*E [
= { corollary 7.12(e) }
T4 C f* N feft Cf

= { see above }
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fEf
= { corollary 7.12(b) }
true

Which completes the (non-trivial) proof.
(Il

Note that theorem 7.14 reinforces the similarity between our closure operator
* and the Kleene star.

Before moving on to discuss fixed points let us document the relationship
between the suprema and infima in the lattice of prefix points vis-a-vis the
suprema and infima in the parent lattice.

Theorem 7.15

a f*.l—lA = f*.l—lA.f* )
b Naefr = frefaefr,
C Lpelldr = f*'|_|_,4°l,]:

Proof Part a is proven by

frela
= { definition of f* }
LF® /,bf oLy

= { lower adjoints are universally L-junctive, semi-inverse }

Lf-l_lgc-Lbf-Lf-Lbf

= { lower adjoints are universally Ll-junctive, definition of f* }
frelae f* .

Part b is proven in the same vein:

Mae f*

= { definition f* }
Mgetre L@:

= { iz is universally M-junctive, semi-inverse }
l,f-/,bf-/,fol_lf-/,bf

= { iz is universally M-junctive, definition f* }

Jremas f*



118 CHAPTER 7. CLOSURE OPERATORS AND FIXED POINTS

For part c, observe that Ly = /% Ll eur (follows from theorem 5.46(a)
with the obvious instantiations). Using Leibniz with ¢+ and the definition of
f* gives the desired result.

O

Exercise 7.16 Let f be a monotonic endofunction. We call ¢ an f-closure
iff © is a closure operator and fep C ¢ . Prove that f* is the least f-closure.

O

Exercise 7.17 In theorem 7.14 we observed a lifting of various properties
derived earlier. This exercise goes one step further. Prove that for a monotonic
endofunction f on A we have (fo)* = (f*)s .

Hint: You might want to recall that (sg) has an upper adjoint (sg)* for arbitrary
g.

([

7.4 Fixed Points

The prefix points of monotonic endofunction f form a complete lattice, but
how do we know that the lattice is non-trivial (containing, say, only the top
element of the parent lattice)? The following remarkable theorem, commonly
known as the Knaster-Tarski theorem, says that not only is the lattice of prefix
points non-empty but the least element x in the lattice is also one in which
the inclusion f.xr © x can be strengthened to an equality. A point z such
that f.x = x is called a fized point of f. The theorem thus states that, for
all monotonic endofunctions f, there is a least fixed point of f which coincides
with the least prefix point of f.

Theorem 7.18 (Knaster-Tarski) If f is a monotonic endofunction on
complete lattice A then the equation

(7.19) =z = r = fx

has a unique least solution, denoted uf, with the characteristic properties

(7.20) wf = fuf

(721) f Cy < fyCuy.
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Proof Applying corollary 7.12(f) to — gives
[ff—= = rr—

L.e. equation (7.19) does indeed have a solution, namely © = f*.— . The
pointwise interpretation of corollary 7.12(e) gives

ffaCy < 20y AN fyCy,
which gives, taking r := —,

f—Cy & fyCuy .

Thus we may define puf to be f*.— and, by so doing, we satisfy (7.20) and
(7.21). That (7.20) and (7.21) uniquely define pf is straightforward, as is the
fact the uf is the least solution.
(I

In this chapter we have taken the unconventional approach of deriving the
Knaster-Tarski theorem as a corollary to a property of Galois connections.
Thus, for monotonic function f, the least fixed point of f, uf, equals f*.—
where f* is the canonical closure operator induced by f. It would have been
entirely possible to have taken the reverse approach, namely to have established
the Knaster-Tarski theorem and then used it to characterise f*. That is part c
of exercise 7.24.

Exercise 7.22 Suppose & € A <— A x A is a binary function that is
monotonic in both its arguments. Show that the function (y — = @® y)* is a
monotonic function. Define the functions f, g and h by

a f=@my byt ,
b ¢g=(r— &z and

c h= (@ uy— zdy)
Prove the following:

d f* = g°,

e puf = ph,
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Exercise 7.23 For f and ¢ monotonic endofunctions on complete lattice
(A, C) prove the following so-called fized point fusion law:

fulgef) = p(feg)

O

Exercise 7.24  The fixpoint operator (the 1) maps a monotonic endofunction
on A to an element of A. This operator can be lifted to an operator ;i that maps
a monotonic endofunction over the lattice of monotonic endofunctions on A (i.e.
a function of type (A <— A) «— (A <— A)) to a monotonic endofunction on
A (hence of type A <— A). If f is a monotonic endofunction on A, then (fe)
is of type (A +— A) +— (A <+— A).

For f and g monotonic endofunctions on A, prove the following properties:

~

a uf)=rf,
b afe) = uf

c  freg = p(gd(fe))
O

Exercise 7.25 An alternative proof of the closure decomposition theorem
can be constructed using exercises 7.22(f), (7.23) and 7.24(c). Unlike the proof
given in section 7.3 it is not necessary to prove mutual inclusion; equality can
be proved directly. Construct such a proof. (Hint: use exercise 7.24(c) in the
form

freg = i(h glfeh)

so that you are in a position to apply 7.22(f).)
O

Exercise 7.26 [Tarski’s theorem [89]]  For (A, C) a complete lattice and f
a monotonic endofunction on A, prove that the collection of fixed points of f
forms a complete lattice. Give an expression for the suprema or infima in that
lattice.

]
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7.5 Two Example Closure Operators

Providing non-trivial examples of closures is impossible without assuming extra
structure in the underlying lattice. Two trivial examples can be given nonethe-
less and are well worth documenting. The first of these is the identity function
on the given lattice.

(7.27) (I14)* = 14 .
Proof

(La)* = 1a
{ corollary 7.12(b) }

(la)" E 14

&= { corollary 7.12(e) with f,g,h = T4, T4, 14 }
T4 C Iy .

Il
Moreover,

(7.28) f* = (LaUf) .

The proof is a straightforward use of closure-decomposition with f,g = I4, f
combined with (7.27).

The second example is the class of constant functions. Suppose a € A. Let
a denote the constant function (z — a) always returning a. Then,

(7.29) @ = (aL)

Proof

Sk
a

= { corollary 7.12(f) }
IqUaea*

= { asf = aforall f }
I,a

= { calculus }
(aL)
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O

Just as for the identity function, the use of the closure-decomposition rule
enables one to simplify a closure term when one of its components is a constant
function (which is quite a commonplace occurrence).

(7.30) @UF) = fefa)) = (@) (a)
Proof We note that

(@s f*)*

= { asg = a,forallg }
(@)*

= { (7.29) }

(L)

So, by the closure-decomposition rule, (aU f)* = f*e(al) . The second
equality follows trivially from the observation that (all) = (al) e (al) .
O



Chapter 8

Regular Algebra

In chapter 7 we considered closure operators in general. In this chapter we are
going to study one in particular, the reflerive, transitive closure operator.

We already have one very good reason for wanting to study it: as we saw in
theorem 7.14, every closure operator is the reflexive, transitive closure of some
monotonic function. That, however, is a very abstract reason; there are several
concrete reasons why such a study is justified. One such is that, in many areas
of mathematics, ordering relations are commonly introduced by considering the
reflexive, transitive closure of a primitive relation. For example, the at-most
relation on natural numbers is the reflexive, transitive closure of the successor
function. This, indeed, is the area from which the terminology (“reflexive”,
“transitive”) is borrowed. It may help if you keep the relational model in mind
to interpret the theorems we present (but, of course, not individual calculation
steps!). We, ourselves, continue to pitch the discussion at an abstract, axiomatic
level thus admitting more models (some of which will be introduced later).

In order to define a reflexive, transitive closure operator a modicum of al-
gebraic structure in the underlying lattice is essential. In order that such an
operator be mathematically interesting, more algebraic structure is desirable.
Just how much will become apparent in the course of this chapter. From the
point of view of the models that are prevalent in many application areas yet
more structure is usually assumed — in particular the structure of what we will
call a “regular algebra”. A regular algebra is quite a rich structure so, in order
to make clear the role of each of its elements, we break it down into a hierarchy
of structures. In this hierarchy the algebras that we dub semi-regular play the
leading role.

123
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Particularly interesting about reflexive, transitive closures is that there are
several ways of defining them. The most direct way is as the least reflexive,
transitive lattice element that includes the given primitive element. Other defi-
nitions are less direct but more suited to some sorts of calculation. We consider
three different definitions  the direct one and two indirect definitions  and
we establish their equivalence. We also look at the relationship between transi-
tive closures and reflexive, transitive closures.

8.1 Factors

So that the reader may have a clear idea of where we are heading we introduce
the definition of a regular algebra in this section even though we do not make
use of all elements of the definition until section 8.4. The most unusual elements
of the definition are the dual notions of “left” and “right factor”.

Definition 8.1 (Regular Algebra) A regular algebra consists of a set A
with the following algebraic structure.

e An ordering relation C is defined on A such that (A,C) is a complete
lattice. As usual we will denote the supremum operator in A by LI

e The set A contains a distinguished element I and is closed under a binary
operator o such that (A,o, ) is a monoid. (L.e. [ is a unit of o, and
o is associative.) The operator o will be referred to as the composition
operator.

e For all z in A, the functions (x°) and (ex) are universally Ll-junctive.

O
On account of the last requirement, the composition operator in a regular al-
gebra is monotonic in both its arguments. Moreover, exploiting the monoid
structure to extend composition to an arbitrary number of arguments (the
composition of zero lattice elements being I) it is also the case that an n-fold
composition is monotonic in all n arguments.

The last requirement is equivalent to the functions (z¢) and (ez) having
upper adjoints (for each lattice element ). We denote these adjoint functions
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by (z\) and (/z) respectively. Thus, in a regular algebra two binary factoring
operators are automatically defined by the Galois connections:

(82) xey L z = yLCzx\z
(83) zey L 2z = 2L z/y.

A term of the form z\z is called a right factor of z, and a term of the form z/y
is called a left factor of z.

We encountered factors earlier in this monograph. In section 5.5.4 factors
were examined in two specific settings, the relations over a universe and in
the realm of regular languages. These are not the only fields in which factors
are used. The interested reader can find some bibliographic references at the
beginning of section 5.5.4.

The reason that we call these two operators “factoring” operators is that
if one draws an analogy between composition and multiplication then the op-
erators \ and / behave somewhat like division in that we have the following
cancellation properties.

(84) =x o x\y C Y
(85) =xz/y oy C x

(The analogy should not be stretched any further. Composition is not assumed
to be commutative and arguments of composition and factoring may only be
cancelled when they are adjacent as in the equations above.)

A model of a regular algebra, of particular interest to computing scientists,
occurs in language theory. Suppose T is some finite, non-empty set of “sym-
bols”. Define T* to be the set of all strings of symbols (including the empty
string), and let (A, C) be the set of all subsets of T* ordered by set inclusion.
Define the binary operator o by

LoM = U_(x,y: xEL/\yEM:x?J)

for all L, M C T*. Also define I to be the set containing just the empty string.
Then, with these definitions, we have constructed a regular algebra. (This,
indeed, is the model in which the name “regular algebra” first appeared.)

We often summarise the existence of left and right factors — perhaps some-
what sloppily by saying “composition is universally L-junctive”. But, it is
important to note that the property entails two separate axioms. One is that,
for all z, the function (ox) is universally L-junctive and so has an upper adjoint.
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The other is that, for all z, the function (zo) is universally U-junctive and so has
an upper adjoint. A model that satisifies the first axiom but not the second is
the monoid MONO.A formed by the monotonic endofunctions, ordered point-
wise, on a complete lattice A. (See the discussion at the beginning of chapter
7 for a definition of MONO.A.) In this chapter we derive several properties by
combining properties obtained by assuming universal L-junctivity of (ez), for
some x, with the dual properties obtained by assuming universal Ll-junctivity
of (zo). The first set of properties remains valid in MONO.A (and thus this
chapter extends the study of f* begun in chapter 7) but their duals are typically
not valid in MONO.A. (See for example exercise 8.45).

In order to distinguish more clearly between those properties that rely on
both U-junctivity properties from those that rely on just one we propose the
introduction of the term “semi-regular” algebra. By a semi-reqular algebra we
mean a complete lattice (A, C) exhibiting a monoid structure (A,o, ) such
that the operator o is monotonic in its second argument and, for all z, the
function (ox) is universally Ll-junctive. The composition operator in a semi-
regular algebra is thus monotonic in both its arguments but, unlike a regular
algebra, LI-junctive in only one.

Our axiomatisation of a regular algebra is not the only one that has been
proposed. Conway [30] discusses several alternatives, although none of his ax-
iom systems concides with ours. Ironically, although Conway introduced and
exploited factors he never saw fit to base an axiomatisation of regular algebra
on their existence!

Other axiomatisations of regular algebra typically postulate the existence
of a unary operator  the so-called “Kleene star” with certain properties
including a decomposition rule similar to the closure decomposition rule in
chapter 7. It will be our goal in this chapter to show how the Kleene star can
be defined in a regular algebra in such a way that it automatically satisfies
such a decomposition rule. Our discussion is organised roughly according to
the four requirements on a regular algebra. To begin with we assume only that
(A, C) is a complete lattice containing a distingushed element 7, and on which is
defined a binary operator o that is monotonic in both its arguments. No further
assumptions will be made until section 8.3. Then we consider the consequences
of admitting a semi-regular algebra, and finally we consider regular algebras.
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8.2 The Kleene Star

8.2.1 Direct Definition

Throughout the remainder of this section we assume that (A, C) is a complete
lattice containing a distingushed element I, and on which is defined a binary
operator o that is monotonic in both its arguments.

Let z be an element of A. We call x reflexive if I T x. We call = transitive
ifroxr C .

The definitions of reflexive and transitive correspond in the relational model
to what we normally understand by reflexivity and transitivity of a relation.
For

[R is reflexive]

{ definition }
=y

{ interpretations of I and C in the relational model }
V(z,y:: x=y = z[R]y)

{ one-point rule }

V(z:: z[R]x)

and

[R is transitive]

{ definition }
[R°R C R]

{ interpretation of C in the relational model }
V(r,z: z[R°R]z = z[R]z)

{ interpretation of o | range disjunction }

V(z,y,2 = z[R]y N y[R]z = =z[R]z)

The transitive closure of x is conventionally denoted 2™, and the reflexive,
transitive closure z*. The operator * is often referred to as the Kleene star [55].
We stick to these conventions in order to give the formulae we derive a familiar
appearance.

The transitive closure of z is the least transitive lattice element that includes
x. Letting sq denote the function (z +— xz o x) we therefore define

(86) a7 = sq".ax
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The reflexive, transitive closure of x is the least reflexive, transitive lattice
element that includes z. Letting I denote the constant function (z — I) we
therefore define

8.7) ¢ = (IUsq)*.x .

Note that these equations are literal translations of the English descriptions.
From the definition of closure operators (theorem 7.10) and corollary 7.12(b)
we have:

(8.8) atoxt = sqsqtx C sq*.x = ot |

89) = C =zt |

and,
8.10) (z Cy = 2t Cy) <« yey LTy .
Thus z* is transitive ~ (8.8) ,includesz  (8.9)  and is least among such

values  (8.10) . Similarly,

(811) I C z* A z'oz" C a7

3

812) z T a* |

and
813) xCy = 2" Cy) <« (ICy A yeyCy)

By instantiating the properties of closure operators discussed in the last sec-
tion we obtain several properties of the transitive closure and the reflexive and
transitive closure. Some of these are: from 7.12(a)

(8.14) xCy"™ = 27Cyt and 2Cy" = 2°Cy* ,
from 7.12(h)
(8.15) r=x" = zox Cz and zx=2" = ICx Azox C x

from 7.12(c)

(8.16) 2" =(2")" and 2" =(z")"
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from 7.12(k) (since sq C I L1sq)

(8.17) zt C z*

From 7.15(b)

(8.18) z* Myt = (@ ryNT and 2yt = @0y
Finally, from (7.30) we obtain

(8.19) 2* = (Iux)t = (Tux)

Exercise 8.20 Note that none of these properties depends in any way on the
fact that composition is universally Ll-junctive, or on the fact that (A, o, I) is
a monoid. Only the existence of I, and the existence and monotonicity of a
binary composition operator are needed. The challenge is thus to discover what
consequences this extra structure has on the properties of the two operators
individually, and on their relationship to each other. In this exercise we consider
some of these consequences. Specifically:

821) —* = I* = ' = [,
(8.22) z* = Tuaxt |

and

(8.23) z* = a* o z”

Prove these properties.

O

8.2.2 Indirect Definition

Yet more properties of the star operator can be derived by establishing its
equality to two other closure operators. Specifically, let a be an element of a
regular algebra and consider the two closure operators (ac)* and (ea)*. Then,
we claim,

(8.24) a* = (a)*. 1 = (ea)".I .
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Note that the assumption we have just made is that a is an element of a reqular
algebra. Both (ac)* and (ca)* are well defined at the level of the primitive
algebraic structure we are now considering but there is very little to say about
their properties at this level (and absolutely nothing about their relationship
to the Kleene star)! Shortly, therefore, we move on to consider semi-regular
algebras. In a semi-regular algebra we will be able to establish the equality of
the first two terms. Then, in a regular algebra, we can dualise all equations in
a semi-regular algebra by just turning all the compositions around. In this way
we establish equality between the first and third terms.
For future reference we state the characteristic properties of (ao)*.

(8.25) a o (ao)*x L (ao)* .z
and

(8.26) ((ae)*x Ty = xzCy) <« aeyCy .

8.3 Semi-regular Algebras

The time has come to assume the structure offered by a semi-regular alge-
bra. Recall that a semi-regular algebra is a complete lattice (A, C) exhibiting
a monoid structure (A, o, I) such that the operator o is monotonic in its sec-
ond argument and, for all z, the function (ox) is universally L-junctive. The
composition operator in a semi-regular algebra is thus monotonic in both its
arguments but, unlike a regular algebra, LI-junctive in only one. In particular
the factoring operator / defined by equation 8.3 exists but its counterpart \
need not.

The next two subsections consider a* and (ac)* separately. In the third sub-
section we put the results we have obtained together to obtain the relationship
between the two claimed in (8.24).

8.3.1 A Leapfrog Rule

The first property we prove we call a leapfrog rule. We give it this name because
it gives a condition under which an element x may “leapfrog” from one side to
the other of a star term.

(827) a"ecx T xeb" <« acxCxob .
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Proof

a*ox C xob*

{ factors: (8.3) }
a* C (rxeob*)/x

{ We apply (8.13) postponing temporarily the proof that

(x o b*)/x is reflexive and transitive }

a C (xeob")/x

{ factors: (8.3) }
aox LT xob*

{ by (8.12), b b

composition is monotonic in its 2nd argument }

aox T xob

The postponed second step is derived as follows:

and

I C (zob")/x

{ factors: (8.3), I is a unit }
T C xob*

{ by (8.11), T C v* }

Y

true

(o b%)/x o (xob)/z T (xob)/z

{ factors: (8.3) }
(xob*)/z o (xob*)/x o x T xob*

{ cancellation: (8.5), and monotonicity }
(xob*)/xoxob* T xob*

{ cancellation: (8.5), and monotonicity }
Tob*ob* T xob*

{ by (8.11), b* is transitive }
true

131
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8.3.2 Closure Fusion

Now we turn to (ao)*. Here the first property we observe can be summarised
in words by: the function (ac)* is completely determined by its value at I. In a
formula, and in more detail:

(8.28) (ao)*h = (ao)*. o b

our second example of a fusion property. (Recall the fixed point fusion property
in exercise 7.23.) Note that an immediate consequence of the fusion property
is that for all b and ¢ we have

(8.29) (ao)*b o c = (ae)*.(b o ¢)

Thus a composition of a term of the form (ac)*.b and some other term can
always be “fused together” to form a term of the first form.

The proof of (8.28) is delightfully straightforward. For a change we shall
appeal to the unicity of adjoints in a Galois connection rather than the rule
of indirect equality. (A proof using the latter rule is almost identical to the
one we give but requires a couple of extra steps.) The function (ao)* is by
definition the lower adjoint of the function embedding lattice elements y satis-
fying aocy C y in the lattice A. It suffices therefore to show that the function
(b +— (ac)*.I o b), firstly, maps elements of A into such lattice elements and,
secondly, has the same embedding function as its upper adjoint.

The first proof obligation is soon dismissed. By (8.25) with = instantiated
to I,

(8.30) avo(ac)*.1 C (ao)*.I .

So, by the monotonicity of composition,

(8.31) aco(ac)* I ob C (ao)*I o b .

The second proof obligation amounts to proving the equivalence
(8.32) (a)*I-bCy = bLCy

for all y such that acy C y . Let us make that assumption of y. Then,
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(@ae)* T b C y
{ factors: (8.3) }
(ao)* T C y/b
{ We aim to use (8.26). Now,
acy/b C y/b
= { factors: (8.3) }
acy/beb Ly

= { cancellation: (8.5) }
acy Ly
= { e ayCy}
true
Thus (8.26) can indeed be applied. }
I Coy/b
= { IT°b = b, factors: (8.3) }
b Cy

8.3.3 Coincidence of the Direct and Indirect Definitions

In this section we prove the identity:
(8.33) a* = (ao)*.I .

The key to the proof is the closure fusion property (8.28). For, instantiating
b to (ao)*.1, we readily see that (ac)*.I is transitive:

true
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and

(ao)*.1 C a*

= { (8.26) }
I'Ca* AN ac°a* C a*

= { (8.11) and monotonicity of o }
a C a*

= { (8.12) }
true

Useful though it may be, the form of (8.33) is, to our taste, somewhat
unpleasant making it difficult to memorize. A slight modification lifting the
property from element level to the level of functions makes a world of difference.
Specifically,

(8.34) (a) = (a)

since for all elements b

a* o b
= { (833) }
(ae)*.I o b
- [ (328) }
(ao)*.b .
Exercise 8.35 Prove that in a semi-regular algebra 27 = (zo)*.z .

O

Exercise 8.36 By combining (8.27) and (8.33) it is straightforward to prove
the identity:
(ae)*x T x o (bo)*.] <« acx T xob .

Give a direct proof of this identity using, instead of (8.27), the Galois connection
defining (ac)*, namely:

((a)*z Ty = 2z Cy) <« aecyCuy.
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8.3.4 Star Decomposition

In chapter 7 we claimed that the closure-decomposition rule is vitally important
although seldom recognised as such. Some examples of its use have already been
given but the next calculation stands out.

What we show is that in a semi-regular algebra the Kleene star operator
obeys exactly the same decomposition rule as the closure operator. Specifically,
for all a and b,

(8.37) (aUb) = a*o(boa’)

The indirect definition of reflexive transitive closure motivates a search for
the existence of such a property. The question that naturally arises is how the
family of functions (zo)*, where x is taken to range over all lattice elements,
behaves with respect to the underlying lattice structure. In other words, is
it possible to express the function ((a LI b)o)* in terms of the functions (ae)*
and (bo)* ? Given this question and equation (8.34) one is thus led to seek a
decomposition of the element (a LI b)* in terms of the elements a* and b*.

The closure decomposition rule is the obvious tool to use to pursue such
an investigation, and indeed its use is very straightforward — so long as one
is comfortable with working at the level of functions rather than at the level
of functions applied to arguments! Since typically that is not the case some
preliminary remarks are required before we embark on the calculation.

We note first that the associativity of composition can be expressed as an
equation between functions of the form (ze). By omitting the (implicitly uni-
versally quantified) argument z in the equation

(838) (xey)ez = xo(yeo2),
we get the equation

(839) (= v) = ()« (19)

(The principal operator on the right of this equation is indeed function compo-
sition  there is no typographical error!) Second we note that the fact that for
all z the function (oz) distributes through LI can also be expressed without the
need for the argument z. Specifically,

(8.40) (zUy) ez = (xo2) U (ye 2
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converts to

(841) (xUgy)e = (ao) I () -

With these preliminaries we now proceed to investigate the function ((a LI
b)o)*. We have

((aLrb)e)*

= { (841) }
((ae) L (be))*

= { closure decomposition, theorem 7.13 }
(ao)* o ((bo) « (ae)*)*

= { (8.34) applied twice }
(a)e o ((bo)«(a")e)*

- [ (839)
(@)oo ((b o a%)e)”

_ { (8.34), (8.39) }

a* o (boa*) oI
= { I is unit of composition }
a* o (b o a*)"

8.4 Regular Algebras

In a semi-regular algebra there is an asymmetry between composition on the left
and composition on the right. In a regular algebra this asymmetry completely
disappears. Any property proved in a semi-regular algebra can thus be dualised
in a regular algebra by turning all compositions around. In particular, in a
regular algebra the dual of (8.27) is also true.

(842) woea" C b o <« zeal box .



8.4. REGULAR ALGEBRAS 137

Interchanging a and b in (8.27) and combining it with (8.42) we thus obtain:
(843) woa" =b"ox <« zoa=box

The antecedent in this equation can be made true if a is substituted for z, boa
is substituted for a, and b is instantiated to a<b. We thus obtain the leapfrog
rule:

(8.44) a- (boa)" = (acbh) ca

The star-decomposition rule has already been proved in section 8.3.4. We
think it is sufficiently important however to prove it yet again directly from the
direct definition of reflexive and transitive closure.

To prove the rule we exploit the rule of indirect equality with the domain
predicate p defined by p.y equivales y is both reflexive and transitive. That is,
we show that for all reflexive and transitive v,

(aUb)"Cy = a*o(boa’) Cy

following which we verify that a* o (b o a*)" is reflexive and transitive. (By
definition (aLIb)" is reflexive and transitive.)

Proof
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. L . .. .
It remains to prove that a* o (b o a*)” is reflexive and transitive. At a glance it
is reflexive. For transitivity we have:

a*o(boa*) oa*o(boa*) = a*o(boa*)

= { (8.23) with = := b o a*, Leibniz }
a*o(boa*) oa* = a*o(boa*)

= { leapfrog rule: (8.44), with a := a* }
(a*ob) oa*oa* = a*o(boa*)

= { (8.23) W1th T = a }

a
(a* o b) < o (bea)
{ leapfrog rule (8.44), with a := a* }

true

O

Note that all elements of the structure of a regular algebra are used in this
proof of star-decomposition.

One reason that the leapfrog rule (8.44) and the star decomposition rule
(8.37) are so important — particularly in computing science — is that a num-
ber of common programming problems fit into the abstract framework of a
regular algebra, and their solution is readily formulated using the two rules.
Examples of such problems are several path-finding problems [7, 27, 10], but
their discussion is beyond the scope of this text.

Exercise 8.45 One might speculate whether the leapfrog rule holds with
the closure star replacing the Kleene star. That is, is it the case that, for all
monotonic functions f and g,

(8.46) (feg)"sf = [felgef) 7

Also, if one combines the star-decomposition rule with the leapfrog rule one
obtains an alternative form of the star-decomposition rule, namely:

(8.47) (aUb)" = (a"<b)oa” ,

and one might speculate whether this rule remains valid when the Kleene star
is replaced by the closure star, i.e. whether or not, for all monotonic functions

f and g,

(8.48) (fUg) = (ffeg) ef*
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Investigate whether (8.46) and/or (8.48) is valid. (Note that if a counterexample
to (8.48) can be constructed then both are false, but the falsehood of (8.46) does
not necessarily imply that (8.48) is false.)

O

Exercise 8.49 (Conway’s Factor Matrix) J.H. Conway [30] was the first
to introduce factors in the context of regular languages. The chapter on factors
in his book introduces the notion of the “factor matrix” of a language and shows
how it can be used to approximate a language by other languages. In the follow-
ing chapter he also uses factors in combination with so-called “biregulators” to
prove that various operations on languages preserve the property of being regu-
lar. Conway’s style of proof in the chapter on factors is very wordy and certainly
not calculational. This is rectified somewhat in the chapter on biregulators (an
algebra of transducers) where his techniques for proving regularity-preserving
properties are particularly effective.

This exercise enables you to reconstruct, in a calculational style, the main
properties of Conway’s factor matrix. Some preparatory definitions are neces-
sary.

Conventionally a matrix has a finite number of elements. This is also the case
for Conway’s factor matrix since he restricted his attention to regular languages.
We do not want to make that restriction and since, in the current circumstances,
there is no reason to restrict matrices to a finite number of elements we shall
not do that either.

The definition we use here of a square matriz over A indezed by a (non-
empty) index set T is simply a function M € A «— T x Z. If i and j are
elements of Z then the application of M to (i, 7) is denoted i M j and is called
the (i,j)th element of M.

Now suppose (A, C, o, ) is a regular algebra. (So (A, C) is a complete lattice
and (A, o, ) is a monoid.)

Note that associativity of composition is equivalent to

(8.50) X\(Y/Z) = (X\Y)/Z ,

for all X, Y and Z € A. Moreover, that I is a left unit of composition is
equivalent to

(851) I\X =X
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for all X € A, and that it is a right unit to
(8.52) X/I=X

for all X € A. Property (8.50) permits one to drop the parentheses and write
X\Y/Z, which we do from now on. (Note however that (X/Y)\Z # X/(Y\Z)
in general!)

Let Z be a non-empty set and consider the set of all square matrices over A
with index set Z. It is easy to show that this set forms a regular algebra with
the following definitions (whereby 7, j and k range over Z):

MCN = VY(,5: iMj C iNy)
iMoo Nk = U(j: JeZ: iMjojN£k) , and
11y = 1 if i=3
— otherwise .

(The verification of this assertion you may regard as part 0 of this exercise.)
In this algebra, we say that matrix M is reflezive if T T M and transitive
if MoM C M . This is, of course, the standard definition of reflexivity and
transitivity.

Now let E denote a fixed element of 4. (We use “E” as did Conway to
help the reader to relate the properties stated here to those in Conway’s book.)
Conway defines a factor of FE to be any element of A that can be expressed in the
form X\E/Y for some X and Y. He calls an element of A a left factor of E if
it can be expressed in the form E/Y for some Y and a right factor of E if it can
be expressed in the form X\FE for some X. The function (X,Y +— X\E/Y),
where X and Y range over all elements of A, thus forms a matrix of factors
with index set A but this matrix is not Conway’s factor matrix. Conway’s factor
matrix is a matrix indexed by the left factors (or equally the right factors) of E,
this index set being finite in the case that E is a regular language (as opposed
to A which is infinite). In more detail, his theorem states that the factors of
E organise themselves into a reflexive, transitive matrix indexed by the left (or
right) factors of E. Moreover, F itself and all left and right factors of E are
elements of the matrix.

In this exercise we lead you step-by-step to a proof of this theorem.

Step 1. According to our definition of a matrix, the binary operators \ and
/, with domains restricted to Z x Z for arbitrary set Z, Z C A, are both square
matrices over A.
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Show that, for arbitrary index set Z, both \ and / are reflexive and
transitive matrices.

The clue we obtain from this step to the construction of the factor matrix
is that it suffices to construct a suitable index set for the matrix \ (or for the
matrix /).

Step 2. Define the functions < and > by

(853) X« = E/X |

(8.54) X = X\E .

By definition, the range of < is the set of left factors of E' and the range of > is

the set of right factors of F.
Observe a Galois connection between < and > and hence prove the following:

(8.55) Xawa = Xa
(8.56) Xpa> = X,
(8.57) Exw = FE = Ebpq .

This step records a (1-1) correspondence between left and right factors of E.
Thus any matrix indexed by left factors can be mapped directly into a matrix
indexed by right factors, and vice-versa. Moreover  property (8.57)  E is
both a left and right factor of itself.

Let £ denote the set of left factors of E. The conclusion from steps 1 and
2 is that there are only two reasonable candidates for Conway’s factor matrix,
the matrix \ indexed by £ and the matrix / also indexed by L. After a
moment’s thought it is obvious that the latter matrix is uninteresting, so we
consider the former.

Step 3. Define the factor matriz of E to be the binary operator \ restricted
to £ x £. Thus entries in the matrix take the form Lo\L; where Ly and L,
are left factors of F. By step 1 this is a reflexive, transitive matrix. Also, by
definition of a left factor and a factor, all entries in the matrix are factors of F.

Suppose that F'is a factor, L is a left factor, and R is a right factor of F.
Construct left factors Lo, L1, Lo, L3, Ly and L5 such that

(858) F = L\l ,
(859) L = L,\Ly; , and



142 CHAPTER 8. REGULAR ALGEBRA

(Hint: observe that (8.50) with Y instantiated to E gives the identity
(8.61) X\(Z<) = (Xv)/Z .

Combine this with (8.55), (8.56) and (8.57).)
From your constructions of L, L satisfying (8.59) and (8.60) you should
observe that L, is independent of I, and L5 is independent of R. Prove that

(862) E - LQ\L5 y

and show that, for all X,

(8.63) X is a left factor of E

= J(L: Lisaleft factorof E: X = Ly\L) ,
and
(8.64) X is a right factor of £

= d(L: Lis aleft factor of F: X = L\L;)

This completes the proof of Conway’s theorem. A matrix has been exhibited
containing all factors and only the factors of E, indexed by left factors of F,
that is reflexive and transitive. The import of (8.63) and (8.64) is that a “row”
of the matrix (a set of entries all having the same first index) contains all (and
only) the left factors of E, and a “column” of the matrix (a set of entries all
having the same second index) all (and only) the right factors of E. In addition,
from (8.62) we see that E is the matrix entry at the intersection of this row and
column. (Note, however, that factors and left and right factors of F, including
E itself, may appear repeatedly in the matrix. Conway’s wordy theorems and
proofs are confusing on this point and there is one unfortunate misprint that
claims exactly the opposite!)

The factor matrix crops up surprisingly often. In [2] it was shown that,
in the context of language theory (specifically, where elements of A are sets
of words on which is defined a length function), there exists a unique least
matrix, dubbed the factor graph, whose reflective, transitive closure is the factor
matrix of a given language E. Further, in [9] it was shown that several pattern-
matching algorithms, including the well-known Knuth-Morris-Pratt algorithm
[56], boil down to constructing the factor graph of a language defined by the
given patterns.
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O

Exercise 8.65 The route taken in exercise 8.49 to the construction of the
factor matrix is a direct one but there are several detours that one take on the
way. This exercise records a couple.

From the Galois connection between < and > constructed in exercise 8.49
you will have observed that both <> and >« are closure operators. This will
help you to solve the following question.

Show that, for all X and Y,

(866) XY CE = Xp<goVYa> L F .
Using this (or otherwise) prove that:

(8.67) (XoY)> = (Xp<oV)> .

The dual of (8.67) is

(8.68) (XoY)a = (XoYw)a .

These two formulae are slightly more general than (8.55) and (8.56): the former
is obtained by instantating Y to [ in (8.67) and the latter by instantiating X
to I in (8.68).

O

8.5 Concluding Remarks

The principal results in this section  that (ao)*.T is the reflexive, transitive
closure of a, and the star-decomposition and leapfrog rules — are standard, but
our approach to them is not. (The standard way of defining (ac)*.b is as the
least fixed point of the function (z — b L aez). That is,

(8.69) (ao)*.b = b U ao(ao)*.b
and
(8.70) (ae)*b Cy <« blUacy Ty .)

Why, one is entitled to ask, should we pay so much attention to well-known
facts, and what is the justification for such idiosyncracy?
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The answer to these questions cannot be given completely at this stage and
the reader must exercise some patience. We can however hint at some reasons.

The Kleene star is often used to denote the list constructor. Thus if @ denotes
a type then a* denotes all lists with elements drawn from a. The choice of the
same symbol to denote the reflexive, transitive closure operator on relations and
the list type constructor is not accidental but motivated by agreements between
their properties. In particular, just as there are three distinct ways to define
the reflexive, transitive closure operator, there are three distinct ways to define
lists. One is to define the so-called “cons” lists, another is to define “snoc” lists
and a third is to define “join” lists. Cons lists are constructed from the empty
list by appending (“consing”) elements to the head of a list, whilst snoc lists are
constructed from the empty list by appending (“snocing”) elements to the tail
of a list. Join lists consist of the empty list, singleton lists (i.e. lists of length
one), or are formed by appending (“joining”) two lists to each other, the join
operation being by definition associative and having the empty list as unit.

These three list constructors are isomorphic in the sense that there are bi-
jections mapping join lists to snoc lists and cons lists. The informal descriptions
we have just given of the three type constructors also bear a strong resemblance
to the three different ways we have presented of defining the reflexive transitive
closure a*  if one reads “°” as “append”. The description of join lists has the
appearance of the direct definition, whilst the description of cons and snoc lists
is suggestive of the two indirect definitions, cons lists corresponding to (ae)*.]
and snoc lists to (ca)*.I .

The question arises whether the proofs of the equality of a*, (ac)*.I and
(ca)*.I can be somehow adapted to constructions of the bijections between join,
snoc and cons lists. Other questions also suggest themselves: can we give a
constructive interpretation to the star-decomposition rule and to the leapfrog
rule (for example), and if so can the proofs we have given be adapted to the
construction of interesting and useful programs. More generally, can we give
the theory of closure operators a constructive interpretation that enables us to
derive useful and interesting programs on type structures other than lists.

As we shall see, the answer is yes. For example, the constructive interpre-
tation of the star-decomposition rule is a problem known as the “lines-unlines
problem” [22] (the problem of splitting a paragraph of text into several lines
and separator symbols). The two different proofs discussed here lead to two
different solutions to the lines-unlines problem. The step from these proofs
to constructive proofs coincides with the step from Galois connections to the
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categorical notion of an “adjunction”. But, at this stage in the presentation,
insufficient theory has been developed to permit us to make that step.

Note At the time of writing (August 1992) the above remarks should be re-
garded as an objective rather than an accomplished fact. We have done sufficient
work to convince us that the objective is attainable but that work is as yet not
properly documented and incomplete.
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Chapter 9

The Algebraic Framework

A major component of our endeavour is the development of a calculus of pro-
gramming that permits and, indeed, encourages clear and economical calcula-
tion. For this we need an elegant algebraic setting. Although from the math-
ematical point of view, there is nothing wrong with a standard set-theoretic
approach nor with the algebraically more attractive predicate calculus, we are
dissatisfied with the persistent appearance of arguments and dummies in those
systems. This invites us to look for a setting one abstraction level higher that
fits our manipulative needs.

In order to choose such an abstract setting (“syntax” for short) several design
criteria should be established. Here some of ours are mentioned, not as dictates
but just for the sake of clarifying our point of view.

e  The syntax should reflect the structure of the everyday mathematical view
of relations as tightly as possible (excluding historical oddities, inelegan-

cies and prejudice).

e The syntax should be built up in layers. If possible, those layers should
be well-known syntactical unities with proven “elegance”.

e The meta-language used for juggling with the syntax is the predicate
calculus.

e There should be a clear distinction between terms in the meta-language
and terms in the syntax.

149
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Fortunately we don’t have to start from scratch. The road towards an
“axiomatic theory of relations” is already paved with the pioneering work of
Tarski [88]. Besides, the above point of view is apparent in most of the curricula
nowadays, be it not always explicit. Without further ado we present the most
basic part of the syntax. In section 12 this syntax is supplemented by axioms
for elementary data types.

9.1 The Setting

9.1.1 Plat Calculus and the Knaster-Tarski Theorem

Let A be a set, the elements of which are to be called specs. On A we impose
the structure of a complete, completely distributive, complemented lattice

(AJ |_|7 |—I7 - —l_l—: _)

where “1” and “LJ” are associative and idempotent, binary infix operators with
unit elements “TT” and “—7, respectively, and “=” is the unary prefix operator
denoting complement (or negation). We assume familiarity with the standard
definition of a lattice given, for example, by Birkhoff [23]. By “complete lattice”
we mean that the extremums

LU(R: ReV: R)
and M(R: ReV: R)

exist for all bags of specs V. “Completely distributive lattice” means that

R N U(S: SeV:S) = U(S: SeV: RNS)
and R U M(S: SeV:S) = n(S: SeV: RUS)

for all specs R and all bags of specs V. Finally, “complemented lattice” means
that =R exists for all specs R and obeys de Morgan’s laws and the double
negation rule. (Note: the definition of a Boolean algebra requires only the
existence of finite extremums and distributivity over such finite extremums.
Our requirements are thus stronger.) The ordering relation induced by the
lattice structure will be denoted by “J”.

This structure is well known from the predicate calculus: for “r1” and “UJ”
read conjunction and disjunction, respectively, for “TT” and “—7” read true
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and false, and for “J” read “«<”. We call such a structure a plat, the “p”
standing for power set and “lat” standing for lattice. Since the structure is so
well known and well documented we shall assume a high degree of familiarity
with it.

Among the more significant properties of such a structure is the (well-known)
“Knaster-Tarski fixpoint theorem”. Since we shall use the theorem frequently
we summarise it here (to the extent and in the form appropriate to our own
needs). Specifically, it says that, for arbitrary monotonic function 6, the equa-
tion

X = X =0X

has a smallest solution, which henceforth we denote by u6, characterised by the
two properties:

o = 0.ub
and, for all X,
X Jwh <= X J0.X

Moreover, such an equation also has a largest solution, which henceforth we
denote by v, characterised by the properties:

v = 6O.vl
and, for all X,
XCuvl « X LCO6OX

For an excellent account of plat calculus (although that name is not used!),
including a modern proof of the Knaster-Tarski theorem and a clear and careful
exposition of its implications, we would recommend the reader to refer to [36].

9.1.2 Composition and Factors

The second layer is the monoid structure for composition:
(A, e, I)

where © is an associative binary infix operator with unit element 1.
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The interface between these two layers is: composition is universally cup-
distributive. L.e. for bags of specs YV, W C A,

(LY) o (LW) = UPQ: PEVANQRQeEW: PoQ)
In particular,
e — is a left and right zero for o,
° o is monotonic with respect to J.
e [Tofl = TT.

Another, less immediate and somewhat unfamiliar consequence of this in-
terface, is the existence of so-called “left” and “right factors” defined as follows.

Definition 9.1 For specs R and S we define the right factor R\S by
(a) R\SJ2JX = SIR-X

and the left factor S/R by

(b) SIRJX = SJIX-o°R

O

Left and right factors are thus defined to be the largest solutions to inequa-
tions in a variable X (the inequation to the right of the equivalence in their re-
spective definitions). Although we shall have no use for it here we mention that
the operators “\” and “/” associate with each other (i.e. P\(Q/R) = (P\Q)/R),
thus justifying writing P\@Q/R and that such is a factor of Q.

Equations (9.1a) and (9.1b) are instances of what are known as “Galois
connections”. (See the appendix for further discussion.) Our use of the word
“factor” is intended to suggest an analogy between composition and multipli-
cation, and between factoring and division. This analogy is further reinforced
by the following easily derived cancellation properties of factors.

Lemma 9.2 (Factor Cancellation)



9.1. THE SETTING 153

(a) S J R (R\S)

(b) R 3 (R/S)°5S

() R\(R-S) 2 S

(d)  (ReS)/S 2R

() Ro R\(R<S) = RoS
(f)  (RoS)/SoS = RoS
(g)  B\(R°R\S) = R\S
(h)  (R/S-S5)/S = R/S

O

Evidence for the claim that definitions (9.1a) and (9.1b) and, in particular,
the calculational possibilities they admit are important but not well known is
the fact that they have surfaced in various guises and under various names over
the last fifty years beginning, to our knowledge, with [37] (under the names
left and right “residuals”) and involving diverse application areas such as the
structure of natural language [57], regularity properties of generalised-sequential
machines [30] (under the name used here of left and right “factors”), the well-
known Knuth-Morris-Pratt string searching algorithm [9], and program specifi-
cation [52] (under the names “weakest pre- and post-specification”). We prefer
Conway’s [30] more anonymous terminology to that used by Hoare and He
[52]. The term “residual”, which is also used by Birkhoff [23], would have been
equally acceptable. Note, however, that of the above-referenced works, Hoare
and He’s calculational formulation of the properties of “factors” is the single
most significant contribution to the present work.

Remark In addition to the use of different terminology our choice of notation is
exactly opposite to Hoare and He’s: they would write S/R where we write R\ S,
and vice-versa R\S where we write S/R. Our own choice of notation is justified
by the for us very important property that in the use of lemma 9.2 the
“cancelled” expressions are adjacent. We reject outright the notation adopted

by Birkhoff [23] as unsystematic and inappropriate to compact calculation. End
of Remark

9.1.3 Reverse
The third layer is the “reverse structure”,

(A, v)
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W

where “U” is a unary postfix operator such that it is its own inverse.

The interface with the first layer is that “u” is an isomorphism of plats. L.e.

for all P,Q € A,
PIQ = PoaQ

Consequently, for all P, € A,

—|(Pu) = (—|P)u
(P U Q)v = Pu L Qu
(P 1 Q)v = Pu 1 Qu
TTu = T

—u — P

Remark As a rule we shall write the names of unary functions as prefixes to
their arguments. A partial justification for making an exception of “v” is that
it commutes with “=", thus permitting us to write the syntactically ambiguous
“=Ru”. Later we shall see that “v” also commutes (by definition) with so-called
“relators”. The latter is the main reason for this choice of notation.

(We are not alone in purposefully adopting a syntactically ambiguous no-
tation, although the practice is sometimes frowned on. DeMorgan [32] is an
outstanding precedent. He writes “not-L-verse” where we write =Lu. See [61]
for detailed references and citations from DeMorgan’s work.)

End of Remark

The interface with the second layer is given by the two equations:

(ROS)U = Su o Ru
and v = 1

9.1.4 Operator precedence

Some remarks on operator precedence are necessary to enable the reader to
parse our formulae. First, as always, operators in the metalanguage have lower
precedence than operators in the object language. The principle meta-operators
we use are equivalence (“=”"), implication (“=") and follows-from (“<”)

these all having equal precedence |, together with conjunction (“A”) and dis-

junction (“v”)  which have equal precedence higher than that of the other
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meta-operators. The precedence of the operators in the plat structure follows
the same pattern. That is, “=", “0” and “C” all have equal precedence; so do
“U” and “M”; and, the former is lower than the latter. Composition (“°”) has
a yet higher precedence than all of the operators mentioned thus far, whilst the
two factoring operators (“/” and “\”) have the highest precedence of all the
binary operators. Finally, all unary operators in the object language, whether
prefix or postfix, have the same precedence which is the highest of all. Paren-

theses will be used to disambiguate expressions where this is necessary.

9.1.5 The Exchange and Rotation Rules

To the above axioms we now add an axiom that acts as an interface between
all three layers.

The Middle Exchange Rule
_'Y;PO_'XOQEXQPUOYOQU

The rule is so named because the middle term on the right side is exchanged
with the left side of the inequality.

There are several variations on the rule. The “left” and “right” exchange
rules are obtained by instantiating, respectively, P and () to I and simplifying.

The Left Exchange Rule

=Y O -Xo@ = X I VY oQu
The Right Exchange Rule

=Y O Po=X = X O PuoY

The “rotation rule” is obtained by making the substitutions Y := Ru, P := S,
X := =T and @ := I and again simplifying.

Rotation Rule
-Rv O ST = =Tu I Ro°S8

Note how the variables R, S and T are rotated in going from the left to the
right side of the rule.
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It is our experience that the middle exchange rule can meet with consider-
able resistance for one of two reasons. First, for calculational purposes, a rule
with four free variables is (rightly) regarded as approaching, if not outwith, the
limits of useability. Second, for those already familiar with the relational cal-
culus, there is resistance to the fact that we have chosen to replace the better
known “Schroder” rule which states that the following three statements are all
equivalent.

T 3 Ro S
~S 3 Rus T
R 3 —T o Su

To counter these arguments we would point out that the middle exchange rule
is more compact than the Schréder rule (two statements are equivalent rather
than three) and, more importantly, has a clean syntactic form that makes it
easy to remember and to apply. The rotation rule shares these advantages as
well as involving only three free variables, but suffers the disadvantage that in
some calculations two successive uses are required where only one use of the
middle exchange rule is necessary. In combination with other laws both rules
are equivalent to the Schroder rule. (The Schrdder rule can also be reduced to
the equivalence of just two statements, making our first argument void, but then
it would suffer the same disadvantage as the rotation rule, which is probably the
reason why it is always stated in the way that it is.) An alternative axiomati-
sation is also possible using a rule relating factors, reverse and the complement
operator. This alternative is discussed further in the appendix.

(In point of fact, Maddux [61] observes that the so-called “Schréder” rule
was stated much earlier by De Morgan. Schroder subsequenty elaborated on the
rule, listing all possible variations on the rule with three variables and extending
it to “relative addition”, R 1S, defined by R1S = —=(=R°=S).)

9.2 Models

Various models of the above axioms are discussed in the appendix with regard
to the following questions:

(a) Are the layers and axioms independent?

(b) Are the successive extensions conservative?
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(c) Does the axiomatisation characterise the set-theoretic relations
completely?

Here we shall content ourselves with a summary of the conclusions, namely:
the set-theoretic relations do indeed form a model of the axiom system but the
axiom system is not complete for this model; the middle exchange rule and the
cone rule (discussed in section 12.1.1) are independent of the other axioms but
the reverse structure is not.

A final comment with regard to the idiosyncracies of our naming conventions.
The following sections must serve a dual purpose. The technical aim is to build
up a theory of types based upon the above syntax. To do this in a way that is
evidently free from logical inconsistencies necessitates making a clear distinction
between the theory itself and the metalanguage. For this reason we have chosen
to call elements of A “specs” rather than “relations” and to use the symbols
“M” and “LU” etc. rather than “N” and “U” etc. To serve the second purpose we
intersperse the development with references to the relational model. The reader
may prefer to construct their own proofs of the various lemmas, theorems etc.
in this one interpretation, but they do so at their own peril.
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Chapter 10

Foundations

The purpose of this section is to build up a vocabulary for our later discussion
of polynomial relators and relational catamorphisms. In order to avoid possible
confusion with existing terminology we make a complete reappraisal of what is
meant by “type”, “function”, “type constructor” etc. Nevertheless, it should be
emphasised that — with the important exception of the notion of “relator” —
the concepts defined in this section, and their properties, are amply documented
in the mathematical literature and we make no claim to originality.

10.1 Monotypes

The notion of a guard as a primitive entity in a programming language was
first introduced in Dijkstra’s guarded command language [34]. Tt is a useful
notion since it is more flexible than the older, more conventional notion of a
conditional statement. Its particular merit is that it introduces partiality into
programs and at the same time facilitates the introduction of indeterminacy
thereby streamlining the derivation of programs.

A guard acts as a filter on the domain of execution of a statement. Oper-
ationally it can be viewed as a partial skip. Mathematically, a guard is just a
device that enables sets — subsets of the set of all states — to be incorporated
into program statements.

In the spec calculus there are two mechanisms for viewing sets as specs,
and thus modelling guards, each of which has its own merits. The first is via
so-called “monotypes”, the second via “conditions”. Axiomatically, these have

159
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the following definitions. First: we say that spec A is a monotype ift I J A.
Second: we say that spec p is a right condition iff p = TT o p. The dual notion
of left condition is obtained by reversing the positions of TT and p in the left
side of the defining equation.

In the relational model we may assume, for example, that the universe U
contains two unequal values true and false. The monotype boolean is then
defined to be the relation

{(true, true), (false, false)}
The right condition boolean is the relation
{(z, true), (z, false) | z € U}

It is clear that for any given universe U there is a one-to-one correspondence
between the subsets of U and the monotypes. Specifically, the set A is repre-
sented by the monotype A where Ay = x = y € A. Equally clear is the
existence of a one-to-one correspondence between the subsets of U and the right
conditions on U . That is, if A is some set then the right condition defined by
A is that relation A, such that for all x and y, xA,y = y € A. Similarly, the
left condition corresponding to A is that relation A; such that for all x and vy,
TAy = x € A

Using monotypes to represent subsets of U as specs a guard on a spec is
modelled by composition of the spec, either on the left or on the right, with
such a monotype. Thus, if R and S are specs and A is a monotype then Ao R
and S o A are both specs, the first being spec R after restricting elements in
its left domain to those in A, and the second being the spec S after restricting
elements in its right domain to those in A. Using conditions a guard on the left
domain of spec R is modelled by the intersection of R with a left condition, and
a guard on the right domain of R by its intersection with a right condition. In
principle, this poses a dilemma in the choice of representation of guards in the
spec calculus. Should one choose monotypes or conditions?

We choose monotypes there being several reasons for doing so. One
is the simple fact that guarding both on the left and on the right of a spec is
accomplished in one go with monotypes whereas demands two sorts of conditions
(left and right conditions). Moreover, they have very simple and convenient
properties. Specifically, for all monotypes A and B

(101) A = INA = Ao = AoA
(102) AcB = BoA = ANB



10.1. MONOTYPES 161

and for all bags of monotypes B,
(10.3) TTenB = Tn(TT < B)

The most compelling reason, however, for choosing to represent, sets by mono-
types is the dominant position occupied by composition among programming
primitives. Introducing a guard in the middle of a sequential composition of
specs is a frequent activity that is easy to express in terms of monotypes but
difficult to express with conditions.

Nevertheless conditions do have their place from time to time. They too
have attractive calculational properties. From the above it is clear that there
is a one-to-one correspondence between monotypes and both types of condition
(documented formally below). Exploitation of this correspondence is central to
many calculations in the spec calculus.

Monotypes are obviously closed under U. They are not, however, closed
under 11 or =. (A non-empty intersection of monotypes is a monotype but
the empty intersection is, by definition, TT which is not a monotype. The
complement of a monotype is never a monotype.) Nevertheless, with suitably
adapted M and — operators the monotypes do form a complete, completely
distributive lattice, albeit not a sub-lattice of the spec lattice. The clue to its
construction lies in the fact that the conditions do form a sub-lattice of the spec
and are in one-to-one correspondence with the monotypes.

Right conditions are closed under negation: for all specs p,

-p = 1T o —p
= { »C TTep }
—p 2 TT o =p
= { right-exchange rule }

p J Tluvop
=TT, pC Tlep }
p = 1T op

Il
R

They are closed under cup: for all sets of right conditions P

UP

= { e P is aset of conditions: definition of condition }
LU(TT = P)

= { wuniversal U-junctivity of composition }
TT o UP
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and under cap: for all sets of right conditions P,

np
C {1 c 1}
TT o NP
C { monotonicity }
M(TT °P)
= { e P is a set of conditions: definition of condition}
np

In summary, the right conditions form a power set lattice with top and bottom
TT and —, respectively, and meet, join and complement operators the standard
spec operators I, LI and — .

Henceforth we shall always denote monotypes by the capital letters A, B or
C. Conditions will be denoted by the lower case letters p, q or r.

10.2 Left and Right Domains

We need to refer to the “domain” and “co-domain” (or “range”) of a spec. In or-
der to avoid unhelpful operational interpretations we use the terms left-domain
and right-domain instead. These are denoted by “<” and , respectively, and

defined by first, domains of specs are monotypes: for all specs R,

wen
>

(10.4) monotype.R<  and  monotype.R>

(Note that the infix dot denotes function application and that unary operators
always take precedence in our formulae over binary operators. Thus you should
parse “monotype.R<” as “monotype.(R<)".) Second, the domain operators are
defined by a Galois connection between the lattice of all specs and the sublattice
of the monotypes: For all specs R and monotypes A,

(105) AJ R = TT-AJR
and
(106) A 3 R< = ATl J R
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According to a general theorem on Galois connections it follows that the domain
operators are universally U-junctive. In particular, for all specs R and S,

(10.7) (RUS)< —
(10.8) (R|_|S)> =

An additional consequence is that

R< L S«<
R> U 5>

K"
<

and

are monotonic.

Consequences of the specific form of (10.5) and (10.6) are the one-to-one
corespondences between monotypes and left and right conditions mentioned

several times earlier:

(10.9) TToR> =
(10.10) R<o TT =

for all specs R,

TT o R and
RoTT and

R>
R<

In particular, for all right conditions p and monotypes A,

(10.11) TT e p> =

P and

(1T = 4)>

Relational calculus yields the following alternative definitions defining R<
and R> as the smallest monotypes satisfying the equations in A, A R = R and
R A = R, respectively. For all monotypes A and all specs R,

(10.12) AcR=R
(10.13) Ro A =R

The following properties of

For convenience we also list the dual properties of “>”.

and S,

(10.14) R<
(10.15) R<o S
(10.16) (R 9)<
(10.17) R<
(10.18) (RS T)<
(10.19) R>
(10.20) SoR>
(10.21)  (R<9)>
(10.22) S>
(10.23) (RN SeT)>

= AJR«<
AJR>

[13%)]
<

= (Rv)>
= R-TT NS
= (ROS<)<
3 (ReS)<

— (RoTu I S)<

—  (Rv)-
TTeRMS
(R>¢ 8§)>
(Ro S)>

I

(SveR 1 T)>

also prove to be very useful. For all specs R
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Of these five pairs of properties, four are evident when specs are interpreted
as relations. One pair, properties (10.15) and (10.20), is less so. Nevertheless,
it is worth drawing attention to them because they figure frequently in some of
our calculations. The alternative expressions I 1 Reo TT and [ M TT o R for
R< and R>, respectively, are obtained from them by instantiating S to I and
simplifying.

We sometimes write

Re S~T
as a synonym for
(1024) SeR = R = R-T
It is immediate from (10.12) and (10.13) that
(10.25) R<eR = R = R°R>

Indeed this law is used so frequently that, after a while, we hardly bother to
mention it. Using the notation we have just introduced (10.25) can be rephrased
in the form

R e R<~ R>

Note that (10.24) defines S~T to be a subset of A. Typically S and T will
be monotypes, but we prefer not to complicate the definition by making such a
restriction.

It follows immediately from (10.2) with B instantiated to A that, for all
monotypes A,

(10.26) A e A~A
and, more specifically,
(10.27) A< = A = A>

Properties (10.14), (10.19) and (10.27) together with the properties of re-
verse (in particular, that it is its own inverse) have the important notational
consequence that any sequence of applications of the left-/right- domain oper-
ators and/or the reverse operator can be reduced to the application of at most
one of these operators. Such simplifications will be made automatically in our



10.3. IMPS AND CO-IMPS 165

proofs except in one or two places where we judge that, in combination with the
application of some other rule, the proof step has become too large for human
consumption.

Finally, note that once again we choose to use a postfix notation for function
application. On this occasion, however, it is not the case that complement and
“<” (or “>”) commute. That is =(R<) # (—R)<, in general. As we shall see,
however, “<” and do commute with relators and that is the reason for our

choice.

[l
>

10.3 Imps and Co-imps

In this subsection we define “imps” and “co-imps” as special classes of specs.
In the relational model an “imp” is a function.

Definition 10.28

(a) A spec f is said to be an imp if and only if I 3 fo fu.

(b) A spec f is said to be a co-imp if and only if fuis an imp.

(c) A spec is said to be a bijection if and only if it is both an
imp and a co-imp.

We shall say that f is a bijection to A from B if it is a bijection and f< = A
and f> = B. Note that if this is the case then both A and B are monotypes and
A = fofuand B = fue f. The notation “A = B” (read as A is isomorphic
to B) signifies the existence of a bijection to A from B.

Theorem 10.29 Composition preserves imps, co-imps and bijections.

Proof Straightforward.
(I

The intended interpretation is that an “imp” is an “imp”lementation. On
the other hand, it is not the intention that all implementations are “imps”.
Apart from their interpretation imps have an important distributive property
not enjoyed by arbitrary specs, namely:
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Theorem 10.30 If f is an imp then, for all non-empty sets of specs V,
MP: PeV: P)of = N(P: PeV: Pof)

In particular, for all specs R and S,
(RMS) o f = (Re f)n(Sef)

O
Dually we have:

Theorem 10.31 If f is a co-imp then, for all non-empty sets of specs V,
fen(P: PeV: P) = nN(P: PeV: foP)
In particular, for all specs R and S,

fe(RNS) = (feR)N(fe5)

Monotypes are examples of bijections. In the relational model a monotype
is the identity function on that type. More generally, the requirement of being
a function is the requirement of being single-valued on some subset of U, the
so-called “domain” of the function. The domain and range are made explicit in
the following.

Definition 10.32 For monotypes A and B we define the set A«—B by f €
A<+ B whenever

(a) A2 fefe  and
(b) f>=B

The nomenclature “f € A«— B” is verbalised by saying that “f is an imp to A
from B”.
([l
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In terms of the relational model, property (10.32a) expresses the statement
that f is zero- or single-valued, i.e. for each x there is at most one y such that
y (f) x, and has range A. Property (10.32b) expresses the statement that f is
total on domain B, i.e. for each x € B there is at least one y such that y (f) z
Their combination justifies writing “f.x”, for each x € B, denoting the unique
object y in A such that y (f) =.

By including the above definition and not simultaneously including a dual
notion for co-imps we have introduced an asymmetry into our theory that until
now has been totally absent. This expresses a slight bias with an eye to the
extension of the theory with cartesian product and disjoint sum later in this
section. We hasten to add, nonetheless, that there is no such asymmetry in the
theory at this instant and every property we state for imps alone has a dual
property for co-imps.

It is easy to show that,
A~B D A<+— B
and, for imp f,
fef<e—1[>
as one would expect from the intended interpretations of these operators.

Note also that, for monotypes A, B and C,
feA+—B = [foCeA«—(BMN(C)

In the case that B O C, the imp f o C' is the restriction of f to domain C'. A
major advantage of viewing monotypes as specs is that type considerations can
be readily incorporated into the calculations in this way. (For some examples
see [63].)

We should stress that the two set-forming operations “~” and “<—" do not
form an essential part of our theory but are included in order that the reader
may relate their existing knowledge of type structures to the present theory. In
the sequel we shall often state properties of the domain-forming operations “<”
and “>” and immediately transcribe them into properties of “~~” and/or “—7”.
We prefer the statements about the domains for two reasons: they offer a better
separation of concerns and are thus calculationally more useful, and they can
be stated with fewer dummies (and indeed in some cases with no dummies,
although we don’t go that far).
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To avoid repeating assumptions and to assist the reader’s understanding we
continue to use the conventions that capital letters A, B, C, ... at the beginning
of the alphabet denote monotypes, small letters f, g, h,... denote imps or co-
imps, and capital letters R, S, T, ... at the end of the alphabet denote arbitrary
specs.

The operators «— and ~~ are the first examples of several typing operators
introduced throughout the paper. All such operators are indicated by some sort
of arrow and/or wavy line. (Other examples are < and «».) These are always
used independently of the inclusion operators in the plat calculus and have the
same precedence.

Finally, let us remark that the unconventional direction of the arrow in the
statement “f € A«—B” is entirely dictated by the choice to denote function
application with the function name to the left of its argument. (We owe the
suggestion to deviate from convention to Meertens [69].)

10.4 Relators

In categorical approaches to type theory a parallel is drawn between the notion
of type constructor and the categorical notion of “functor”, thereby emphasising
that a type constructor is not just a function from types to types but also comes
equipped with a function that maps arrows to arrows. For an informative
account of this parallel see, for example, [65]. In this subsection we propose a
modest extension to the notion of functor to which we give the name “relator”.

By rights, now is the time at which we should attempt to motivate this
extension. This we shall not do, however, since the whole paper itself is the
motivation for the proposed extension! Suffice it to say at this point that our
definition arose by distilling the minimum additional requirements needed to
guarantee that a functor be “naturally polymorphic” according to the defini-
tion given in section 11.2 of this paper. This was followed by a (successful)
painstaking investigation — reported here — of whether those requirements
were sufficient to enable us to verify a substantial number of other properties
that we deemed desirable.

Definition 10.33 A relator is a function, F, from specs to specs such that

) [ 3 FI
() FRJIFS <« RJS
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() F.(R<S) = FR - FS
(d) F(R) = (F.R)-
O

In view of (10.33d) we take the liberty of writing simply “F.Ru” without paren-
theses, thus avoiding explicit use of the property.

The above ostensibly defines an endorelator, i.e. a unary relator from a
given spec algebra A to itself. But we also wish to allow it to serve as the
definition of a relator mapping specs of one spec algebra, A say, into another,
B say. In particular we wish to use exactly the same definition for relators
that map an m-ary wvector of specs into an n-ary wvector of specs, for some
natural numbers m and n. (This is necessary in order to allow the theory to
encompass what are variously called “mutually recursive type definitions” and
“many-sorted algebras”. More generally, there is no reason why “m” and “n”
may not be some fixed but nevertheless arbitrary index sets. However, such
a generalisation would complicate the current discussion more than we deem
justified.) The mechanism by which we can do this is to assume that all the
constants appearing in the definition (“=", “J”, “I” “o” and “U”) are silently
“lifted” to operate on vectors. For example, if F' maps m-ary vectors into n-ary
vectors, property (10.33¢) would be written out in the form

(F(RioS1,...,RmeSm)); = (F(Ry,...,Bm)); o (F.(S,....Sm));

for all j, 1 < j < n, whereby the use of subscripts denotes projection of a vector
onto one of its components. It is, however, just such clumsy expressions that
we want to avoid.

One case that we make particular use of is when F maps a pair of specs
into a spec. (Both argument specs and the result spec are assumed, for the
time being, to be in the same spec algebra.) We refer to such relators as binary
relators and choose to denote them by infix operators. Thus, if ® denotes a
binary relator, its defining properties would be spelt out as follows.

(a) I J I®I

(b) ReUIS®V <« RISAUIV
(c) (ReS)®@ (UeV) = (RRU) e (S®V)
(d  (R)e(Sv) = (RS
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“U”

The notational advantage of writing as a postfix to its argument is, of

course, lost in this case.

A property such as (c) we call an “abide” law; we also often refer to this
law by saying that binary relators “abide” with composition. The name was
coined by Richard Bird (in a different context). His motivation for the name
was that it is short for “above/beside” reflecting the following two-dimensional
formulation of the law in which the relator and composition are either above or
beside each other.

R - S R S
& = ® ° ®
Uu - Vv U V

(To our knowledge there is no universally accepted name for what we have called

an “abide” law even though examples are not difficult to find. A very familiar

example is provided by multiplication and division in real arithmetic. Using a

dot to denote multiplication and a horizontal bar to denote division we have:
u-v u v

vy Ty
Another elementary example is furnished by addition and subtraction. We have
(u4v)—(r+y)=(u—x)+ (v—1y). (Somewhat tongue in cheek, this leads
us to wonder whether this is the reason that both subtraction and division
are denoted by a horizontal bar!) Hoare [51] depicts several abide laws in the
predicate calculus in the same way, and we shall encounter others later in the
text. In the category theory literature the term “interchange” rule (or law) is

used.)

As already announced relators commute with the domain operators.

Theorem 10.34 If F' is a relator then

(a) F.(R) = (F.R)>
(b)  F(R<) = (F.R)<
O

For the proof of this theorem see the appendix.

In view of theorem 10.34 we write “F.R<” and “F.R>" without parentheses,
again in order to avoid explicit mention of the properties.
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The following theorem allows a comparison to be made with our definition
of “relator” and the definition of “functor” (in the category of sets).

Theorem 10.35 If F' is a relator then

Ais a monotype = F.A is a monotype

o &
~— ~—

fisanimp = F.fisan imp
fisaco-imp = F.fisa co-imp
feA—B = F.feFA«FB
Re A~B = F.Re FA~FB

A~ N N /S
@)
2

@
~—

Proof

Straightforward instantiation of the definitions of "monotype”, “imp”, “co-
imp”, 7«7 and ”~” combined with the definition of a relator and, in the
case of part (b), theorem 10.34.

(Il

10.5 T-and U-Junctivity

In addition to the four defining properties of a relator one might ask the question
whether it distributes over the cup and/or the cap operator. Such a property
we call a “finite junctivity” property. More generally, one might ask whether
the relator distributes over some class of quantifications with respect to the cup
and/or cap operator. In order to make the latter notion precise we introduce
the following definition.

Definition 10.36 Suppose Z is a set. We use ¢ and j to denote elements of
Z. An Z-bag is a (total) spec-valued function with domain Z. If R is an Z-bag
then R.:7 denotes the spec obtained by applying R to i € Z. Also LUzR is used
to denote L(i : 7 € T : R.i).

An Z-bag, R, is linear if for all 7,5 € Z one has either R4 J R.j or
R.j I R..

We call a function G from specs to specs Z-Li-junctive if for all Z-bags, R,

(10.37) G.(UzR) = Uz(G « R)

(Note: “ o ” denotes composition of functions.)
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I-M-junctivity is defined similarly.

The function G is said to be Z-U-continuous if (10.37) holds for all non-
empty, linear bags R. The notion of Z-M-continuity is similarly defined.
O

Using the word “junctive” to stand for both “I-junctive” and “U-junctive”,
and “continuous” to stand for “I-continuous” and “U-continuous” we may iden-
tify the following properties:

e universally junctive, i.e. junctive over all Z.
e positively junctive, i.e. junctive over all non-empty Z.

e denumerably junctive, i.e. junctive over all non-empty Z with denumerably
many elements.

e finitely junctive, i.e. junctive over all non-empty, finite Z.
e continuous, i.e. junctive over all non-empty, linear Z.
e monotonic, i.e. junctive over all non-empty, finite, linear, Z.

Finally, the omission of any qualification on the word junctive means finitely
junctive. (We reserve the shortest term for this case because it is the most
commonly occurring and most important case.)

The relationship between these various types of junctivity properties is dis-
cussed in some depth by Dijkstra and Scholten [36] (in the context of a plat
calculus) from where our definitions are borrowed.

As examples of the use of this terminology, we would say that the functions
(Re) and (°R) are (by postulate) universally U-junctive for all specs R. Moreover
(see theorems 10.30 and 10.31), (fe) is positively M-junctive for all co-imps f,
and (of) is positively M-junctive for all imps f.

Just as we did for relators we shall apply definition 10.36 to functions G
that are not necessarily unary. When applied to non-unary functions there is
a subtle nuance in the definition that may not be immediately evident. To
clarify the matter let us spell out the definition in the case of a binary operator:
Z-M-junctivity for a binary operator ® is that for each pair of Z-bags R and S,

i1 €ZT:RA)QMNE:1€Z:8i) = Mi:ie€Z:RiIQS.0)
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Written without dummies this is the statement
HIR® HIS = |_|I(® . <R, S))

A similar statement holds for Z-U-junctivity.

Note that finite, positive U-junctivity of ® is the same as saying that ®
abides with cup.

The nuance that we alluded to resides in the difference between “junctivity”
and “distributivity” properties. In the case that a function is unary the two
classes are indistinguishable. The examples just quoted are a case in point:
we could equally well say, for example, that (of) is positively M-distributive for
all imps f. The meaning is just the same. For functions of higher arity, in
particular binary operators, there is a difference. To illustrate this consider the
addition, division and multiplication operators in real arithmetic. We say that
multiplication “distributes over” addition to express in words the law

(w+v)-(z+y) = (w-2)+@w-2)+(u-y)+(v-y)

On the other hand, multiplication abides with division. I.e.

(w-v)/(z-y) = (ufx)-(v]2)

In the terminology we have just introduced we would say that the binary division
operator is multiplication-junctive, but is not multiplication-distributive. In
contrast, the binary multiplication operator is addition-distributive but not
addition-junctive. The notion of junctivity is more primitive because we may
always define distributivity as coordinatewise junctivity. (A possible cause of
confusion is that it is common to talk about a binary operator distributing over
another when what is meant is that a unary operator formed by fixing one
argument of a binary operator distributes over another binary operator. For
example, it is common to summarise the law

(z+y)/z = (2/2)+(y/2)

for non-zero z by saying that division distributes over addition. What is actu-
ally meant is that for each non-zero z the unary operator (/z) distributes over
addition. The binary division operator is neither +-junctive nor +-distributive.)

We trust that it is evident why we are interested in properties such as con-
tinuity.
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Chapter 11

Natural Polymorphism

Any discussion of a theory of datatypes would be incomplete without a dis-
cussion of polymorphism. This is particularly true here because our theory is
principally a theory of two sets of polymorphic functions  the relators and the
catamorphisms to be introduced in section 13. Relators are polymorphic in the
sense that they may be applied to arbitrary specs irrespective of the domains of
the argument spec. Such a statement is, however, somewhat banal since it says
nothing about the mathematical nature of the claimed polymorphism. In this
section we shall argue that relators are “naturally polymorphic”. The latter
notion is an adaptation and extension of the notion of “natural transforma-
tion” in category theory; the definition that we use is based on the work of de
Bruin [26] which work was anticipated by Reynolds [79]. Identifying definitions
of “relator” and “catamorphism” that would guarantee their naturality was a
major design goal of our work.

11.1 Higher-Order Spec Algebras

Expressing the natural polymorphism of relators (and other functions or rela-
tions) requires the notion of higher-order spec algebra which we now define.
Let SPEC = (A, 3, I, o, v) be a spec-algebra. Then the algebra of binary

relations on specs SPEC is defined to be (A, 3, 1, 5, 0) where

[NIESS

= P(Ax A

U

175
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and, using the notation z (R) y instead of (z,y) € R,

r{l)y = z =y
z(Rs8)z = Fy:=: x(RYyAy(S)=2)
z(Ro)y = y(R)=

for all R,S € A and all 2,y and z € A. As discussed in the appendix, SPEC is,
with these definitions, also a spec algebra. We call SPEC a higher-order spec
algebra.

The imps of SPEC are (partial) functions to A from A. Specifically, the
function f from A to A is identified with the relation f on A x A where

z(fly = = fy

for all z,y € A. Examples of imps in SPEC are the relators of SPEC. Note
that relators are total imps. l.e. for each relator F' we have

FosF O 1

The monotypes of SPEC can be identified with the subsets of A. That is,
a binary relation A in A is a monotype if and only if there is an element A of
P(A) such that

(11.1) V(z,y: z(A)y = x=y ANz € A)

The operators “~” and “—” were defined in section 10.3 as set-forming oper-
ators. Using (11.1) to identify monotypes of SPEC with subsets of A, we may
identify “~” and “<—" with elements of A, specifically with binary relations
on elements of A that are subsets of the identity relation 7. To reinforce this
identification we corrupt the normal usage of the belongs-to symbol “€” by the
following definition. For spec R and relation S we define

RE€S = ROR

Of course, SPEC can itself serve as the basis for the construction of a second

algebra of binary relations SPEC, and in this way one can construct an infinite
hierarchy of spec algebras. The relators and catamorphism constructors of
one algebra are then total imps in the next higher order algebra; similarly,
the expressions “A ~ B” and “A <— B” of one algebra may be identified
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with monotypes in the next higher order algebra. Maintaining the distinction
between the levels has been one reason why we have continually distinguished
between “specs” and “relations”, and between “imps” and “functions”.

In this section we define three more relations which we call the naturality
operators. The operators will be used at various levels in the hierarchy of
SPEC algebras but we do not bother to decorate the different uses with a bar
to indicate the level of use. Similarly, we use the undecorated symbols “<—"
, U % U ete. at all levels in the hierarchy. The definitions of the barred
operators given earlier will be important to reducing statements at one level
to statements at the next lower level. Their use is, of course, only permitted
within higher-order algebras.

As an example of this overloading of notation and in order to provide a
reference point for our later discussion let us note the following properties:

Theorem 11.2 Let F be a relator. Then, for all monotypes A and B,

(a) Fo(A~B) € (FA~FB)+«+— (A~ B)
(b) F o (A<«—B) € (FA+— F.B)<— (A<+— B)

O

To understand these statements one must understand at what level each of the
operators is being used. Theorem 11.2(a) is exemplary. Reintroducing the bar
notation it states that

Fs(A~B) € (FA~F.B) = (A~ B)

¢ Y

Thus all operators are higher-order but for the “~” operators. Note that
F 5 (A ~ B) is the restriction of relator F' to elements of A ~ B. A more
conventional (but calculationally less convenient) notation might be Fa.p (or
F, p) indicating that relators are families of functions indexed by pairs of mono-
types. Statement (b) is interpreted similarly; all operators are higher-order but
for the first, second and fourth occurrences of “<—7.

Armed with this insight we may verify part (a) as follows.

Fo(A~B) € (FA~ FB) + (A~ B)
{ definition of «+— }
P1 N P2
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where

Pl = (FA~FB) 3 Fo (A~B)o (A~B)uo Fu
P2 = (Fo(A~B)> = A~B

Property P1 is verified as follows:

FA~ FBJFo(A~B)o(A~ BoFu
{ definition of 1 at higher order }
V(R,S: R(Fo(A~ B)o (A~ B)uoFu)S
. R(F.A ~ F.B)S)
{ definition of higher order operators,
monotype.(A ~ B) }
V(R,S: IT: T € A~B: R=FT A S=FT)
R(F.A ~ F.B)S)
{ calculus, definition of A~ B }
V(T: AT =T =ToB
V(R,S: R=FT A S=FT:
R=S A FAcR = R = RoB))
{ predicate calculus }
V(T: AT =T =ToB
FA-FT = FT = FT - B)
{ F is a relator and so distributes over composition }
true

Secondly, property P2 is verified as follows:

(Fo (A~ B))>
= { domains: (10.21) }
(F>o (A ~ B))>
{ Fistotal. lLe. F> =1 }
(A ~ B)>
{ A ~ B is a monotype by definition, (10.27) }
A~ B



11.2. THE NATURALITY OPERATORS 179

11.2 The Naturality Operators

Saving one bound variable is hardly justification for such a spate of definitions.
The motivation for presenting theorem 11.2 was to be able to compare it to
theorem 11.5 below. First, yet three more definitions.

Definition 11.3 (The Naturality Operators) Let R and S be specs. Then
we define the relations R < S, R ~> S and R «> S by

(a) U(R~S)V = RoV JU-S
b)) UR~S)V = RoVICUS-S
) UR< SV = RoV =U5sS
([

The above definition of the <~ operator was introduced in [6]; it is related by
part (a) of the following theorem to definitions introduced variously by deBruin
[26], Reynolds [79] and Wadler [91].

Theorem 11.4

(a) If R and S are relations and f and g are total functions then
f(R&~SYg = Y(u,v: fu(R)gv < u(S)v)

(b) If R and S are relations and fv and gu are total functions then
f(R~>S)g = V(u,v: u(R)v = fuu(S)guv)

(c) If R and S are relations and f and g are total, surjective bijections then
f(R<>S)g = VY(u,v: fu(R)gw = u{S)v)

Proof We prove part (a) only. We begin by transforming the right side of
the claimed equivalence to a dummy-free form.

V(u,v:: fu(R)gv < u(S)v)
{ one-point rule }
V(u,v o 3(s,t: s=fu A t=guv: s(R)t) < u(S)v)
{ definition of higher order specs }
V(u, v 3(s,t: u(fu)s A t{ghv: s(R)t) < u(S)v)
{ definition of composition at higher order }
V(u,v 0 u(fvo Ro g)v < u(S)v)
{ definition of J }
fveReog S
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Now we show that this is equivalent to f (R < S)g.

fooeRog 3 S

= { monotonicity }
fofeeReog d fof

= { fis a function, Thus feo fu C [ }
Reg J foS

= { monotonicity }
fuoRog; fuofoS

= { fistotal, thus fue f O3 I }
fooReog JS

The theorem now follows from the definition of R < S.
O

Several other more evident properties of these operators will be assumed in
the sequel, an example being that <« is anti-monotonic in its second argument.

11.3 Naturality of Relators, Reverse and Com-
position

The reader is invited to compare the following theorem with theorem 11.2.

Theorem 11.5 (Naturality of Relators) If F' is a relator then for all specs
R and S

(a) F € (FR<~ FS) < (R<5)
(b) F € (FR~ FS) < (R~ S)
() F € (FR<> F.S) < (R<>S9)

Proof The proof of part (a) proceeds as follows.

F € (FR « FS) « (R < S)
{ definition of € }
F{(FR «~ F.S) « (R <~ S))F
{ theorem 11.4, relators are total functions }
VU,V FU(FR «~ FS)FV < U(R <~ S)V)
{ definition 11.3(a) }
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V{U,V:: FRo F.V J FU o F.S < RoV JU5»°S)
= { relators distribute through composition and are monotonic }
true

The proofs of parts (b) and (c) are identical but for the replacement of the
inclusion symbol by, respectively, the containment symbol and the equality
symbol in the penultimate step.

(Il

Nowhere in this document do we hazard a definition of “natural polymorphism”.
Theorem 11.5 does, however, express precisely what we intend by the infor-
mal statement that relators are “naturally polymorphic”. Similar theorems are
proved later about the basic constituents of cartesian products and disjoint
sums, and about catamorphisms. In each case the theorem involves a universal
quantification over specs, and it is in this sense that the spec in question is
“polymorphic”. The adjective “naturally” is added to suggest the link with
“natural transformation” in category theory and to avoid confusion of our no-
tion of polymorphism with existing notions.

There is, of course, much more to be said about the naturality operators.
Statements such as theorem 11.5 express something about the “type” of specs,
but along with a notion of type one would normally expect a notion of type
inference. A first step to formulating such a type inference algorithm is the
observation that composition is also naturally polymorphic. Specifically we
have.

Theorem 11.6 (Naturality of Composition)
For all ~ € {<&, ~>, <>} and all specs Py, Py, Q1, @2, R, S, T,

Po@Qi(RET)PeQy < PI{RAS)P, A Qi(S~T)Q,
In particular,
Poe@Q e R¥T <« Pe R~AS N Qe S~T

Proof Suppose ~ € {<&, ~>, <>}, Let 4 denote J, C or = depending on
the value of ~. Then we have:

P(R~S)P, N Qi {(S~T)Q,
{ definition of ~ }
RoPy, 94 PioS AN S0Qy 4 Q1T
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= { composition is monotonic with respect to < }
RoPyoQy 4 ProSely N PieSeQy 9 ProQoT
= { transitivity of <9 }

RoPyoeQy I Pro@ioT
{ definition of ~ }
Pro@Qi(R~T)PyoQy

The corollary is obtained by instantiating P, and P, to P and @), and @5 to
Q.

O

Remark We shall often use ~ as a (universally quantified) variable ranging over
{<, ~», <>} and < as a variable ranging over {J, =, C}. Sometimes we use
them both simultaneously, as above, in which case they correspond (i.e. if ~ is
< then < is 3, if ~ is <> then < is =, and if ~ is ~> then < is C.) At other
times they are used singly. In addition we sometimes use > in the role of a
variable (always in combination with <) in which case it designates the reverse
of the relation designated by <. End of Remark

To this we add the “naturally polymorphic type” of reverse. Unfortunately,
our notation does not permit this to be done in a single statement. Instead,
three are needed. Note the interchange of left- and right-pointing arrows in the
first two.

Theorem 11.7 (Naturality of Reverse)  For all specs R and S,

(a) u € (Ru &~ Su) <> (S ~> R)u
(b) u € (RU ~> SU) > (S <« R)u
(C) u e (Ru «> Su) <> (S <> R)u
Proof We prove (a) as an example.

u € (RU@SU)@(SA»R)U
{ theorem 11.4(c), reverse is an isomorphism }

VU, Vi Us(Rv< Su)Vu = U{((S~> R)y)V)
= { definition 11.3(a), reverse and definition 11.3(b) }
VU, Vi RuveVu 1 UvoSu = SoU LC VoR)
= { reverse }
true
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11.4 Natural Simulations and Natural Isomor-
phisms

In this section we briefly introduce two concepts vital to the development of
a theory of data refinement (or reification, as it is sometimes called), namely,
natural simulations and natural isomorphisms. Elsewhere in the report we
return to the topic, giving examples and establishing properties of simulations
and isomorphisms.

Definition 11.8 (Natural Formations) We say that spec v is a natural
transformation to relator F' from relator G and write v € F'«>G if and only if,
for all specs R, v € F.R <> G .R.

We say that spec 7 is a natural down-formation to relator F' from relator G
and write 7 € F« G if and only if, for all specs R, v € F.R «~ G.R.

Finally, we say that spec v is a natural up-formation to relator F from
relator G and write v € F' ~>( if and only if, for all specs R, v € F.R <~ G.R.

([
Expanding the definition of <> one obtains the identity:

(119) y€ Fe>G = V(R: F.Roy = y°G.R)

It is this form of the definition that we use most frequently. The corresponding
identities for down- and up-formations are also frequently used.

Warning In the following discussion we will be particulary concerned with the
composition of relators. To facilitate the calculations we assume that function
application associates to the right. For example, F.G.X should be read as
F.(G.X). We denote the composition of relators F and G by F' « G. This choice
of notation is akin to that in category theory (where both application of functors
to their arguments and composition of functors are denoted by juxtaposition)
but completely opposite to the convention in the lambda calculus. Suffice it to
say that we have no use of curried functions as they are used in the lambda
calculus, and, hence, there is no advantage to us of letting function application
associate to the left. End of Warning

Definition 11.10 (Natural Simulation)  Relator F is said to (naturally)
simulate relator G if and only if there exists a spec 7 such that
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(a) v € Fea
(b) FI O qyonu
(c) ey = GI

The spec ~ itself is called the witness to the simulation.
O

We denote the fact that « witnesses a simulation of relator G' by relator F
by v € F & G. When the existence of a witness is known but not directly
relevant we write F' < G.

More insight is gained into the definition of a simulation by considering the
following equivalent, definition.

Theorem 11.11 For relators F' and G and spec v, v € F R G equivales
the conjunction of the three conditions:

(a) 7 € Fea(G

(b) ~ is a bijection

c) FI 3 < and G.I = =
O

The proof is very routine and so has been omitted. (Two implications have
to be proven. In one direction the main observation is that both F.I and G.I
are monotypes. In the other direction (10.18) must be applied.)

Definition 11.12 (Natural Isomorphism)  Relators F' and G are said to
be (naturally) isomorphic if and only if there exists a spec 7 such that

(a) v € Feal
(b)  yey = FI
(c) ey = GI

The spec ~ itself is called the witness to the isomorphism.
O

Again there is an equivalent definition that adds extra insight.

Theorem 11.13 For relators F' and G and spec v, v € F' = (G equivales
the conjunction of the three conditions:
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(a) v € FealG

(b) ~ is a bijection

(c) FI = ~v< and G.I = 7>
([

Note that the conjunction of (b) and (c) is just the statement that -y is a bijection
to F.I from G.1.

We denote the fact that v witnesses an isomorphism between relators F' and
G by v € F = G. (Note that the order of F and G is relevant.) When the
existence of a witness is known but not directly relevant we write ' = G. (In
this case the order is not irrelevant.)
Remark We have to admit that, at this stage in our research, we are not sure
whether it is desirable to weaken condition (a) by replacing <~> by <~. We
stick to the above definition at this point in time because we do not know any
examples of natural simulations according to this weaker definition that are
not also natural simulations according to the stronger definition. A simulation
satisfying the weaker definition is referred to below as an up-simulation. End
of Remark

The first examples of natural simulations and natural isomorphisms appear
in section 12.5. In this section we limit ourselves to a few abstract properties
of natural isomorphisms.

Suppose F'is a relator and 7y is a bijection with y< = F.I. Define F'7 by
(11.14) F"'R = ~u o F.R o v
Then we have:

Theorem 11.15

(a) v o= F.0

(b) F7 is a relator.

(c) Ftl = F

(d) For all relators G,
yelbF=G = G = F

and G=F = G =F

(e) If 0 is a bijection such that < = ~> then

() = F1°

(f) For all relators G,
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(G o FY67 = G o F7
and  (F « Q)G 2 = 7 e @G
]

Proof Properties (a) and (b) are trivial. (They have been included because
they are a necessary preliminary to the remaining parts of the theorem.) So is
(c). The first part of (d) consists, in fact, of two implications that have to be
proved independently. The first is v € F = F7 which is quite simple to prove:

v e F=F7
{ definition }

bijection.y N v<=F.I N v>=F7.1
{ assumption }

v> = F7.1
[}

true

The second is v € FF =2 G = G = F?. This is also quite simple to prove.
We have, for all specs X,

GX=F.X

{ definition }
GX = qwoeFXoy
= { assumption: yvey = G.I }
vyoG.X = FX oy

{ assumption: v € F«>G }
true

A similar proof is needed for the second part of (d).

For (e) one must first check that G.y< = G.F.I. This is immediate from
theorem 10.34 and the assumption that y< = F.I. One must also check that
G.v is a bijection, which it is by theorem 10.35(b) and (¢). The remainder of
the proof — checking that, for all specs X,

(G F)I67X = G.F'.X

— is a straightforward application of the fact that relators distribute through
composition and commute with reverse.

Property (f) involves a similar set of proof obligations, and is just as straight-
forward.
O
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Corollary 11.16 “Naturally isomorphic” is an equivalence relation on re-
lators. Moreover, for all relators F', G and H,

F=G = FeH=GeH N HeFF=H+({

We leave this proof as an instructive exercise to the reader. As a hint
we would remark that the properties of reflexivity, symmetry and transitivity
correspond to theorem 11.15(c), (d) and (e), respectively. Preservation under
composition is captured by (f).

To conclude this section we summarise several properties of the naturality
operators in four inference rules. Note that (b) and (c) are instances of (d).

Theorem 11.17 (Poly Rules)  For &~ € {«, «>, &, 2}

a) yEF~A~GNIeEGA~H = ~oedeF~H

b) YyEF~G = HyeH+F~H+G

c) yeEFAG = yoGHIeFeHAGH

d) YEFAGANIEHAK = 7oeGodeFeHAG K
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Chapter 12

Polynomial Data Types and
Relators

In order that our theory be of any use we need to ensure that we can indeed de-
fine some non-trivial monotypes and relators. There are just three components
needed to build a significant theory of datatypes, namely a unit type, a disjoint
sum operator and a cartesian product operator. In this section we present an
axiomatisation of these three components.

12.1 The Unit Type

The unit type corresponds to a set with only one element; not a particularly
interesting type, but nevertheless useful as a building block for constructing
more complex data structures. The theory presented so far doesn’t provide a
vocabulary for talking about elements, only for talking about specs: this is not
unintentional since a goal of our work has always been to minimise the incidence
of point-wise arguments. In keeping with this goal, we adopt a rather abstract
view of data types, and take a roundabout route to characterise the unit type.

12.1.1 The Cone Rule

We begin by postulating an axiom dubbed “the cone rule”. This axiom could
equally well have been included in section 9.1. It has been included here because
it is only within the axiomatisation of the unit type that we make any use of

189
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the rule. Elsewhere (e.g. [83]) the cone rule is called “Tarski’s rule.”
The Cone Rule
TT o Ro 1T =TT = R # —

As a partial motivation for the cone rule we ask the reader to compare it
with the following consequence of the middle exchange rule.

Lemma 12.1 For all specs R, the following statements are all equivalent:

()  — = R

(b) — = RoTT

(c) — = TIeR

(d) — = TTeR-TT

© - &

m — - R

Proof Suppose R is an arbitrary spec. Then, it is obvious that (a) implies
both (b) and (c) (since — is a zero of composition). By the same token, each

of (b) and (c) imply (d). That (d) implies (a) follows by the following simple
argument:

. — TT o R TT
{ calculus }
— J 1T o R o TT
= { plat calculus }
— 3 IeRolI
{ calculus }

— = R

Finally, (e) is equivalent to (b), and (f) to (c¢), on account of (10.15) and (10.20).
O

One consequence of the cone rule is that TT and — are different. More
significantly, by combining the cone rule and lemma 12.1, one sees that the
spec TT o Ro TT is always either TT or — whatever the value of spec R. We
say that the function mapping R to TT ¢ Ro TT is boolean-valued; the cone
rule itself is an abstract and concise way of expressing the proposition that,
considered as a set of pairs, spec R either contains no elements or contains at
least one element.

Another consequence of the cone rule, that we mention for later use, is the
following:
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Lemma 12.2 — = Ro 1T 8§ = — =RV — =28

Proof Follows from is clearly trivial. Implication admits a simple and elegant
proof.

— =ReTTeS
{ cone rule }
TT # TToRoTT oS0 TT
{TT = TI o717
TT # TToReTToTT = S0
= {1m = 717

-
:lhw :‘w—/

= { cone rule }
—=RV —=S

12.1.2 The Axioms

In order to capture the notion of a unit type we need to express a sort of dual
to the cone rule, namely that there is a non-empty spec which, when viewed
as a set of pairs, consists of at most one pair the two components of which are
identical. Specifically, we posit the existence of a spec, denoted 1, such that

(123) — # 1
and
(124) I 2 1T o1

There are several ways to convince oneself that axioms (12.3) and (12.4) are
indeed what we seek. One is to interpret the axioms in the relational model;
another is to explore the consequences of the axioms within the theory itself.
We would not discourage the reader from doing the former, but prefer ourself
to emphasise the latter. We verify, first, that the unit type is an “atomic”
monotype (“atomic” to be defined shortly) and, second, that it is a “terminal
object” in the sense of category theory. Finally, we summarise certain basic
properties of the unit type.
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12.1.3 An Atomic Monotype
We begin by verifying that the unit type is a monotype.

Theorem 12.5 1 is a monotype.

Proof
I
J { (12.4) }
L oTT o1
J { domains: (10.18), monotonicity }
I< o1
= { domains: (10.25) }
1
O

We now define an atom to be a spec R such that, for every spec X,
RIX = —=X V R=X

Clearly, — is an atom. In general, the relational interpretation of an atom is
a set of pairs containing at most one element.

Theorem 12.6 1 is an atom.
Proof Let X be a spec such that 1 O X. Then, by the definition of an
atom, we must prove that — =X VvV 1 = X. Assume X # —. Then, by the

cone rule, TT = TT o X o TT . Aiming at the use of this property we calculate
as follows:

=
_
— >

order isomorphism on monotypes }

1S an
o TT

=
e}

oTT)

C X

(12.4) }

C QoTToloXoTT
monotonicity }

olloXoTT

= TI o X o TT | monotonicity }
X

=
o)
DN

)
=
M 3 = o

=

=
N e}
I
BRE
=
O
—
]
<
o)
w0
—
o
()
—
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Properties (12.3), (12.5) and (12.6) express, respectively, that 1 is non-
empty, and is a monotype corresponding to a set containing at most one element.

12.1.4 Terminality

The abstractness in the definition of the unit type consists, in part, of the
fact that the unit type characterises any one-element set (or, if you prefer, is
modelled by any one-element set); the identity of the element is irrelevant. In
category theory a unit type is characterised by the following so-called “terminal-
ity” property: for each set A, there is one, and only one, function = commonly
denoted by !4  in 1 +— A. Introducing the definition

(127) | = 17T

this characterisation of the unit type is mimicked in our theory by the following
two consequences of axioms (12.3) and (12.4). For all monotypes A,

(12.8) 1oA € 1+ A
(120) Rel~A A R-=A = R=104

Thus the categorical function !, is rendered by the imp ! A.
Equivalent, more succinct, and more fundamental, renderings of (12.8) and
(12.9) are

12.10) ! 1is an im and
( D,
(1211) 1 = 1 o TT o 1

from which follows
(1212) ]l ; R< = R — ' o R>

(Note: the equivalence of (12.8) and (12.9) to (12.10) and (12.12) involves a
non-trivial proof but is nonetheless left to the reader.) Here are their proofs.

Proof of (12.10)

' is an imp

{ definition, reverse }
I _ T o TT o TTu o Tu
{ 1 is a monotype, (10.1), properties of TT }
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I J 1o TT7 o1
{124}
true

(]
Proof of (12.11)

1o 07T o1
3 {TT 21}
1-1
= { 1 is a monotype, (10.1) }
1
J { (12.4), monotonicity of composition }
Toloeo T o1
= { 1 is a monotype, (10.1) }
1o 1T o1
O

Proof of (12.12)

1 I R<

{(10.12) }

= 1R

{(12.11) }

R=1cTTeleR N R =1°R
{ (10.1), 1 is a monotype }

R

R = lojToR
= {(10.20) with R, S := S, 7T }
R = ]10—|T0R>

O
It is also clear from these properties that 1 is unique up to isomorphism: if 1’

is also a unit type then 1o 7TT o 1’ is a bijection to 1 from 1'.

12.1.5 A Summary of Basic Properties

The “foundations” that were laid in sections 10 and 11 were not without pur-
pose. In this and later sections we shall continually ask a number of standard
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questions about the specs and/or operators that have been newly introduced,
the questions falling under headings such as “left and right domains”, “imps
and co-imps”, and “natural polymorphism”. Two such questions have already
been answered for the unit type: it is a monotype and the spec ! is an imp.
To these we might also add that the function from specs to specs that always
returns 1 is a relator (because 1 is a monotype). This seemingly trivial remark
will prove to be quite important. There are two “standard questions” yet to
be answered: what are the left and right domains of ! and in what sense is it
naturally polymorphic? Here is the answer to the first of these.

Theorem 12.13

(a) < =1
(b) Is = 7
O

Verification of both of these is straightforward and is left to the reader. (For
part (a) make use of (12.11). For part (b) make use of the cone rule.)
The final question in this list is answered by the following theorem.

Theorem 12.14

e 1< TT
In particular, for all specs R,
le 1<~ R
Proof
e 1 <« TT

{ definition !, definition € }
LoTT (1 <> TT) LoTT

{ definition <> }
TodloTl = 1o TT o TT

{ 1 is a monotype, TT = TT o TT }
true

The corollary follows because equality is a special case of inclusion and <« is
anti-monotonic in its second argument.
1
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The second naturality property of ! above is much the weaker of the two but
may have a more familiar appearance. It is derived from the type statement

oA e 1+— A

by omitting the restriction of the domain to monotype A (in effect considering
the polymorphic imp rather than an instance of it), replacing A by an arbitrary
spec R and replacing “<—" by “<«.”. It is this that is often meant by saying
that ! is “naturally polymorphic”.

The unit type constitutes a building block for the construction of data types;
we turn now to the mortar: cartesian product and disjoint sum.

12.2 Axioms for Cartesian Product and Dis-
joint Sum

In all systems that we know of, cartesian product and disjoint sum are duals
of each other. (Disjoint sum is indeed often given the name “co-product”.) In
choosing an axiomatisation of the two concepts in a relational framework we
have therefore striven for two sets of rules that are “dual” to each other in some
clearly recognisable way. It is for this reason that we present the two sets of
axioms together in this section. In subsequent sections we consider separately
the consequences of the axioms for cartesian product and for disjoint sum be-
fore returning in the final section to consider natural isomorphisms between
combinations of the two.

In choosing our axioms, we have, of course, been strongly influenced by our
experience with set-theoretic presentations of the relational calculus, that being
the model our axioms are intended to capture. Since our notation is somewhat
unconventional we shall frequently refer to this model for motivation.

We begin by postulating the existence of four specs, for cartesian product
the two projections < (pronounced “project left”) and > (pronounced “project
right”) and for disjoint sum the two injections < (pronounced “inject left”)
and < (pronounced “inject right”). (Note the unconventional direction of the
arrow heads. As an aid to memory, and motivation for this choice, we suggest
that the reader bear in mind the diagram “X — X+Y <« Y”.) Further,
experience leads us to introduce four binary operators on specs, for cartesian
product & (pronounced “split”) and x (pronounced “times”), and for disjoint
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sum v (pronounced “junc”) and + (pronounced “plus”), defined in terms of
the projection and injection specs as follows:

(12.15) P = (Kueo P)n (>ue Q)
(12.16) P = (P o ) U (Q o <)
(12.17) P x Q = (Po<x) & (Qo>)
(1218) P4Q = (= o P) v (+ o Q)

The relational model that we envisage assumes that the universe is a term
algebra formed by closing some base set under three operators: the binary oper-
ator mapping the pair of terms z, y to the term (m, y), and two unary operators
— and < mapping the term = to the terms —.x and <.z, respectively. The
interpretation of < and > is that they project a pair onto its left and right
components. That is,

(<) (7,9)

y (>) (2,9)

The four defined operators should be familiar from their interpretations which
are

(1,0) (P x Q) (.
z(P+Q)y = Iu,v: x = su Ay =<0 A u(P)v)
V Hu,v: 2 =<+u Ay = <o A u(Q)v)

Note that these are the definitions of the operators in higher-order SPEC alge-
bras.
Our first axiom is that the injections are both imps.

(1219) I g (‘—> o <—>u) L] (P o <_7u)
The “dual” of this axiom that we propose is:
(1220) I 3 (v o ) M (>u o >)

which says that projecting a pair onto its first and second components and then
recombining the components leaves the pair unchanged.
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(Berghammer and Zierer [14] and de Roever [81] introduce an almost iden-
tical axiom to (12.20) but in their case the axiom is an equality rather than an
inclusion. The difference is that their theories are monomorphic and not poly-
morphic. Relations are assumed to be (externally) typed and there is a family
of product operators indexed by pairs of types. In our theory types (or rather
domains) are internal and there is just one (polymorphic) product operator.)

We remark that axioms (12.19) and (12.20) take the following form when
rephrased in terms of the product and sum operations.

(1221) T 23 I+
(1222) 1 3 IxI

This is reassuring since it is one step on the way to guaranteeing that + and x
are binary relators.

Cartesian product and conjunction are closely related. Specifically, we have
(in the set-theoretic interpretation of x)

(PNQ)y = (z,2)(PxQ)(y,y)

Abstracting from this property in order to find an axiom that has a pleasing
syntactic shape we are led to the following axiom:

(12.23) (P2 Q)o o (R4S) = (Poo R)N(Qo > $)
The dual axiom for disjoint sum is:
(1224) (Pv Q) o (RvS)v = (P e Ro)U(Q = Su)

(The reader may wish to interpret these properties in the relational model to
assure themself of their validity.)

As a final axiom we postulate that left projection is possible if and only if
right projection is possible:

(12.25) <> = >>

Property (12.25) is equivalent to
(1226) TT o <« = TT o>

Its dual is therefore the trivially true

% 0o — = {2 o —
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There are thus no further axioms for disjoint sum.

The five properties (12.19), (12.20), (12.23), (12.24) and (12.25) are the sum
total of our axiomatisation of cartesian product and disjoint sum.

In the following two sections we consider individually the consequences of
the axioms for cartesian product and disjoint sum. The cap operator in the
definition of split together with the fact that composition is not universally M-
junctive make the calculations with cartesian product somewhat harder than
those with disjoint sum. For this reason we begin with cartesian product and
allow ourselves the luxury of much greater brevity in the discussion of disjoint
sum. It should be noted that the organisation of the calculations in the next
two sections is intended to facilitate, above all, ease of reference. A consequence
thereof is that the reader may spot ways of shortening our calculations by
interchanging the order of presentation.

12.3 Properties of Cartesian Product

There is a major complicating factor in developing a relational rather than a
functional theory of datatypes. It is not, however, a complication that we want
to avoid or brush under the carpet since it is an inevitable consequence of the
desire to face the issue of nondeterminism. The complication can be pinpointed
to cartesian product. Consider, as a first example, the “doubling function”,
i.e. the function that constructs a pair from a singleton by simply copying its
argument. This is the imp I ~ I. Now consider the equation:

(Ial)o R = RsR

and let us interpret R as a nondeterministic function. The equation is then
clearly invalid since on the left side some nondeterministically calculated value
is copied whereas on the right side a pair is constructed by applying R twice;
since that calculation is nondeterministic the two elements of the pair may
differ. If, however, R is a true function (an imp according to our definition) the
equation is valid, as can easily be proved. Clearly the difference lies in the fact
that imps distribute backwards over the cap operator whereas that is not the
case in general.

The ramifications of the lack of such a distributivity property are many-
fold. They can best be observed by comparing the theorems in this section
with those in the next. In particular the fusion properties in the subsection
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12.3.1, the computation rules in subsection 12.3.2 and the terminality property
in subsection 12.3.6 are significantly less tractable than their counterparts for
disjoint sum.

Many of the theorems in this section go in pairs: one for left and one for
right projection. In all cases we prove just one of the two.

12.3.1 Fusion Properties

Our first concern is whether or not the product operator (x) is a relator. Ac-
cording to the definition of a relator there are four conditions that we must
verify. The first condition is axiomatically true (see (12.22)). The second con-
dition, the requirement that cartesian product be monotonic in both its argu-
ments, is clear from its definition (it is a composition of monotonic functions).
Also clear from the definition of cartesian product is that the reverse operator
distributes over it. Le.

(1227) (P xQ)v = Puv x Qu
It remains to show that composition distributes over cartesian product:

Theorem 12.28 (Product-Split and Product-Product Fusion)

() (PxQ) e (RoS) = (PeR) » (QeS)
()  (PxQ) e (RxS) = (PoR) x (Q = 5)

Proof We only prove the (a)-part, the other part follows immediately from
(a) and (12.17).

(Px@) o (RaS)
= { (12.27), reverse }

(Pu X Qu)u o (RA S)
= {(12.17) }

(Pre<) & (Que>))u e (R2S)
= {(12.23) }

(Puo<<)u o R 1M (Quo>>)u o 9§
= { reverse }

LKuo Po R T1 >uo oS8
= {(12.15) }

(PeR) » (Q°5)
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Properties (12.28a) and (12.28b) are the first examples of many properties

to which we give the name “fusion” property. In general, whenever we intro-
duce a relator we seek its associated “catamorphism” operator (in the case of
cartesian product this is split, and in the case of disjoint sum this is junc) and
we investigate conditions under which two specs can be “fused” into the one
catamorphism. (Typically, as in (12.28a) and (12.28b) one of the specs to be
fused is itself a catamorphism.) Later on, when we discuss relators defined via
fixed-points we shall observe a connection between catamorphism fusion and
loop fusion, and such properties will prove their worth in enabling us to derive
efficient programs. Note, however, that we do not always use the rules to “fuse”
specs; just as often we use them to “defuse” a spec into component parts. The
reader should not allow the one-way character of the name to prejudice their
use of such rules.
Remark Our efforts to identify categories of properties to which we give compact
names can never be wholly satisfactory because the categories are not distinct.
Property 12.28(b), for instance, is both a fusion property =~ because a product
is a particular form of catamorphism — and an abide law — composition and
product abide with each other. End of Remark

Corollary 12.29 X is a binary relator.
([

A fusion equality in which the split occurs to the left of the composition
cannot be established in general. An inclusion does hold, however, and is not
entirely useless. Two cases where an equality can be established (although not
the only ones) are when one operand of the split has the form Seo TT for some
S and when the right operand of the composition is an imp.

Theorem 12.30 (Split-Spec and Split-Imp Fusion)

() (RoS)oT C (ReT) o (SoT)
(b) (RaS)oT = (ReT) o (SoT)
&= R J ReToTu v S JScToTu
In particular, for all imps f,
(€  (RaS)ef = (Ref)a(Sef)
Also
(d)  (Ra(SeTT)) o T = (ReT)(SeTT)
Finally,
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()  (ReS)oT = (RoT)a(SeT)
« (R S)< T ((RT) & (SeT))s
AN T JRsoRocT ANT 3800850 T

Proof As indicated (c) is an easy consequence of (b). (Just check that the
premisses in (b) are fulfilled by imps f. Straightforward unfolding of the defi-
nition of split augmented by, in the case of part (a), monotonicity, in the case
of part (b), lemma D14, in the case of part (d), theorem D15 and in the case

of part (e), theorem D20 suffices to establish the remaining parts.
O

12.3.2 Computation Rules

The name “projection” immediately suggests its operational interpretation.
Here that interpretation is represented by two rules that we call “computation
rules”. Before we can derive these rules we need to note several lemmas:

Lemma 12.31

(a) T o> I K

(b) TT o I >

Proof Immediate from (12.26), TT o< J < and TT o> J >>.
O

We shall have further use of lemma 12.31 later, but an immediate corollary
is that one can express various combinations of one projection in terms of the
split and product operators:

Lemma 12.32

(a) KveR = RoaTT
(b) >ueR = TT 2R
() KUoRok = RxTT
(d) SuoRoe>» = TI xR
In particular,

(e) v = [IaTT

(f) >u = Tral

(2) Kuok = [IxTT
(h) >Suvo>» = TI x 1
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Proof We only prove (a).

RaTT

= { (12.15) }
LKvo R M >uo T

= { lemma 12.31(a), reverse, TT o R T TT }
<Ku o R

To prove (c) use exactly the same strategy.
(I

The following theorem is the announced “computation rule” permitting the
“execution” (or simplification) of a projection. Note that the rule is valid for
all specs P and () but the righthand side of each rule is slightly more complex
than a naive examination might suggest.

Theorem 12.33 (Computation Rules for Split)

(a) <o (P2Q) = P
b) > (PaQ) = Qo P>
Proof

<o (P2rQ)

= { (12.32)(e), reverse }
(IaTT)u o (P2Q)

= { axiom: (12.23) }
P TTeqQ

= { domains: (10.20) }
P o Q>

We mention one, easily derived, corollary of lemma 12.32 and theorem 12.33.

Theorem 12.34
<< [e] >>u = —|_|— _— >> [e] <<U

O

Theorem 12.34 is important if only because it is an important stepping stone
to proving that product is “strict”. (See section 12.3.5)



204 CHAPTER 12. POLYNOMIAL DATA TYPES AND RELATORS

Since product is defined in terms of split, the above computation rules can be
instantiated with that definition giving computation rules for product. Doing
so, however, one obtains ugly domain expressions that we do not care to use.
The next lemma reformulates those expressions and happens to come in handy
in a later calculation.

Lemma 12.35

(a) (Pok)> = <voPsok M >uo>» = P>x1
(b)  (Qe>) = <o NM>ue@>e> = IxQ>

Proof We prove (a) only. Within (a), the equality between the second and
third expressions is a straightforward unfolding of the definition of product so
we limit our attention to the equality between the first and second expressions.

(Pe<)>

= { (10.21) }
(P> o <<)>

= { definition of right domain, P> is a monotype }
I 1T <voP>ok

= { P> is a monotype, monotonicity }
I T KuoProk [ KuoK

= { ITN<ve = {(1225)} I >ve> }
I TT KuePro T1 >uo>»

= { (12.20), monotonicity }
Lvo P>k 1 >uo>

O

Theorem 12.36 (Computation Rules for Product)

() < (PxQ) = Po<o(IxQ)
(b) >0 (PxQ) = Qo> o (P>x1I)
Proof

<+ (PxQ)

= { definition of x, computation rule 12.33(a) }
Po <o (Qo>)
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= {(12.35))

Po<<o(]XQ>)

The occurrence of the right domains in the right sides of theorems 12.33
and 12.36 alerts one to an important observation about product: the operands
interact with each other in a curious and sometimes troublesome way. Rules
that permit one to cancel one of the operands of a product or split — inevitably
with provisos  are therefore useful. One such is the following.

Theorem 12.37

(a) R = KoeRxSo<gu <« S +# —
(b) S = >»>cRxSo>»1 <« R# —

Proof We conduct the proof in two stages. First we establish
LKoRxSoku = RN TToSeTl

Ko RxSoxu

= { 12.32(e) }
KLKoRxSoIaTl

= { product-split fusion: 12.28(a) }
L o Ra(S0TT)

= { computation rule 12.33(a) }
Ro (SoTT)>

= { domains: (10.20) }
RN TTeSoTT

Now, it is easy to apply the cone rule and obtain the required result:

R
= { calculus }
RMOTT
= { S#—, cone rule }
RM TToSeTT
= { above }
Ko RxSoxu
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12.3.3 Imp and Co-imp Preservation

Up till now our language has implied that the projections are imps but, as
yet, we have not stated the fact so explicitly and nor has it been proven. Not
surprisingly the proof is rather trivial.

Lemma 12.38
Lok = [ and > o >uv = [

Proof As always we content ourselves with the proof of just one of the state-
ments.

<L o0 LU

= {(12.32) }
(I~TT)u o (IaTT)

= { axiom (12.23 }
I (TTueTT)

= { calculus }

I
O

Corollary 12.39 < and > are both imps.

Proof Immediate from the definition of an imp.
]

Now we turn to product and split. Since product is a binary relator we have:

Theorem 12.40 X preserves both imps and co-imps.
O

For split the situation is a little more interesting.

Theorem 12.41

(a) PaQ@isaco-imp <« Pisaco-imp V (@ isa co-imp.
(b) PaQ@Qisanimp <« Pisanimp A ( isan imp.
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Proof Note the disjunction in part (a). This quite strong theorem is never-
theless straightforward to prove by application of axiom (12.23). Part (b) is a
little less straightforward:

R~ S isanimp
{ definition }
(RaS) o (RaS)u C [T
{ (12.15), reverse }
(KueR I >ueS) e (Ruek M Suo>) C T

= { monotonicity }
<<UORORUO<< M >>UOSOSUO>> E yi
= { (12.20) }

Roe R C I AN SoSv C I
{ definition }
R is an imp A S is an imp

O

Corollary 12.42

(a) I ~ ] is a bijection
(b) I ~ R is a coimp for all specs R.
O

Specs of the form I 2 R form primitive instances of what Meertens [70] calls
“paramorphisms”. In particular, the doubling function I 2 [ is important for
various reasons. (One reason not elaborated further here is that in category
theory it is one of the units in the defining adjunction of cartesian product.
The other unit is the pair (<,>>). In the current relational setting product
is not categorical but does fulfill a weaker notion of adjunction in which the
two units are I 2 [ and the pair (<, >). Since we have observed that the two
projections are imps it would be remiss of us not to at least mention that I o I
is a co-imp.)

(The fact that a split is a co-imp if just one of its arguments is a co-imp does
not help one to prove anything stronger about product.)

12.3.4 Left and Right Domains

Much of the work necessary to determine the effect of the left and right domain
operators on splits and left and right projections has already been completed.
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Lemma 12.38, for instance, tells us immediately that the projections are surjec-
tive. Le.

Theorem 12.43 K< =1 and >< =1
O

Moreover, lemma 12.35, with P and @) both instantiated to I, predicts their
right domains:

Theorem 12.44 &> = [IxI and > = [Ix1
O

Since product is a (binary) relator we can immediately instantiate theorem
10.34 obtaining;:

Theorem 12.45

()  (PxQ< = PexQe
b)  (PxQp = PoxQ
O

As discussed earlier it is important to establish rules that permit one to
ignore one of the operands of a split or product. For the calculation of left
domains we have the following such rule:

Theorem 12.46

(a) (Ko RxS)<=R< <« S#—
(b) (>0 RxS8)<=S5< & R#—

There is clearly a similar rule for right domains obtained by applying reverse
to the arguments of the left-domain operators.

Proof Consider (a). Beginning with (< o R x S)< the goal in the calculation
is to work towards an application of theorem 12.37. Since the term “<uv”
appears in the latter a way must be found to introduce it. Appropriate to this
is theorem 12.44.
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(€ o Rx S)<

= { x is a relator }
(KoRxSolxI)<

= { theorem 12.44, domains: (10.19) }
(Ko RXx S o ku<)<

= { domains: (10.16) }
(Ko R xS o<ku)<

— { o S # —, theorem 12.37 }
R<

We conclude this section with expressions for the right and left domains of
a split. That for the left domain is not particularly helpful but is more compact
than the expanded form of the definition! (As one might expect it is usually
more difficult to predict the left domain than the right domain of a split.)

Theorem 12.47 (Split Right and Left Domain)

(a)  (P2@Q)> = P>0Q
(b) (P2Q)c = <voPoQuox> 11

Proof Simple application of the definition of split and right domain together
with axiom (12.23) for part (a) and the definition of split together with property
(10.18) for part (b).

O

Corollary 12.48 (RoS) o T)< = (R & (Te8u))<
Proof By 12.47(b) the left side is equal to
KLuoRoSoTuo> M 1
Using the same rule and elementary properties of reverse the right side can also

be written in the same way.
(I
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12.3.5 Bottom Strictness

In this section we explore circumstances in which a split or product of two specs
is equal to —. The conclusion of the section is that product and split are both
“bottom-strict”. That is, if either of their arguments is — then their result is
—. The key observation is the following:

Lemma 12.49 IoR=— = R> = —
Proof
I~R = —
= { domains: (dual of) D9(d) }
(I A R)> = —
= { split right domain: 12.47(a) }
I>NMR> = —

{ domains: (10.27) and (10.4) }
R> = e

Using lemma 12.49 we can determine exactly when a split is —.

Lemma 12.50 RaS = — = RoSu= —
Proof
RaS = —
= { domains: D9(d) }
(RAS)< — —_

{ corollary 12.48 }
((R o Su) A [)< = —

{ domains: D9(d) (twice), and lemma 12.49 }
RoSu = —

Now, applying 12.50 we get a condition for a product to be —.
Lemma 12.51 RxS =— = RoTloSu = —

Proof



12.3. PROPERTIES OF CARTESIAN PRODUCT 211

RxS = —

{ definition: 12.17, lemma 12.50 }
Rogo>»uoSu = —

{ theorem 12.34 }

RoTT oSu = —
O
If we assume the cone rule then (see lemma 12.1) the right side of lemma
12.51 is equivalent to R = — V S = —. Thus we conclude:

Theorem 12.52 (Strictness of Split and Product) For all specsa R
and S,

RoeS=— <« R=— V S=—
Moreover, assuming the cone rule,

Proof Straightforward application of 12.50 and 12.51 using the hints given
above.
([

12.3.6 Unique Extension Properties

In the category Set of sets and total functions cartesian product is defined
via limits of functors in the following way. Let 2 be the discrete category
with objects {0,1}. For object A in Set the constant A functor is denoted by
A : Set «— 2 . The cartesian product of X and Y is defined to be the limit
of the functor F : Set +— 2 with F-0= X and F-1 =Y. lL.e. the product
is a set (' and a natural transformation 7« : F <— (' such that for every set
D and every natural transformation o : F <— D there is a unique arrow
¢ : C <— D in Set such that 7 o ¢ = ¢. Usually C is denoted by X [[Y
or X x Y, while the natural transformation is denoted by the pair 7y , 7y of
projections. The terminality of 7 is most often phrased as follows. For every
D and all total functions f : X <«— D and g : Y <— D thereis
a unique total function h : XY <— D suchthat ny o h = f

and 7wy o h = ¢ .In our system this terminality is valid not only for imps
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(our equivalent of functions) but also for a more general class of specs (although
not for all specs). We refer to the relevant theorem as the “unique extension
property” for cartesian product, and it is the purpose of this section to present
the property and then to explore some of its consequences. First, an important
theorem.

Theorem 12.53 (Domain Trading)
PaQ = (Pe@s) & (QoP)

Proof
(Pe@) = (QoP)
— { domains (10.13), monotypes (10.2) }
(P<(P>11Q)) ~ (@ (P>11Q>)
— { P>1@Q-> is an imp, M-distributivity }
(P2@Q) o (P>NQ>)
— { (12.47(a)), (10.13) }
PaqQ
O

Corollary 12.54 For monotypes A and B,
AJQ AN BIP> = PaQ = (P-A) 2 (Q°B)

Proof Follows immediately from the domain trading rule by monotonicity.
O

The significance of theorem 12.53 is that it is not dualisable to disjoint sum.
As we shall see, a sum of two specs is truly disjoint. Theorem 12.53, on the
other hand, says that a split (and hence also a product) is not disjoint; the two
operands interact with each other.

In its most general form the unique extension property is as follows:

Theorem 12.55 (Unique Extension Property)
Suppose < € {C, =, J}. Assume also that

X 4« KvoKoX 1 >uo>oX
Then
X<dPaQ = <o XAPo@ A >0X Qo P>
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Proof The =-part of the equivalence follows from the computation rule (the-
orem 12.33) and monotonicity. For the other part we assume the righthand side
of the equivalence and prove the validity of the lefthand side:

PxrQ
= { lemma 12.53) }
(P+Q)~ (@ P>)
= { definition of split }
< u o (P o Q>) M >u o (Q o P>)

> { rhs is assumed true, monotonicity }
KuoKoX M1 >uo>»oX

> { assumption }
X

More often than not we apply the theorem with the variable “<” instan-
tiated to “=". However, since our purpose is to develop a theory that admits
program refinement as a possible step we are continually on the lookout for
more general properties of the same nature as theorem 12.55, the cost in terms
of burden of proof being typically almost negligible.

The assumption in theorem 12.55 is somewhat unwieldy; however, it is im-
portant to note that it is not equivalent to X being an imp. (It is however
implied by that circumstance when < is instantiated to equality.) The assump-
tion is indeed quite weak and we shall encounter several instances where it is
valid. One such case is where X is itself a split term, resulting in the following
elimination property.

Theorem 12.56 (Split Elimination)

For all 9 € {C, =, 3}
Pa@Q 4 RS = PeoQ><d ReS> A QoP> < SoR>

Proof We aim to use the unique extension property with X instantiated to
R 2 S. We must therefore verify the premise. Now,

Kvoe Lo (RaS) M >uoe>e (Raf)
= { computation rule for split }



214 CHAPTER 12. POLYNOMIAL DATA TYPES AND RELATORS

Ko RoS> M >ueoSo R>
= { definition of split }
(RoS5>)» (50 R>)
= { lemma 12.53 }
R~ S

Thus the premise is verified (whatever the value of < since equality implies
inclusion). The rest is straightforward: use the unique extension property and
then the computation rule for split to eliminate the projections.

([

We return now to the original concern, which was the case that X, P and @)
are all imps. The backwards distribution of imps over intersection shows that
the assumption in the statement of the unique extension property is met for
imps with left domain in [ x I. For the terminality we also have to get rid of
the right domains. This explains the assumptions in the terminality theorem.

Theorem 12.57 (Terminality)
Let f be animp with I x I J f< andlet P> = @>. Then

f = Pa@Q = <of = P AN > f = @
Equivalently, for all imps f and all specs P, @),
UxI)of = Po@Q = <of = P AN>of =

where P’ denotes P o Q> and @' denotes () o P>.

Proof See the discussion above.
O

12.3.7 Naturality Properties

Part (a) of lemma 12.28 is a very important property, just as important as part
(b). It can be expressed somewhat differently, namely as a naturality property
of split.

Theorem 12.58 (Naturality of Split)
For all specs R,S and T', and all imps f,
(a) rn € (RxS & T) &« (R&T) x (S<&T)
(b) 2 € (BxS < [f) < (Re>f) x (5S<f)
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Proof We supply the full details in the case of part (a) only.

s € (RxS&T)&~ (R&T) x (S&T)
{ (11.4), & is a function }

VU, V:: aU(RxS «~ T) sV

“~=

U(R=~T) x (S=~THV
)
{ definition of X in a higher-order algebra }
Y(U1,U2,V1,V2::
UlaU2(Rx S < T)V1aV?2
e UL{R<TYV1 A U2(S « T)V?2

)
{ definition of < }
V(U1,U2,V1,V2::
(RxS) o (V1aV2) 2 (UlalU2) o T
< RoV1 JULeT AN SoV2 I U2T
)
= { theorem 12.28(a); split-spec fusion theorem 12.30(a) }
Y(U1,U2,V1,V2::
(RoV1) & (SoV2) O (Ul=T) a (U2-T)
<= RoV1 JULeT AN SoV2 I U2T
)
= { monotonicity of 2 }
true

Note the occurrence of “<” in the fourth step; it is not the case that any of
the “<” operators can be replaced by either “~>"or “<>” (except as indicated
in (b)).

The proof of (b) can be obtained by suitably modifying the above proof,
appealing to split-imp fusion (part (c¢) of theorem 12.30) rather than split-spec
fusion.

(I

Since product is a (binary) relator we can simply instantiate theorem 11.5

to obtain:

Theorem 12.59 (Naturality of Product)

For all specs R, S, T,U and all ~ € {<, ~> <>}
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x € (RXT <~ SxU) « (R~8)x (I ~U)
O

The two projections are also naturally polymorphic in the following sense.

Theorem 12.60 (Naturality of Left and Right Projection)

For all specs R, and all total specs S (i.e. specs S s.t. S> = I)
(a) K €ERRxS and > € R<>SxR

In particular, for all specs R,

(b) KX ER<<RXTIT and > € R<«> Tl xR

and

() K €ER<>RxI and > € R<>IXxR

and, for all specs R and S,

(d) KX ERSRxS and > € R&SXR

(Note that all occurrences of “<>” in the statement of the theorem can be
replaced by “<” or “~>” since equality implies inclusion.)

Proof

K € R<>RxS
{ definition of «> }
Ro<x = <o (RxS)
{ computation rule (12.36) }
Ro< = Ro< o (IxS5S>)
{ assumption: S> = [, theorem 12.44 }
true

The corollaries (b) and (c) are just instances of (a). Part (d) follows because
<~ is antimonotonic in its right argument (as is easily verified).
O

Now that we have cartesian product we can make the statement of the
polymorphic type of composition more compact.

Theorem 12.61 (Naturality of Composition)
For all ~ € {<, ~>, <>}, and all specs P, @ and R,

c € (P~ R) = (P~Q)x(Q~R)
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12.3.8 Junctivity Properties

Although we give more general junctivity properties below, we start with the
finite junctivities. Distribution of cap over split and product is given by

Theorem 12.62 (Split-Cap and Product-Cap Abide Laws)

(a) (P2a@Q)N(R2S) = (PNR)2(QNS)
b)) (PxQ)N(RxS) = (PNR)x(QNS)

Proof We only prove (a). The proof of (b) is almost the same, but for an
extra appeal to the backward distribution of composition over imps.

(P2Q)n(R~S5)
= { (12.15) ; plat calculus }
<<UOP|_|<<UOR|_|>>UOQ|_|>>UOS
= { <v and >u are co-imps }
Kv e (PMR) T >uo (QMS)

= { (12.15) }
(PMR)»~(QMS)

Distribution of cup over split and product has another form. The easy proof
is left to the reader.

Theorem 12.63

(a) (PUQ)~(RUS) = PaRUPaSUQrRUQ~S
(b) (PUQ)x (RUS) = PXxRUPxSUQRXRUQExS
In particular,

() Q+(RUS) = Q+RUQ~S

(d) (PUQ)2R = PsaRU Q2R

(e) Qx(RUS) = QxR U QxS

(f) (PUQ)xR = PxRUQxR

O

As mentioned we can do a lot better than (12.62) and (12.63): the split and
product operators are positively M-junctive. They are not universally M-junctive,
for in general

TT 2717 # T7  and T xTT  # 71T

(As a matter of fact the second of the above is independent of our axioms.)
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Theorem 12.64 Let V be a non-empty bag of pairs (V,,V,) of specs,
L=T1(V:VeV:Vy,)and R=1(V:VeV:V,). Then

(a) LrR = T1(V:VeV:VaV,)
(b) LxR = TI(V:VeV:V,xV,)
Proof

MV:VeV:<uo V3 N> V)
= { quantifier calculus }
MV:VeV:<ue V)N MV :VeV: >ue V)
= { <« and > are imps and V is non-empty }
Lvo L M >uvo R
= { (12.15) }
L2R
The proof of part (b) is similar, thus left to the reader.
O

In particular, split and product are M-continuous. Although they are not L-
junctive, they are Ll-continuous:

Theorem 12.65 Let V be a linear bag of pairs (V),V,) of specs, L =LI(V :
VeV:Vy)and R=U((V:VeV:V,). Then

(a) LaR = UV:VeV:Val,)
(b) LxR = UWV:VeV:V\xV,)
Proof

Kvo L M>»ve R
= { universal L-junctivity of composition }
U(V:VeV:<ue V) M UV:VeV: >uo V)
= { quantifier calculus }
UV, W:V,IWeV: <uo Vi M >uo W,)
= {V is linear, diagonalization }
U(V:VeV: <uve Vi M >ue V)
= { (12.15) }
LU(V:VeEV:iTial,)
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12.4 Properties of Disjoint Sum

We have discussed the properties of cartesian product before those of disjoint
sum because the latter are substantially simpler to derive. This is because the
cap operator in the definition of split is replaced by the cup operator in the
definition of junc, and composition is universally U-junctive but not universally
M-junctive. Calculations with split and/or the projections can thus often be
transliterated into calculations with junc and/or the injections  but less often
the other way round. We shall take advantage of this fact by simply stating
several properties of disjoint sum without accompanying proof. Only where the
claimed property is stronger than its counterpart do we provide a proof. The
order of presentation also remains the same so that the reader may compare the
properties one-by-one. (Note that we said that proofs about cartesian product
can often be transliterated. We do not know of an algorithm to perform the
transliteration (when indeed it is possible). The reader should therefore be on
their guard as we are on ours.)

12.4.1 Fusion Properties

As was the case for cartesian product it is straightforward to see that + satisfies
three of the conditions necessary for it to be a relator: the first is satisfied
axiomatically, and monotonicity and commutation with reverse are satisfied by
construction. Distributivity with respect to composition is also a special case
of a “fusion” law, namely that a sum can be fused with a junc.

Theorem 12.66 (Junc-Sum and Sum-Sum Fusion)

() (PvQ) (R+S) = (P=R) v (Q=S)
(b)  (P+Q) » (R+S) = (PeR) + (Q°S)
O

Proof 'Transliteration of the proof of theorem 12.28.
([

Corollary 12.67 + is a relator.
(Il

One more fusion property can be added to this list on account of the universal
LI-junctivity of composition, namely:
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Theorem 12.68 (Spec-Junc Fusion)

Peo(Q@vR) = (PoQ)v(P°R)

Comparison should be made with theorem 12.30 where a restriction to imps
had to be made in order to obtain an equality.

12.4.2 Computation Rules

The computation rules for junc do not involve any extra complications (unlike
those for split). Their derivation, however, follows the same pattern. Lemma
12.31 has a trivial counterpart; the following is the counterpart of lemma 12.32.

Lemma 12.69

(a) v = [Jv—

(b) —u = — v ]

(c) So—u = [ 4+ —
(d) o = — + ]
O

For want of inventiveness we give the name “co-strictness” to the next the-
orem (although the property is not really the dual of the strictness of product).

Theorem 12.70 (Co-strictness of Sum)

O

The proof is elementary.

Derivation of the computation rules is now straightforward and is left to the
reader.

Theorem 12.71 (Computation Rules for Junc)
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(@)  (PvQ) o = =P

(b)  (PvQ) » < = Q

In particular

(c) (P+Q) o <= = < o P
(d)  (PHQ) » < = <~ @
(Il

As for split, we mention one particularly interesting corollary obtained by
combining the computation rules with lemma 12.69.

Theorem 12.72

U 0 &L = — = {&OuU o

12.4.3 Imp and Co-imp Preservation

Our first axiom was that left and right injection are both imps. In fact they are
also co-imps as is evidenced by the following:

Lemma 12.73

“3yU o 3 = I = LU o Lo

Proof Immediate from the computation rule (12.71) combined with (12.69).
O

Corollary 12.74 — and <= are bijections.
([

Since split preserves both imps and co-imps one would expect that junc does
so too. But this is not the case! The proof that split preserves imps cannot be
transliterated into a proof that junc preserves co-imps (thus emphasising that
one has to be very careful with “dualisation” of arguments) and we can only
assert that it preserves imps. Nevertheless, + preserves both.

Theorem 12.75 (Imp and Co-imp Preservation)



222 CHAPTER 12. POLYNOMIAL DATA TYPES AND RELATORS

(a) v preserves imps.

(b) If f and g are both co-imps and f<Mg< = — then
f v gis a co-imp.

() + preserves both imps and co-imps.

Proof We leave (a) and (b) as exercises for the reader. (By implication
(b) states also that v does not preserve co-imps in general.) Part (c) follows
immediately from the fact that + is a relator.

O

12.4.4 Left and Right Domains

Lemma 12.73 not only predicts that the injections are co-imps but also that
they are total. Formulae for the left domain of the injections are also easy to
calculate:

Theorem 12.76

(a) > = [ and <> = T
(b) < = J+— and << = —4]
O

The next theorem could be said to be the dual to the theorem that the right
domains of the projections are equal.

Theorem 12.77
=< [ &< = —
Proof

< [ 4=¢<
= { domains are monotypes, (10.2) }
< 0 Lox<
= { theorem 12.76(b) }
I4—o—+1
= { relator.+ }
J— + R
= { costrictness of sum: theorem 12.70 }
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For many purposes a weaker form of theorem 12.77 suffices.
Corollary 12.78

S+ = —
Proof

S M+ = —
{lemma 12.1 }

(=Ne)c = —

= { monotonicity }
< [ &< = —

In contrast to those for cartesian product the rules for the left and right
domains of junc and sum are very simple. Both domain operators distribute
over sum, and over junc, but transforming the operator in one case into cup
and in the other into sum.

Theorem 12.79

(a)  (P+Q)> = P>+ Q>
(b)  (P+Q)< = P<+ Q<
(c) (Pv@)< = P<U Q<
@ (PvQ» = P+ Q

Proof The proofs of (a), (b) and (c¢) can all be obtained by transliterating
the proofs of the corresponding properties of cartesian product. By (10.20), (d)
follows if we can establish that

TT o (P>—|—Q>) = IT o (PVQ)
This we now do.

TT o (P>+Q>)
= { definition of sum, theorem 12.68 }
(—|_|—o(_>oP>)v(—|_|—o<_>oQ>)
= { (10.20) }
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(TT o >0 P>) v (TT o ¢=> o >)
= { (12.76) }
(T Ps) v (T » @)
= { (10.20), theorem 12.68 }
TT o (Pv Q)
O

12.4.5 Unique Extension Property

The counterpart of the terminality property of cartesian product is an initiality
property. Here it is yet stronger: so much so indeed that it warrants a different
order of presentation. The key insight is that two components in a junc or sum
remain truely disjoint. To be precise:

Theorem 12.80 (Cancellation Properties)

For all < € {C, =, J},

a) PvQ<QRvS = P4 R A Q9 S
b)) P+Q<Q R+S = PAR A Q4 S
Proof

(a) Pv@Q < RvS
= { monotonicity }

Pv@Qo— <d RvSeo— A Pv@ o+ I RvS o+
{ computation rules }

P4 R AN Q9S8

= { monotonicity }
Pv@ 9 RvS

(b) P+@Q 9 R+S
= { definition of sum, (a) }
o Pd—soR A o d<0oF
= { compose on the left with <v and <—u, lemma 12.73 }
P4 R AN QIS
= { monotonicity }
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P+@Q 4 R+S
O

Corollary 12.81 (Junc Initiality)

For all Q € {C, =, O},
Po(I+]I) 9 QvR = Pe— I Q A Pe+> <R

Proof By the definition of sum, (12.18) and spec-junc fusion, (12.68),
Po (I+I) = (Po=)v(Po<)

Initiality thus follows immediately.
([

12.4.6 Naturality Properties

The naturality properties of the two injections are stronger than those of the
projections.

Theorem 12.82 (Naturality of Left and Right Injection)
For all specs R and S,

(a) — € R+S <> R
(b) < € R+S <> S

Proof Immediate from the computation rules and the definition of <> .
(Il

The naturality property of junc is also stronger.

Theorem 12.83 (Naturality of Junc and Sum)
For all specs R, S, T and U and all ~ € {<& ~> <>}

(a) v € (RXS+T) «~ (R~ S)x (R~T)
(b) + € (R+S~T+U) «~ (R~T)x (S~U)

Proof In the following proof we use < tostand for 2, C or = depending
on the value of ~ . (Cf the definitions of the three naturality operators.)



226 CHAPTER 12. POLYNOMIAL DATA TYPES AND RELATORS

v € (RYSHT) <~ (R~ S)x (R~T)
= { theorem 11.4 }
VUV, W, X =
UvV(IR~S+T)WevX <« UR~SSYW AV(RAT)X
)

We now continue with the quantified expression.

UvV(IR~XS+T)WevX <« UR~S)WAV(RAT)X
{ definition of ~ }
R o (WVX) < (UVV) ° (S—l—T)
& RoW JQUoS AN RoX A VoT
{ theorems 12.68 and 12.66 }
(RoW)v(ReX) Q (UeS)v(VeT)
< ReW 9 UeS AN ReX QVoT
{ monotonicity }
true

The verification of (b) proceeds in the same way.
O

12.4.7 Junctivity Properties

The finite junctivity properties of disjoint sum are stronger than those for carte-
sian product:

Theorem 12.84 (Junc/Sum-Cup/Cap Abide Laws)

(PvQ)U(RvS) = (PUR)v(QUS)
(P+Q) U (R+S) = (PUR)+(QUS)
(Pv@Q)N(RvS) = (PNR)v(QMS)
(P+Q) M (R+S) = (PO R)+(QMS)

Proof The proof technique is the same in all four cases. We make do, there-
fore, with a proof of (¢) as illustration.

Applying the initiality property (12.81), property (c) reduces to three prop-
erties:
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(Pv@Q)N(RvS) e I+l = (PvQ)MN(RvS)
(Pv@Q)N(RvS) e — = PNR
(PvQ)MM(RvS) o« = QNS

The validity of these three is easily seen by applying theorem 10.30 (noting that
I+1, < and < are all imps) followed by junc-sum fusion in the case of the first
equation and the computation rule in the case of the second two equations.
([

Again, more can be shown: Both junc and sum are positively M-junctive
and universally L-junctive. Hence they are L- and M-continuous.

Theorem 12.85 Let V be a bag of pairs (V),V,) of specs, L=UL(V:V €
V:Vy)and R=U(\V:VeV:V,). Then

(a) LvR = UWV:VeV:V,vV,)
(b) L+R = UWU(V:VeV:VitV,)
O

Theorem 12.86 Let )V be a non-empty bag of pairs (V),V,) of specs,
L=M(WV:VeV:Vy) and R=T1(V:VeV:V,). Then

(a) LvR = [I(V:VeV:V\vV,)
(b) L+R = TI(V:VeV:V+V,)
Proof
Lv R
C { v is monotonic }

MV:VeV:iVyo—=u UV, o)
{ quantifier calculus }
MV:VeV:iVyosu)U MV VeV:V,ooeu)
L (TToesu M TT o 4=u)
= { (12.77) }
MV:VeV:Vyeomu) U MV:VeEV:V, o)
= { =u is an imp and V is non-empty }
MV:VeV:iVy)omu U [N(V:VeV:V,)ou
= { definitionof v: (12.16) }
Lv R

1M
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12.5 Basic Simulations and Isomorphisms

To summarise, we now have one non-trivial monotype and two binary relators.
Unary relators can be derived from these by fixing one of the arguments to
a monotype; ternary relators, quaternary relators etc. can be obtained by
composing them in appropriate ways; and new monotypes can be obtained
by applying existing relators to existing monotypes. For example, 141 and
1 x (141) are monotypes, and the functions 1+ and (1 x 1)+ are unary relators.
Relators and monotypes built in this way we call polynomial. This, however, is
just the foundation. It is only now that our theory can really begin.

In this section we make a modest start to showing the ease with which
certain calculations can be made within the theory by constructing a series
of elementary natural isomorphisms between combinations of the polymorphic
relators. One simulation is also calculated.

Examples of natural isomorphisms are provided by the two injections —»
and <—. The former is a natural isomorphism between the relator (+-—) and
the identity relator. I.e.

— € R+— <> R, for all specs R
— is a bijection, and
< = [+— and <> = T

Similarly, the latter is an isomorphism between the the relator (—+) and the
identity relator. The injections are also examples of natural simulations: <
is, for example, a natural simulation of the identity relator by the relator +1.
(In general any monotype may be used in place of 1.)

As might be expected, both natural simulations and natural isomorphisms
enjoy many simple but powerful algebraic properties. In later versions of this
paper it is our intention to document some of them. For the time being, however,
we leave the reader the pleasure of their discovery. Let us proceed to more
significant examples. We begin with the most complicated, basic example of a
natural isomorphism.

Consider the ternary relators defined by

R,S,T — Rx(S+T)

RS, T — (RxS)+(RxT)
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Our objective is to show that the two relators are naturally isomorphic.

To complete this task we must exhibit a spec, v, satisfying three quite strong
conditions. We can make progress in this task by temporarily setting aside two
of the conditions, constructing v to satisfy the remaining condition, and then
(hopefully) werifying that it satisfies the two other conditions. The condition
singled out should be the one that leaves the least freedom to manoeuvre, in this
case clearly condition (a). What we shall now demonstrate is how systematically
this can be done using the rules we have given for the naturally polymorphic
type of the operators we have introduced.

Here then is the construction of the desired natural isomorphism. Assume
R, S, and T are arbitrary specs. Then

by construction of :
v € Rx (S4T) <> (Rx S)+(RxT)
= { naturality of v, v := 91 vy }
Y € RX(S+T)<\>RXS
AN v € Rx(S+T) <> RxT
<= { naturality of product, I € R <> R,
o= I Xy, v = I Xy}
7 € SHT <> S AN v € S+T <> T
= { naturality of the injections }
o= Ay =

Thus the constructed spec is v where
v = (Ix<=)v(lx<+)

It remains to show that v is a bijection and has the correct left and right
domains. The verifications are straightforward, but we give them nonetheless
as proof of the pudding.

First, we assert that v is a bijection. That it is an imp follows because it is
built out of imps using imp-preserving operators. Since junc is not necessarily
co-imp preserving we need to take further steps to show that it is a co-imp.

v is a co-imp

= { theorem 12.75(b) }
I x — and [ x « are co-imps )
AN (I x=)<n (I x <)<= —
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{ theorem 1241 }
(I x =)< (I x<+)<=—
{ theorem 12.45 }
(I x —<) (I x <) = —
{ lemma 12.62(b) }
IX (=< <) = —
{ theorem 12.77, I x — = — }
true

We now calculate the left domain of ~.

’y<
= { definition of v, theorem 12.79(c) }
(I x =)< U (I x «)<
= { theorems 12.45 and 12.76 }
I'x (I+—) U Ix(—+1I)
= { lemma 12.63(e) }
I x (I+—)u(—+1))
= { definition of + }
I x (I+1)

Finally, we calculate the right domain of ~.

’y>

= { definition of v, theorem 12.79(d) }
(I x =)> + (I x +<)>

= { theorems 12.45 and 12.76 }
(I x I)+(I x I)

This completes the verification.

The point of discussing this example in so much detail is to emphasise the
importance of type considerations in constructing specs having prescribed prop-
erties. (This is a somewhat different emphasis than that which one encounters
most frequently. Wadler [91], for example, discusses the use of natural polymor-
phism to infer properties of already constructed functions.) There is, however,
yet more that can be said about the bijection  that we have constructed that
so far as we know is not predicted by any naturality theorem and yet seems
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“obvious” from type considerations. The properties that we allude to record its
behaviour with respect to the two catamorphisms split and junc. Before stating
and proving the properties we need to interpose a truly remarkable and elegant
law permitting an exchange of split for junc and vice-versa.

Theorem 12.87 (Split-Junc Abide Law)
(RVS)A(TVU) = (RAT)V(SAU)

Proof We aim to use the initiality property (theorem 12.81) of junc. First
note that

(RvS)a(TvU) o I+1

= { I+1I is a monotype and thus an imp, fusion: 12.30(c) }
(RVS ° ]—i—[)A(TvU ° I-I—])

= { split fusion (12.28) }
(RvS)a(TvU)

Hence:

(RVS)A(TVU) = (RAT)V(SAU)

{ theorem 12.81 combined with the above }
(RvS)a(TvU) o— = RaT
AN (RevS)a(TvU) o+ = SalU

Continuing now with just one of the conjuncts in the last expression we calcu-
late:

(RVS)A(TVU) °o —

= { < is an imp, split-imp fusion }
(RvS o) o (TvU o <)

= { junc-computation }
R ~ T

The other conjunct being dealt with in a similar way our proof is now complete.
(I

The properties of the natural isomorphism v that we anticipated above can
now be given.
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Theorem 12.88

() 7o (RaS)+H(RaT) = (R o Iv1)s(S+T)
(b) Rx(SvT)e~ry = (RxS) v (RxT)
Proof

(a) v e (RaS)+(RaT)

= { definition of v, junc fusion theorem 12.66(a) }
(Ix— o RaS) v (Ix<> o RaT)

= { split fusion theorem 12.28(a) }
(Ra(=0S)) v (Ra(eeT))

= { abides law (12.87) }
(ReR) o ((=98) v (0T))

= { junc fusion (12.66a), definition of sum (12.18) }
(RoIvl) o (S+T)

(b) R x (S v T) oy
= { definition of -, spec-junc fusion (12.68) }
(Rx(SvT)eIx<—=) v (Rx(SvT) o Ix<+>))
= { x is a relator, junc computation rules (12.71) }

(RxS) v (RxT)

Natural isomorphisms seem to receive scant attention in the category theory
literature, often being relegated to a brief exercise. This is somewhat unfortu-
nate because it deemphasises their importance and it means that no guidance
is given on how to construct them. We also relegate the construction of several
basic natural isomorphisms to the present set of exercises, not because they are
unimportant but because by doing them the reader may be enabled to make a
judgement on the effectiveness of the calculus developed thus far.

It is useful to begin by listing the elementary natural isomorphisms. For this
purpose we use a home-grown, but hopefully self-evident, lambda notation.

(12.89) AMR: —) 2 AMR: Rx—)
(12.90) AMR: R+—) = MR: R)

(12.91) MR, S R+S) = AR.S: S+R)
(12.92)  MR,S, T :: R+(S+T)) = XR,S,T: (R+S)+T)
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(12.93) AR, S RxS) = AR,S: SxR)

(12.94) AM(R,S,T:: Rx(SxT)) =2 XMR,S,T: (RxS)xT)
(12.95) MR: R) = MR: Rx1)

(12.96) MR,S,T:: Rx(S+T)) = MR, S, T: (RxS)+(RxT))

Of these (12.89) is trivial (the isomorphism is — itself) and (12.90) and (12.96)
we have already discussed. Hints on how to prove (12.91)-(12.95) are given
below. Of course the reader may wish to ignore the hints altogether.

Hints: Isomorphisms (12.91) and (12.92) can be constructed using the same
startegy as that used to construct (12.96). In the case of (12.91) the very short
calculations that are necessary can be made yet shorter by noting that the
constructed isomorphism is its own reverse.

Isomorphisms (12.93) and (12.94) require a somewhat different strategy.
The reason is that the natural isomorphism properties of split and product only
help in the construction of up-formations (see definition 11.9) and not trans-
formations. Moreover, whereas the calculation of the right domain of a split is
straightforward, the calculation of its left domain is not (compare 12.47(a) with
12.47(b)). To add to this, split preserves imps but does not preserve co-imps.
One may avoid all these difficulties by constructing two up-formations, one of
the left-side relator by the right-side relator and one of the right-side relator by
the left-side relator. (In the case of (12.93) these “two” up-formations obviously
coincide.) For this purpose the naturality properties are used. One then proves
that the first is the reverse of the second. It then suffices to prove that both are
imps and to calculate the right domains of each.

The proof of (12.95) is a case apart. Note that < is an up-formation of the
identity relator by x1. Try restricting < so that its right domain is I x 1 and
then verify that your conjectured isomorphism meets all the requirements. You
may find that theorem 12.46 is helpful. Fnd of hints

Having completed this task you should be able to verify the following prop-
erties of the constructed isomorphisms. (The names a4 ...ag have been given
to the isomorphisms in order of their appearance in the list above.)

(12.97) — = ap o Ra—
(12.98) Rv— o ay = R

(12.99) RvS ¢ aj = SvR
(121000 Rv (Sv T) o a4 = (RvS)vT
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(12.101) RrS = a5 SaR
(12102)  Ra(SaT) = ago (RaS)aT
(12.103) R = ;o Ra!

Rest assured: all have very trivial proofs. Note the pattern: the relators + and
x have been systematically replaced by their corresponding catamorphism and
1 has been replaced by its catamorphism !. The a’s are eaten up on the right
side by a junc and on the left side by a split.

Consider now the quaternary relators F' and G, respectively, defined by

R, S,T.U — (R+S) x (T+U)
R, SST.U +— (RxT) + (SxU)

We conclude this section by showing that F' simulates G.

We begin by constructing v satisfying requirement (a) of a natural simulation
(see definition 11.10).

v € (R+S) x (T+U) <> (RxT) + (SxU)
= {7 = (1 v P, naturality of junc }
B € (R+S) x (TH+U) <> RxT
AN By € (R+S) x (T+U) < SxU
= {B = a1 Xay, By := a3z X aq , naturality of product }
ap € R+S <« R AN ay € THU <« T
AN az € R+S <« S AN aq € THU <« U
= { naturality of the injections }
oy = Qg = — VAN g3 = Qg = <

We have thus shown that
(5 x=3)v(+x+) € (R+S) x (TH+U) <> (RxT)+(SxU)
We continue to call the constructed spec 7.

Clearly, v is an imp; it is also a co-imp although this requires more (routine)
effort to establish.
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co-imp.((—= X =) v (= X )
= { 12.75(b) }
co-imp.(—= X =) A co-imp.(+> X <)
AN (= X=)<M (=X e) = —

{ relator.x, < and < are both bijections }
(X =)<M (= x)< = —

{ relator.x, theorem 12.76 }
I+—)x{I+—) N (—+I) x (—+I) = —

{ cap-sum and cap-product abide laws: (12.84) and (12.62) }
(1) + (— 1) x (IN—) + (—n1) = —

{ co-strictness of sum, strictness of product }
true

Calculation of its right domain using (12.79), (12.45) and (12.76) is straightfor-
ward. We obtain

> = (IXI) + (IXI)

as required. The verification that F' simulates G is thus complete.
We leave it as an exercise for the reader to show that v does not witness an
isomorphism between the two relators. To do this first verify that

< = (I+—)x{U+—) U (—+I)x(—+1I)
and then use this to show that < is properly included in (I + I) x (I + I).

In just the same way that we explored the behaviour of natural isomorphisms
with respect to split and junc, it is useful to explore further the properties of
the simulation v. First, in a matter of a few steps using junc-sum and product-
split fusion followed by the junc-split abide law and the definition of sum, one
obtains

voe (RaT)+(SaU) = (R+S)2(T+U)

Second, using the definition of product, the junc-split abide law and the defini-
tion of sum one obtains:

7= (LK) e (>+>)
which is a better form of v for the final calculation which is to verify that

(RVS)X(TVU) oy = (RXT)V(SXU)



236 CHAPTER 12. POLYNOMIAL DATA TYPES AND RELATORS

(This calculation also takes only a few steps and involves using the fusion laws
and the definition of product.)
This concludes our discussion of the elementary properties of the polynomial

relators.



Chapter 13

Initial Datatypes and
Catamorphisms

A fundamental argument for the use of type information in the design of large
programs is that the structure of the program is governed by the structure of the
data. A well-established example is the use of recursive descent to structure the
parsing (and compilation) of strings defined by a context-free grammar; here the
structure of the data is defined by its grammar and the structure of the parsing
program is identical. The idea is extended in the denotational description of
programming languages where a fundamental initial step is the definition of
so-called domain equations; those familiar with denotational semantics know
that once this step has been taken the later steps are often relatively mundane
and straightforward. Users of strongly-typed languages like Pascal will argue
strongly that the effective use of type declarations is extremely important for
subsequent program development, and even users of untyped languages like Lisp
will admit that the programming errors that they make are often caused by type
violations. A fundamental goal of our research is therefore to develop calculi of
program construction that lay bare the oneness of program and data structure.

An example of a programming formalism in which this oneness plays the role
of a major design principle is the theory of types developed by Martin-Lof. In
this theory each type is defined by four sets of rules one of which is the set of so-
called introduction rules and another is a singleton set containing the so-called
elimination rule for the type. (The remaining sets are not relevant to the present
discussion.) The introduction rules describe the structure of the elements of
the type whereas the elimination rule says how to construct functions over

237
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the elements of the type. As has been argued elsewhere [8], the introduction
rules completely define the type in the sense that all other rules (including the
elimination rule) are systematically derived from them. The elimination rule is
added in order to express the notion that “nothing else” is in the type other
than the elements that can be constructed via the introduction rules by stating
that the structure of functions on elements of the type is completely governed
by the structure of these rules.

In the algebraic approach that we are currently pursuing a different (al-
though formally equivalent) approach is taken to the definition of data types
and in particular to expressing the notion that “nothing else” is in the type
other than the elements constructed via its introduction rules. Nevertheless,
the underlying principle is that a data type is a structured set of elements that
is equipped with a mechanism governed by that structure for defining functions
on the elements of the type. For the benefit of readers who may not be familiar
with it we now outline this approach as it pertains to functional programming.
Other readers will probably wish to skip the next two paragraphs; all they need
to know is that we use the term “catamorphism” to refer to F-homomorphisms
whose domain is an initial F-algebra. (We are currently in the process of ex-
tending our work to terminal algebras but none of that work is reported here.)

The approach involves several stages building up to the definition of a “uni-
versal object” in a category of algebras. First, in place of the introduction rules
in Martin-Lof’s system the notion of endofunctor is of paramount importance.
An endofunctor is (in this context) a pair of functions, one from types to types
and the other from functions to functions. Typically, both functions are denoted
by the same symbol. Suppose F'is an endofunctor, A and B are types and f
and ¢ are functions of composable type. Let 4 denote the identity function on
the type A. Then it is required that

FfeFA+«<—FB <« feA<+<—B
Fily = 1Ipa
and F(feg = Ffe°Fg

Without seeing some examples it is difficult for the uninitiated to envisage the
correspondence between a number of introduction rules and an endofunctor.
For the moment let us just remark that typically an endofunctor will take the
form of a disjoint sum of other more primitive functors, and that each term in
such a sum corresponds to one introduction rule. The next step is to define an
F-algebra as a pair consisting of a type A and a function f € A «+— F.A. (Note
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that if, indeed, the endofunctor F' is a disjoint sum of other functors then the
function f can be broken down into distinct components each being applicable
to elements introduced by one of the corresponding introduction rules.) The
data type defined by the endofunctor F'is then an F-algebra satisfying a so-
called “universality property”, namely that there is a unique homomorphism
from the data type to each F-algebra. Such homomorphisms take the place of
the eliminators in Martin-Lof’s theory. To emphasise their special role we shall
give them the name “catamorphism”.

An example would be the data type natural number. Roughly speaking, IN
has the property

N = {0}+NN

where “+” denotes the disjoint sum of two types. (According to this definition
the elements of IN are <—.0 and <—.n where n ranges over IN and — and <«
denote the injection functions associated with disjoint sum. You should inter-
pret “—.0" as zero and “4<=" as the successor function. Our discussion has
been phrased in terms of “{0}” rather than the unit type “1” in order to make
the link with standard terminology a little more accessible.) More formally, we
recognise in this equation an endofunctor “{0}+". This is a function that maps
the type A to the type {0}+A. But it may also be extended to map functions
to functions by defining {0}4f to be that function g such that go < is the
constant function always returning <.0, and go+= = <o f. (Moreover, it
satisfies all the properties required of a functor, but that we leave to the reader
to verify.) A {0}+-algebra is a set together with a constant and a unary op-
erator (these being zero and the successor function in the case of the natural
numbers), and a {0}+-homomorphism is just what one would normally under-
stand by a homomorphism of an algebraic structure, in this case a function ¢,
say, from one {0}+-algebra (A, a, o), say, to another (B,b,7), say, that maps
the constant of the first to the constant of the second

i.e. p.a = b

and commutes with the unary operator of the first replacing it with that of the
second

i.e. oo = To¢@
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That IN is “universal” in the class of {0}+-algebras just means that for any
{0}+-algebra (A, a, o), say, there is a unique homomorphism mapping IN to A.
With a suitable definition of the operators it is also easily shown that {0}+IN
is a {0}+-algebra satisfying the universality property. Thus, IN is a fixed point
of the endofunctor {0}+ in the sense that there are homomorphisms mapping
IN to {0}+IN and vice-versa which (on account of their uniqueness) are each
others’ inverses.

To summarise this discussion: in the framework of functional programming
datatypes are fixed points of endofunctors on which are defined what we call
“catamorphisms”, i.e. homomorphisms satisfying a uniqueness and universality
property. This is not the place to discuss the practicality of catamorphisms as
a program structuring method, that being something that we intend to address
in future publications. We hope however that we have provided sufficient back-
ground to motivate the calculations that follow in this section. Specifically, we
explore the extension of the notion of a (functional) catamorphism to relations.
For this we need the notion of endorelator instead of endofunctor. We begin
by discussing the least fixed point of an endorelator and then introduce our
definition of a (relational) catamorphism.

From now on we assume that F' is an endorelator.

13.1 Initial Datatypes

Since endorelators are, by definition, monotonic the Knaster-Tarski theorem
asserts the existence of their fixed points, in particular least and greatest. We
hope shortly to report on our work on greatest fixed points but in the present
paper we restrict our attention to least fixed points. Specifically, the least fixed
point of the endorelator F', here denoted by uF', has the defining properties

(13.1) puF = F.uF

and, for all X,

(132) X 3 uF <« X 3 FX

We shall refer to (13.2) as the induction principle.

The following lemma is about all we can say about pF' at this stage. Nev-
ertheless, it is a necessary first step.
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Lemma 13.3 pF'is a monotype.

Proof

uF' is a monotype
= { definition }

I 3J uF

= { induction principle (13.2) }
I 3 FI

= { F is a relator (10.33a) }
true

13.2 Catamorphisms Defined

Definition 13.4 For endorelator F' we define a function, denoted by (F; _ ),
by the properties that, for all specs R,

(a) (F; R) = R F(F; R)
and for all specs R and X,
(b) X J (F; R) <« X 1 R-FX

O

In other words, (F'; R is the least solution to the equation
X X = R FX

Its well-definedness is thus guaranteed by the Knaster-Tarski theorem.

We call specs of the form (F; R)) catamorphisms (or F-catamorphisms
when we particularly wish to be explicit about F') and we verbalise (F'; R as
“(F-)catamorphism R”, omitting the qualification “F” when there is no doubt
about the relator in question.
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For reasons that will only become clear later, we call 13.4(a) the computation
rule for catamorphisms. We call 13.4(b) the induction principle for catamor-
phisms. (The relationship with the induction principle for pF will become evi-
dent after we have established that pF' is itself a catamorphism  see theorem
13.20.)

One may well raise one’s eyebrows at the unconventional “banana brackets”
we have chosen to denote catamorphisms. The reasoning behind this choice
is based on envisaged applications: typically, the relators one encounters in
programming problems are formed using the disjoint-sum operator. Conse-
quently, the catamorphism constructor will be applied to a junc of specs having
the same number of components as that of the associated relator. The use of
special brackets thus avoids the otherwise inevitable pair of parentheses. For
several examples of such applications see [53] and [80]. The notation was first
introduced by Malcolm in [63] and [64].

The catamorphism (F; 1) is of particular importance since it is clearly the
least fixed point of F'. Thus, we have:

(135) pF = (F; I)

From now on we omit the argument “F” within the catamorphism brackets
and write just “(R)” instead of “(F; R)”.

13.3 The Unique Extension Property

The definition of a catamorphism is clear enough but with its two distinct parts
it is not well suited to calculational purposes. We proceed now to prove two
properties that predict a single-statement definition of catamorphism. The first
is simple enough.

Theorem 13.6
() = (R) ° pF
Proof

(R) = (R) - uF
{ lemma 13.3 }
(R) = pF I (R)
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= { induction principle for catamorphisms: (13.4b) }
(7) o pF I R F((R]) o pF)

{ F is a relator (10.33c), pF' is a fixed point of F' }
(R) o uF 2 R o F(R) o uF

{ computation rule for catamorphisms: (13.4a) }
true

(I
Note that the theorem could equally well have been formulated as
pkF 3 (R)>
We have now established that (R ) satisfies two equations, namely,

X = X = R FX
and X X = X ouF

Obviously, therefore, it also satisfies the third equation

(13.7) X = X = RoFX ouF
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The important insight contained in the next theorem is that the set of specs
simultaneously solving the first two equations is identical to the set of solutions

of the third equation.

Theorem 13.8

X=RoFXopuF = X=XouF AN X=RoFX

Proof

XopupF =X N X =R FX
{ substitution }
XopuF =X A X =RoF(X o uF)
{ F is a relator (10.33c), uF' is a fixed point of F' }
XopuF =X A X=RsFX ouF
{ = is obvious; < by (13.3) and (10.1) }
X = Ro FX o uF
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More significantly, equation (13.7) has a unique solution, which we shall
now prove. It will come as no surprise that a goal in our proof is to invoke the
induction principle (13.2). How we do so is, in our view, particularly elegant
and offers an excellent illustration of the benefits to be gained from a systematic
development of a theory taking account of clearly stated calculational rules, in
this case the Galois connection between factors and composition.

Suppose P and @) are two solutions to (13.7). Le.

(139) P = Ro FP o uF
(1310) Q = R o F.Q o uF

Since P and @ are completely symmetrical our task reduces to showing that
Q 2 P. We use factor theory and the induction principle to prove this property
as follows.

=
{ P = {(13.9), theorem 13.8 } PopuF }
Q 3 P o puF
{(9.12) }
P\Q 3 pF
= { induction principle (13.2) }
P\Q I F.(P\Q)
{ (912 }
Q@ 3 P F(P\Q)
{ (13.9), (13.10), theorem 13.8 }
RoFQ JRo FP o F(P\Q)
= { F is a relator, monotonicity of composition }
FQ 3 F(P - P\Q)
{ (9.2a), monotonicity of relators }
true

In conclusion we have:

Corollary 13.11 (Unique Extension Property)
For all specs X and R,

X=(R) = X =RoFX ouF
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13.4 Consequences of the UEP

Were we obliged to refer to one theorem in the paper that is the most important
of all then it would be the above unique extension property. It will be used so
often below that we will refer to it within proof hints simply as “uep”. A first
example is the simple but nevertheless useful identity rule:

Lemma 13.12 (Identity Rule)

pF = (uF)
Proof
pF = (pF)
= { uep: (13.11) }
ulk = pF o FuF o uF
= { (13.1), (13.3) and (10.1) }
true
O

(Later — see theorem 13.20 — we shall see various other ways in which pF' can
be expressed as a catamorphism.)

Also, the coincidence in (R of the least and greatest solutions of (13.7) together
with the Knaster-Tarski theorem gives:

Theorem 13.13

(a) X =(R) « X =R FX opuF
(b) X J(R) X R o F.X o uF
(c) XC(R) « X

O

A corollary of the above that figures very prominently in program calcula-
tions is

Corollary 13.14 (Catamorphism Fusion)

(a) Uo(V)=(R) < UV =RoFU
) U-(V)3I(R) « U=V 3

(c) Uo(V)E(R) < UoVLECRG°FU
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Proof Let 9 € {=,3,C}. Then

Ue° (V) < (R)
= {(13.13)}
Uo(V) 9 ReF(U < (V) e« uF
{ uep: (13.11); (10.33¢) }
UoV e F(V)oeuF <9 Ro FU-o F(V) o uF
= { invariance of < under composition }
UV 4 R FU

The importance of fusion laws has already been stressed in our discussion
of the polynomial relators. In earlier publications [4, 62] we used the term
“promotion” property, this term having been used by Bird to name a technique
for improving the efficiency of programs [15] and which our notion captured
and generalised. In so doing it was our explicit intention to “promote” the
recognition and use of such laws in program transformation. Maarten Fokkinga
suggested the more descriptive term “fusion” property, and we have been glad
to adopt his suggestion. Our use of the term here is yet another generalisation
that we have no doubt will prove to be just as important.

Theorem 13.15 (Monotonicity)

() 2 (S) < R2S

Proof

(r) 2 (5]

= { fusion (13.14b), U :=1 }
IoRTS e FI

(10.33a) }

< |
R3S

13.5 Further Properties of Catamorphisms

Our next series of calculations is motivated by the wish to determine the de-
pendency of the left and right domain of (R] on the left and right domain



13.5. FURTHER PROPERTIES OF CATAMORPHISMS 247

of R. We also wish to determine to what extent “functionality”, “injectivity”,
“surjectivity” and “totality” properties are maintained by catamorphism con-
struction.

An alternative motivation might be that we wish to verify the type inference
rules

(R) € A~vuF < Re A~FA
and
(R)e A«—nuF < ReA+—FA

We do indeed verify these rules but would stress once again that they are in-
cluded primarily to enable the reader to relate theorems about and “>” to
conventional mechanisms for expressing type properties. Statements about
and “>” involve one fewer dummy (the universally quantified monotype A in
the rules above is not needed) and separate properties of the left from those
of the right domain; either of these is sufficient grounds to justify their use in
preference to the conventional modes of expression.
We begin with imp and co-imp preservation.

(135
<

K"
<

Lemma 13.16
R 3 (S)o()s <« R 3 SoFRoTu
Proof

R (S) e (T)w
{ left factors (9.1b) }
RIT) 3 (S)
= { induction principle: 13.4(b) }
RI(T)s 3 S o F(R/(T))
{ left factors (9.1b) }
R 3 S R(R/(T)Y) - (T)e
{ computation rule (13.4a), reverse }
R 3 S o F(R/(T)v) o F.(T)v o Tu
{ relators (10.33c) }
R 3 S o F(R/(T)v o (T)v) o Tu
= { left factors (9.2b), monotonicity }
R 3 SoFRoTu
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(]

Theorem 13.17 (Imp and co-imp preservation)
The function (_)) respects (a) imps, (b) co-imps and (c¢) bijections.

Proof Part (a) is a corollary of lemma 13.16 obtained by instantiating R to
I and applying monotonicity. Specifically, we have:

(S) is an imp
{ definition }
I3 (S) -~ (S

= { lemma 13.16(a) }
I 3 So FIoSo

= { (10.33a), monotonicity }
I 3 S0 S

{ definition }
S is an imp.

Co-imp preservation is established by the following argument:

I 2 (S) - (S)

= { transitivity: 13.3 }
pE 3 (S)o e (S)
= { (13.5), catamorphism fusion: 13.14(c) }

Io F(S)v 3 (S)v- S
{ calculus }
F(S) 3 Soe (S)
{ computation rule: 13.4(a) }
F.(S) 2 Suo S o F(S)
= { monotonicity }
I 3 SuoS

Part (c) is, of course, just the conjunction of (a) and (b).
]

It is interesting to note that the complete proof of theorem 13.17 (that is
including the proof of lemma 13.16) uses all the properties of a relator. (Uses
of (10.33a) and (10.33c) are explicitly mentioned; use of (10.33b)  the mono-
tonicity of F occurs along with the use of other monotonicity properties
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in the last step in the proof of lemma 13.16, and use of (10.33d) is hidden in
the preceding step by our use of ambiguous notation.) Indeed, this theorem is
crucial to potential uses of our calculus and provides, on its own, much support
for the chosen definition of a relator.

We turn now to the relationship between the right and left domains of (R)
and those of R. We begin with some relatively straightforward observations.

Theorem 13.18 (Type of catamorphisms)
(a)  R< I (R)<

b)  uF 3 (R)

Proof Both parts follow immediately from (R]) = Ro F.(R]) o uF and, re-

spectively, properties (10.17) and (10.22).
O

In the next theorem we show how, without loss of generality, the argument
of a catamorphism can be restricted to specs whose domains satisfy certain
criteria.

Theorem 13.19 (Domain Trading)
For all monotypes A and specs R,

(a) (R) = (R<FA) = (A<R) < A3 (RoF.A)<
b)  (R) = (ReF.R<)
) (R) = (R<A) <« A 2 FRe

Proof Part (b) is a particular instance of (a) obtained by instantiating A to
R<. (The antecedent of (a) is easily verified to be true.) Part (c) follows from
(b) by monotonicity. So only (a) needs to be proved. We begin by proving
equality of the first and second terms.

(R) = (R - F.A)

= { calculus }
(R) = Ao (Ro F.A) N Ao (Ro F.A) = (R- F.A)
= { fusion (13.14), applied twice }

AocoRoFA=RocFA N AcRoF.A = RoFAoFA
{ FFA°-F.A = F.A, calculus }
AecRoFFA = R-FA

{ (10.12) }
A D (Ro FA-
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Now, equality between the second and third terms is straightforward:

(R - F.A)

= { assumption: A J (Ro F.A)< }
(A°Ro F.A)

= { A 3 (Ao Ro F.A)<, theorem above }
(A-R)

A consequence of this domain trading rule is that we can now generalise
lemma 13.12 to a very flexible and useful form.

Theorem 13.20 (Identity Rule)

(a)  pwF=(A) <« I 3 AJuF
In particular,
(b)  wF = (uF) = (1) = (F1)

Proof First we show that (I)) = pF.

(1) = uF
= { lemma 13.12 }
(1) = (uF)
= { domain trading: 13.19(c) }
pF 3 F.(uF)<
= { wh = Fpl = (pF)< }
true
Hence
pk = (A)
(1) = (A) = (nF)
= { monotonicity: theorem 13.15 }
I 3A3uF
This proves part (a). Part (b) lists some particular instances that we use most
commonly.
O

Properties 13.18(a) and (b) may be jointly rephrased as
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(R) € ArvuF < Re€ A~B
In particular,
(R) € AvuF < Re A~FA

Moreover, property 13.19(b) implies that catamorphisms may be restricted,
quite without loss of generality, to relations R € A~F.A for some monotype
A. In conventional accounts this restriction is indeed imposed — with the
consequence that catamorphisms are no longer total functions. It is precisely
these burdensome and highly undesirable type restrictions that our theory tries
to avoid!

Theorem 13.18 raises the question as to when the inclusions in (a) and (b)
may be strengthened to equalities. This is an important question because the
statement

()< = R<

is interpreted as the statement that (R ]) maintains any surjectivity property of
R, whilst the statement

(R)> = pF

is interpreted as the statement that (R] is total on puF. Part (a) of the fol-
lowing lemma seems to be the strongest statement that can be made about the
surjectivity of catamorphisms; the dual statement (part (b) below) acts as a
stepping stone to the desired theorem on totality.

Lemma 13.21

(a) (R)< = R< < F.(R)< J R~
(b) (R)> = unFF < R> 3 F.(R)<

Proof
(a)  R< = (R)<
= { computation rule, (13.4a) }
R< = (Re°F.(R))<
= { (10.16) }
R< = (RoF.(R]<)<
= {(10.13) }

F(R)< I R-
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(b)  (R)> = pF
{ (13.18b) }
(R)> 2 pF
= { induction principle (13.2 }
{ computation rule, (13.4a) }
(R o F.(R))> 2 F.(R)>
& {(10.21) and (10.12) }
R>- 1 F.(R)<

O

A requirement for totality of (R]) is now easy to derive.

Theorem 13.22 (Totality)

(R)> = pnFF <« R> J F.R<

Proof

(R)> = nF
= { lemma 13.21b }
R> 1 F.(R)«<
= { theorem 13.18(a), monotonicity }
R> 1 F.R<
O

Corollary 13.23

(f)eA+—puF <« feA<+—FA

Proof 'This is a matter of expanding the definition of the antecedent and
consequent and applying the appropriate lemma or theorem. Thus, assume
f € A +— F.A Then, by definition and the monotonicity of relators, f is
an imp and f> = F.A O F.f<. Thus, by theorem 13.17, (f) is an imp, by
theorem 13.22, (f])> = wpF, and, by theorem 13.18(a), A J (f )<. Le. (f) €
A< uF.

O
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13.6 Naturality of Catamorphisms

Theorem 13.24 (Naturality of catamorphisms) If F'is an endorelator then
for all specs R

(a) (F;_) € (R< uF) < (R < F.R)
(b) (F;_) € (R~> pF) < (R~ F.R)
(c) (F;_) € (R<> uF) < (R <> F.R)

Proof We prove part (a) only. The proof is very similar to that of theorem
11.5 and the reader should be able to see how to extend the proof of (a) to
prove (b) and (c).

(F;_]) € (R<~ uF) <~ (R< F.R)
{ theorem 11.4, definition of € <« _ }

YU,V :: (F;U)(R < pF)(F;V) < U(R< F.R)V)
{ definition of < }

YU,V Ro (V) D (U) o uF < RoV IU o FR)
{ lemma 13.6; fusion, theorem 13.14 }

true

The reader who has diligently followed through the proofs of theorems 11.5
and 13.24 (and filled in the missing elements) will realise that the theorems
combine a number of important properties of relators and catamorphisms
they preserve imps (and co-imps although that didn’t play any role above),
they are monotonic, relators distribute through composition and catamorphisms
obey the fusion properties 13.14 (a) to (c).

It is no accident that this is the case. Indeed, it can be said that theorems
11.5 and 13.24 were the initial inspiration for all the research reported here.
That is to say, some time after becoming aware of the notion of “natural poly-
morphism” we specifically set out to develop a theory of datatypes with these
two theorems as primary “healthiness criteria”. As our work developed we re-
alised that they could be decomposed into more elementary requirements —
exactly the theorems presented prior to this subsection. Most important of all
we realised that the “naturality” of functors amounted precisely to the defini-
tion of “relator” that we have given. (We now run the risk of being criticised for
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not having included this discussion at a much earlier stage in the presentation.
That argument we would counter by saying that a research paper and a logbook
are not the same thing.)

Theorem 13.24 reformulates various fusion properties as naturality proper-
ties. We conclude this section with a useful lemma whose statement involves a
combination of a naturality property and a fusion property.

Lemma 13.25 (Catamorphism-catamorphism fusion)
Forall (4,~) € {(2,«), (=, <), (E,~)},

(F; R) o (G; S) Q (G; ReS) <« SeF~G

Proof
(F; R) = (G: S) < (Gi ReS)
= { catamorphism fusion: theorem 13.14 }
(F; R) S Q9 RS eG.(F; R)
= { computation rule: 13.4(a) }
R F(F; R))oS 49 RS -G(F;, R)
= { transitivity and monotonicity }
SeF~G
O

13.7 Isomorphic Monotypes and Initial Alge-
bras

In this section we turn to the consideration of monotypes that are isomorphic
to uF. We have two reasons to do so. The first is in order to relate our
own theory to other theories, in particular to those based on category theory.
Since categorical approaches characterise types only “up to isomorphism” we are
obliged to pitch the discussion at this more general level. The second, and more
important reason, is that types are often represented by a variety of isomorphic
algebraic structures. The natural numbers, for example, can be represented by
unary numerals (zero and the successor operator of Peano arithmetic), binary
numerals, decimal numerals etc. Lists may be cons lists (an algebraic structure
having a constant nil and a binary “cons” operator that appends new elements
to the front of a list), snoc lists ( a similar structure but with a “snoc” operator
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that appends new elements to the end of a list) or join lists (a structure having
a constant nil, a unary singleton-list-forming operation, and an associative join
operation on pairs of lists). Such isomorphic instances of a type arise through
the use of different relators and so have different associated catamorphisms.
Choosing the right instance can be the key to the design of efficient programs,
but it is also necessary to be able to relate the catamorphisms of isomorphic
types.

13.7.1 Inmitial F'-Algebras Defined

In category theory types are defined by means of initial algebras (see e.g. [73]).
In order to set the scene we introduce the definitions of an “F-algebra” and an
“initial” F'-algebra.

Definition 13.26  An F-algebra is a pair (C, ) such that:

(a) C' is a monotype, and

(b) T € C+— FC
O

Definition 13.27 An initial F-algebra is a triple (C, 7, 7n) such that
(a) the pair (C,7) is an F-algebra.

Furthermore, 7 is a function from imps to imps with the property that for all
F-algebras (A, f):

(b) n.f e A«—C

and is the unique solution in A < C of the equation
g: geT=[fe°Fyg

That is, for all ¢ € A +— C,

€ g=mnf = ger=1/[fcFg

Condition (c) is referred to as the initiality condition.
O
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In definition 13.27 we have been at pains to reproduce the conventional
definition of an initial F-algebra as closely as possible within our system whilst
nevertheless giving a definition that is amenable to calculation. It is an ugly
definition because of the provisos on the rules pertaining to the use of 7.f.
A rephrasing of the definition helps in later calculations: Note the similarity
between (c¢) and the unique extension property. The similarity increases if we
can prove:

(1328) go 7 = fo Fg = g=fo Fgeo U
forg € A«—Cand f € A+«— F.A.

goT:foF'gEg:foF'goTU
= { mutual implication and Leibniz }
goToTu =¢g N FgoTuoT = Flyg
= { goC = g, relator.F }
Toru =C A TuerT = FC

So (13.28) holds if 7 is a bijection to C from F.C. To prove this fact involves
constructing the inverse of .
Simple type inference gives us a potential candidate. Specifically:

(13.29) n.(F.r) € F.C+—C

Thus, we now proceed to verify that 7o = n.(F.7).

The basis for the verification is theorem (D21) in the appendix which, given
the type information that we already have, asserts that it suffices to verify the
two properties:

(13.30) 7 o n.(Fr) = C
(13.31) n.(F.1) o 7 = F.C

Before proceeding it is useful to interpose a minor observation.
(13.32) C = nr

Proof
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c = nr

{ initiality condition: 13.27(c) }
Cor = 710 FC

{ (13.26h) }

true

O

Now we can continue.
Proof of (13.30)

(Fr) = C
(13.32) }
(Fr) = nr1
initiality condition: 13.27(c) }
(Fr)or = 1o F(ron.(F.1))
substitution, relators }
n(Fr) o1 = Fr1 o F(n.(F.7))
{ initiality condition: 13.27(c) with ¢ := n.(F.7) }
true

T ©

T ©

T ©

1
{
1
{
U
{

Proof of (13.31)

n(Fr) 17 = FC

{ initiality condition: 13.27(c) }
For o F.(n(F71)) = FC
= { substitution, relators }
Ton(Fr) = C

{ (13.30) }

true

257

As already explained we conclude by (D21) that 7 is a bijection to C' from

F.C' with:

(13.33) v = n.(F.7)
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All together we now have the ingredients of an equivalent definition of initial
F-algebras:

Definition 13.34 (C,1,n) is an initial F-algebra equivales the conjunction
of

(a) C' is a monotype,
(b) 7 is a bijection to C from F.C.

and 7 is a function from imps to imps with the properties that, for all F'-algebras
(A, f) and all imps g € A +— C,

(c) n.f € A«— C, and
d) g=mnf = g=/foFgeorm

Proof We have shown that

7 is a bijection to C' from F.C

=
V(A, f,g: (A, f)isan F-algebra A g € A«—C
tgeT=feFg = g=[fe°FgeorT)
and
(C,7,n) is an initial F-algebra
=

7 is a bijection to C' from F.C

Simple predicate calculus completes the proof.
O

Since we also have

. (uF, uF) is an F-algebra
(f) € A«—puF <« [fe A«—FA

(see corollary 13.23) we conclude:

Corollary 13.35 (uF, pF, (F; _)) is an initial F-algebra.
([
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Our next objective in this section is to prove the more general statement
that a monotype C' is the first component of an initial F-algebra if and only if
C is wsomorphic to pF'. Just as for uF', we shall, in so doing, characterise such
monotypes by somewhat broader properties than the initiality condition; in
particular, we establish the existence of “C-catamorphisms”, i.e. the existence
of a function that is total on all specs (rather than just imps), is imp-preserving,
and obeys a certain “unique extension property” that when restricted to imps
agrees with the required initiality property of “n” in definition 13.34.

The proof is by mutual implication, the next two subsections being devoted
to each part.

13.7.2 Isomorphic monotypes

Suppose C' is a monotype that is isomorphic to puF'. By definition there is a
bijection, ¢ say, satisfying:

(13.36) ¢ c ev = C
(13.37) ev 0o ¢ = uF

Simple consequences of (13.36) and (13.37) are that e< = C and e> = pF. In
particular,

(1338) C e e = & = & o pF

We use definition 13.34 to show that C' is the first component in an initial
F-algebra. Our first task is to construct a bijection 7 to C from F.C. This we
do by type considerations.

By construction of 7:
7 is a bijection to C' from F.C'
{ € is a bijection to C from uF,
o T = coy }
v is a bijection to puF' from F.C

<= { nF = FuF }
v is a bijection to F.uF from F.C
= { euis a bijection to uF' from C,

e v = Feu}
true
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The constructed bijection is thus
(13.39) T = € o Feu

Our next (and final) task is to construct a function n from imps to imps satis-
fying 13.34(c) and (d). Tt is at this point that we make a more general claim.
Specifically, our claim is that C enjoys its own form of catamorphism with com-
parable properties to F-catamorphisms, including that of satisfying the initiality
condition.

Such a “C-catamorphism” is required to be the unique solution to the equa-
tion:

X = X = RoFX o71u

(In other words we generalise (d) in definition 13.34 to all specs R and not just
imps f of a certain type.) To show that this equation always has a unique solu-
tion and simultaneously derive the definition of a C-catamorphism we proceed
as follows (the goal of the calculation being to remove X from the rhs of the
initial equation):

X = RoFXortu
{ (13.39), reverse }

X = RoFX o Feoegu
= { by (13.36),cv o C = eu }

X = RoFX oFgoeu AN XoC = X
= { relators, (13.36), (13.37) }

Xoe = RoF(Xoeg)opuF N XoC = X
= { uep: (13.11) }

Xoz = (F; R) A XoC = X
= { (13.36), (13.37), substitution }

X = (F; R)oss A XoC = X
= { by (13.36),eu o C = &u }

X = (F; R) oev

In conclusion, we define
(13.40) (F,e; R) = (F; R) o ev
and we have established the unique extension property

(13.41) R = (F,e; S) = R = S o FRorTuU
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Note that we have introduced yet another parameter into the definition of a
catamorphism. This should, however, cause no confusion since the number of
parameters clearly identifies the intended definition. Moreover, the multiple use
of the catamorphism brackets is justified by the identity

(F: R) = (F.,uF; R)

which identity is easily derived from the properties of the monotype pF' and
the right domain of (F; R]).

Property 13.41 holds the key to many additional properties of such catamor-
phisms. All the properties of F-catamorphisms established in sections 13.3 and
13.5 can be generalised. The generalised properties are almost verbatim repe-
titions of the originals, only minor modifications being necessary to replace puF
by C, 7 or Tv. Without further ado, therefore, we shall quickly summarise the
properties. Note that the order of presentation remains the same as in sections
13.3 and 13.5.

To begin, the computation rule is
(F,e; R)) o1 = R o F.(F,s; R)

(Some readers may find this rule more familiar than the earlier one; it is the
rule that appears frequently in, for example, [62].)

Second, we have the identity rule:
(Fie; ) = C
Third, by invoking the Knaster-Tarski theorem we have:
X =(F,e; R) « X =Ro FX or7u
X J(F,e; R) « X JRoFX or7u
X C (Fe; R) « XL RoFX or7u
from which we may derive just as before the fusion properties:
Uvo (F,e; V) = (F,e; R) <« UV =R»?FU

Ueo(Fe; V) I (Fe R) <« UoV JRo FU
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Uo(Fe V)C (Fe; R) €« UoV L R-FU

Monotonicity is now an easy consequence:
(F,e; R) 3 (F,e; S) <« RIS

That the function (F,e; _) respects (a) imps, (b) co-imps and (c) bijections
follows from the fact that it is the composition of two functions, namely (_ )
and (o(ev)), that themselves respect imps, co-imps and bijections. (That (c(ev))
respects all three is a consequence of ¢ being a bijection. That function com-
position preserves the property of being imp- (respectively co-imp-, bijection-)
respecting is easily verified.)

Finally, we have the following properties of the left and right domains of such
catamorphisms:

R< 3 (F.e; R)<

C 3 (F,e; R)>

(F,e; R) = (F,s; RoF.R<)

(F,e; R)< = R< <« F.(F,e; R)< 1O R>
(F,e; R)> =C <« R> J F.R<

(Fie; f) €e A«—C <« fe A+«—FA

All of these properties can be verified by minor editing of the proofs given
in sections 13.3 and 13.5. In some cases we have outlined an alternative (and
preferable) proof strategy. The complete details are left to the industrious
reader.

It remains for us to remark that (C,7) is obviously an F-algebra, and its
initiality is guaranteed by the last property above together with the unique
extension property, property (13.41).
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13.7.3 Initial algebras

We suppose now that (C, 7,n) is an initial F-algebra. Our goal is to prove that
C is isomorphic to pF'. We intend to achieve this goal by exhibiting € and v
such that

° e € C+— uF
° v € uF +——C
[ ] Y = Eu

Type inference again gives us potential candidates € and ~:

By construction of e:
e € C+— pF

= { o = = (f), initiality of (uF, uF,(--])) }
f e C«+«— FC

= { (C,7) is an F-algebra }
f=r

By construction of ~:
v € puF +— C

- { o ~ = 5.f, initiality of (C,7,7) }
f e pF +<— F.uF

- { (uF,pF) is an F-algebra }
f=nF

So choose ¢ = (7)) and v = n.uF. Finally we verify that one is the reverse of
the other:

Y =ev
{ choice of € and v }
n-pk = (7)o
{ initiality of n: 13.34(d) }
(r)v = pF o F(r)v o Tu
{ reverse, uF' = pFu }
(r) = 7 0o F(71) o pF
{ uep: (13.11) }
true
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13.7.4 An Application to Isomorphic Relators

Under what circumstances might one construct two isomorphic monotypes?
One possibility that suggests itself is when constructing the fixed point of two
naturally isomorphic endorelators. That, after all, is how one obtains naturally
isomorphic representations of the natural numbers. Suppose F'is an endorelator
and 7y is a bijection with v< = F.I. Then, the claim is:

Theorem 13.42
(F; v) = (F”; 7)v is a bijection to p(F7) from pF.

(See (11.14) in section 11.4 for the definition of F7.)

Proof Let G = F7. We must construct a bijection with right domain pF
and left domain uG. To satisfy the first condition an F-catamorphism is the
obvious thing to construct. To satisfy the second condition the reverse of a
(G-catamorphism is more appropriate. Let us therefore try both. First,

by construction of «

(F; a)> = pF
= { lemma 13.21(b) }
a> 1 F.(F; a)<
= { e a:= y,y>=FI}

FI 3 F.(F; 7)<
{ domains are monotypes, monotonicity }
true

Similarly,

(G5 7)> = nG

Since v is a bijection and catamorphisms preserve bijections, both of (F’; ~u])
and (G; ] are bijections. We now conjecture that

(F; ) = (Gs y)v

The proof goes as follows:
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In conclusion

(F; ) = (G A)v

(F; ) = (G A)v

{ uep: (13.11) }

(G5 Ao = qv o F(G; y)v o pF

{ reverse, puF = pFv }

(Gi ) = uF o F.(G; 7)) o v

{ 7€ FeG }

(G:v) = pF o v G(G; 7)

{ computation rule: 13.4(a) }

(G5 ) = (G5 pF < 9)

{ 13.19(a) }

pF J (v o G.uF)<

{ yeF>G }

pF J (F.pF o v)<

{ wF = F.uF = F.uF<, domains: (10.17) }

true

is a bijection to uG from pF.

O
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We now seek a relationship between F'-catamorphisms and F7-catamorphisms.
Formally we prove:

Theorem 13.43

Proof

(F7; Reoq) = (F; R) o (F7; 7)) = (F, (F; 7); R)

By construction of S and 7:

(F7;: S) = (F; R)or

{ wuep: (13.11), F7 is a relator }

(F; R)er = S o F'.(F; R) o F'.1 o puF"?

{ computation rule: 13.4(a) }

Ro F(F;R)orT = S o F'.(F; R) o F'.T o uF?

{ e S := Rov, aiming to invoke v € F«>F7 }

Ro F(F;R)oT = Ro~yo F'.(F; R) o F'.T o puF"
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{ yeFerF" }
Ro F(F; R)or = Ro F(F; R) o7 o F'.T o uF?
= { Leibniz }
T = yo FY.1 o uF?
{ uep: (13.11) }
T=(F"7)

O
Dual to this we expect
Theorem 13.44
(F: Rons) = (7 R) o (Fy y2) = (7, (F; 7)) R)
which we verify as follows:

(F; R)

- { 13.19(a) }
(F; R F7.I)

= { ey = F0}
(FY5 Roqoeq)

= { theorem 13.43 }
(F; R e (F75 9)

(F; Boyv)

= { wbF? = (F7 Ao (F; 4] }
(F; Rone]) o (F7 9) e (F )

= { above }
(F7; R) = (F; 7))



Chapter 14

Parameterised Types

14.1 New relators from old

The theorems in the earlier sections are all well and good but a major concern
is to build new relators from existing ones. The achievement of this goal is
delightfully simple. Suppose ® is a binary relator. Fix one of its arguments
to spec R, say, and then consider y(R®). Finally, abstracting from R we have
constructed a function from specs to specs. In this section we prove the beautiful
and remarkable result that this function is a relator.

(Note: Up until now we have used the operator “u” only in the context of
a relator. In general R® is not a relator (although 7® is), but it is monotonic
and so has a least fixed point.)

Before embarking on the proof let us recall also the defining property of

1 (R®):

(141) p(R®) = R® uRe)
(142) X J p(R®) <« X JR®X

The form of (14.1) and (14.2) is highly reminiscent of the definition of a
catamorphism, leading us to the following:

Definition 14.3

Suppose ® is a binary relator. It is easy to verify that I® is a relator (where
(I®).R = I ® R). Its catamorphisms therefore exist and we may define:

=R = (I®; R®I)

267
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Our initial goal is to show that pu(R®) = =R.

In the following calculations we adopt the convention that composition has
lower precedence than “®”. We also drop the argument “/®” within the cata-
morphism brackets since our discussion will be confined to just this one relator.

For ease of reference it is useful to instantiate the unique extension property,
computation rule and fusion properties of section 13 with F' := I® and the
definition of wR. After some simplification, using in particular the assumed
compositionality of ®, these become:

(Unique extension property)
(144) X = =R = X = R®X o u(I®)
(Computation rules)

(145) (R) = R~ I®(R) = (R) ° pI®)
(14.6) =R = R®wR = =R o u(I®)

(Fusion laws)
(147) Uo (V) S (R) < UoV Q R-I®U
(148) UowV 4 wR « UoV®I < RRU

Where “SI” is any Of “:”7 ((g”) “E”.

To achieve our goal the obvious first step is to invoke the unique extension
property.

n(R®) = =R
{ uep: (14.4) }
pRR) = RI I @ p(RY) o p(Io)
{ relator.® }
u(Re) = R® u(Re) » u(Ie)
{ induction principle: (14.2) }
pR®) = p(Re) » pIe)
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This last equality is established by proving two inclusions. First:
(14.9) I I u(I®)

Proof Immediate from the induction principle (14.2) and I J I ® I.
]
Thus, by monotonicity:

(14.10) p(R®) 3 p(R®) o p(I®)

For the other inclusion another appeal to the induction principle is required:

p(R®) o p(I®) I p(Re)

= { induction principle: (14.2) }

p(Re) o pIe) 3 R @ (WR) - p(I®))
{ relator.® }

pER®R) o p(I®) I R u(Re) « 10 pIw)
{ (14.1) }

u(R®) o p(I®) I p(Re) o n(Ie)

true
We have thus established
(14.11) u(R®) C pu(R®) o u(I®)
and the combination of (14.10) and (14.11) completes the proof of:

Theorem 14.12  y(R®) = =R

(I
It is a straightforward matter to verify that = is a relator. Here are the
proofs of the four properties.

Lemma 14.13

I 21 =l
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Proof Immediate from the conjunction of (14.9) and theorem 14.12.
O

In order to show that = distributes over composition we prove first a more
general lemma, called the map fusion lemma. The lemma is very useful in its
own right because it states that a catamorphism and a map can always be fused
into a single catamorphism. Although the lemma is just a special case of the
fusion laws in section 13.4 (see corollary 13.14) its significance is that two specs
of which the left operand is a catamorphism are fused into one catamorphism.

Lemma 14.14 (Map Fusion)

(R) o =S = (R-°S®I)
Proof
(R) o =S = (R-°S®I)
= { fusion — (14.7) and definition 14.3 }
(R) o S®I = RoS®I°1®(R)
= { binary relators abide with composition }
(R) o S®I = R I®(R]) > S®I
= { computation rule, (14.5) }
true
O

Lemma 14.15
wR o wS:w(ROS)
Proof

@R o wS
= { defn. of = }
(RRI) o =S
= { lemma 14.14 }
(RRI - S®T)
= { compositionality of relators }
((ReoS)®T)
= { defn. of = }
=(R © S5)



14.1. NEW RELATORS FROM OLD 271

Lemma 14.16 (Monotonicity)

woR1wS « RIS

Proof

Immediate from the definition of @ and the monotonicity of catamorphisms and
relators.

(I

Lemma 14.17 (Revertability)
(wR)o = w(R)
Proof

(wR)o = =(Rv)

{ uep: (14.4) }
(wR)o = Ru@(=R)o o p(I®)

{ reverse, ® is a relator and p(/®) a monotype }
ol = M(I@) 0 R@WR

{ theorem 14.12; computation rule (14.6) }
oR = =l o =R

{ lemma 14.15, I is the unit of composition }
true

O

Theorem 14.18 = is a relator.

Proof Lemmas 14.13, 14.15, 14.16 and 14.17.
Il

The map fusion law and general fusion law for catamorphisms, specialised
appropriately, are conveniently combined into one naturality law.

Theorem 14.19 (Naturality of Map Relators)
Forall ~ € {«, <>, ~}

() € (S~=R) « (S~R®S)

Proof Choosing 9 € {J,=,C} appropriately we have



272 CHAPTER 14. PARAMETERISED TYPES

() € (S~=R) «~ (S~RS)
= { () is a total function: theorem 11.4 }
VU,V Se(U) <9 (V])owR
< SU 9 V-R®S
)

But, for all R, S,U and V,

Se(U) 9 (V)e=R
{ map fusion: 14.14 }
Se(U) Q@ (VeR®I)
= { catamorphism fusion: 13.14 }
SeU 9 VoRI-I®S
{ ® is a relator }
S.U Q@ VoR®S

****Comment***

Theorem 14.20

(A®:R) = (I®;R) » =A

Proof
(A®;R) = (I®;R]) o wA
= { uep: (13.11) }
(I®;R) cwA = R o A Q@ ((I®;R) cwA) o pu(A®)
= { computation rule: (14.5); ® is a relator; (14.12) }
Rol®@(R) owA = Rol®(IR) o A® A o wA
= { (14.6), vA = wAowA }
true
O

14.2 Junctivity properties

In [36], chapter 8, Dijkstra and Scholten tread a similar path to our own: they
first consider equations in X of the form X = 6.X | for monotonic function 6,
and then introduce a parameter Y by supposing that § = Y@ for some binary
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operator @. (Their notation is, however, different.) By way of two, what they
call “beautiful”, theorems they establish that the least and greatest solutions
of the equation in X, X =Y & X, are remarkably well behaved with respect
to the parameter Y. In the present contexts their theorems become one, which
we shall call the junctivity theorem.

As remarked elsewhere, the functions (Re) and (°R) are universally L-
junctive for all specs R. Moreover, (fe) is positively M-junctive for all co-imps
f, and (of) is positively M-junctive for all imps f. These are two of the most
important ingredients in the proof that follows.

Theorem 14.21 (Junctivity)

If ® is Z-LI-junctive then so too is =.

For non-empty Z, if ® is Z-I-junctive then so too is =.

If ® is Z-LI-continuous, then so too is =.

For non-empty Z, if ® is Z-IM-continuous then so too is =.

~— —

a
b
¢
d

N N N N
~—

~—

Proof
(a) Suppose R is an Z-bag.

W(HIR) = |_|I(W . R)
{ uep }
Ur(@m ¢« R) = U/RQUz(w « R) o u(I®)
~ { Lz(= « R)
= { definition }
U(i:i€Z:=(R.1))
— {16 }
Ui €Z:=m(Ri)epu(I®))
= { o(u(I®)) is universally L-junctive }
Ui €Z:w(Ri)) o puI®)
= { definition }
} Uz(= « R) ° p(I®)

Uz(w e R) = UR®Uz(w « R)

{ computation rule }
Urz(®@ ¢ (R,=R)) = URQUz(= ¢ R)
= { definition }

® is Z-U-junctive
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The proof of part (b) is the exact dual except for the step that appeals to
the universal U-junctivity of o(u(I/®)). Since p(I/®) is a monotype, it is an
imp; hence (see our preliminary remarks) p(I/®) is positively M-junctive. The
justification of the step may thus be replaced by an appeal to this fact under
the assumption that Z is non-empty.

For parts (c) and (d) all we have to remark is that, if R is linear, mono-
tonicity of @ guarantees that the Z-bag (R,=R) is linear too.

([

Interesting consequences of theorem 14.21 are obtained by universally quanti-
fying over all Z-bags of a certain type. Examples include the theorem that = is
positively M-junctive if ® is, and = is (L-or I1-) continuous if ® is too.

14.3 Preservation of Isomorphisms

An obvious and important question to ask is whether the construction of = from
binary relator ® preserves natural isomorphisms between relators. The answer
is, of course, yes!

Theorem 14.22 Let & and ® be binary relators and suppose v € & = ®.
Let 7 and I be the relators defined by

TR = (I®; ReI)
IR = (I®; R®I)

Then  and i are naturally isomorphic.

Proof For binary relators @ and ® the statement v € & = ® means that ~
is a bijection with

(14.23) v« = Il

(14.24) > = IR

and for all specs R and S,

(1425) R&S oy = v o R®S

Equation (14.25) is easily shown to be equivalent to the conjunction of

(1426) R®l oy = 7o R®I
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for all specs R, and
(427) @S oy = v I®S

for all specs S.
Hence, in combination with (14.23) and (14.24) we have:

YeE®=E® = re(®)=(I®) Aye(al)=(’])

That v € (I®) = (I®) means we can invoke theorem 13.44 with F' instanti-
ated to (I®) and G to (I®). For brevity let 7 = (I®; yv). Then, instantiating
theorems 13.42, 13.43 and 13.44 we have the following:

(14.28) 7 is a bijection to 1 I from 1

(1429)7 = ({U&; ) = {U®; )y
(14.30) (I®; Reqy) = (I&; R) » 7o
(14.31) (I®; Ron) = (@ R) » 7

Because of (14.28) we conjecture that 7 witnesses an isomorphism between f
and . To verify the conjecture it suffices to show that IR o5 = 7 o R
for all R. Here goes!

IR o7

= { definition of { }
(I®; RRI) o7

= { (14.31) }
(I®; R®I o )

= { (14.26) }
(I®; yvv o RI)

= { lemma 14.14 }
(I®; ) = TR

= { (14.29) }
Te IR
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14.4 A Simulation Property

In this section we present what is, at the time of writing, an isolated result but
which may prove to be much more significant in the future.

Recall that relator F' simulates relator G is denoted by F & G. Simulation
is a preordering on relators and so can easily be extended to a partial ordering.
Now, one of the most powerful tools for reasoning about partial orderings is
the Knaster-Tarski theorem. The question thus arises whether it is possible to
extend the theorem to simulations between relators. This is highly desirable
because one can then demonstrate that one relator simulates another without
having to explicitly construct the “witness”, i.e. the simulation itself,  this is
obtained mechanically as a by-product of the extended Knaster-Tarski theorem.

In order to set up such a theorem we first need the notion of a monotonic
function on relators. The definition is obvious: a function ® is a monotonic
function on relators if it maps relators to relators and is such that, for all
relators F' and G,

FRG = ®FROG

The revised “Knaster-Tarski theorem” would then take the form: if ® is a
monotonic function from relators to relators then the equation

F F = oF
has a least solution u® with the properties that

ud = o.ud
and FROF = FRud

The proof of the theorem would have to be constructive, otherwise the whole
purpose of establishing the theorem (establishing simulations without explicitly
constructing the witness) would be lost. It is likely, therefore, that its proof
would necessarily be by induction on the prescribed methods for constructing
relators. Here we present one lemma in such an inductive proof.

Suppose ® is a binary relator and G is a unary relator. Define the function
® from relators to relators by, for all specs R,

(®.F).R = G.R®F.R
Le. dF = GRF
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It is easy to verify that if ® is monotonic in the sense just defined.
Now the theorem we prove is the following:

FRGAF = FRwe@

The introduction of the relator G into the statement of the theorem makes
it slightly more general than the generalisation of the Knaster-Tarski theorem
outlined above but the extra complication proves useful.

Three lemmas lead the way to the theorem’s proof.

Lemma 14.32 ((G.I)®; T) = ([I®; T o G.IQI)
Proof

(G.De: T)
= { theorem 14.20 }
([®; T) o =.G.I
= { map fusion: theorem 14.14 }
([@; T« GI®I)
O

Lemma 14.33
R>=GI®FI N R<C FI = (I®; R)>==G.I
Proof Assume R> = GI® F.I A R< C F.I . Then,

(I®; R)

= { R> = GI®F.I,domains }
(I®; R+ GI®I)

= { lemma 14.32 }

((G.I)®; R)
Hence,
(I®; R) = =.G.I
= { above, totality: theorem 13.22 }
R> 1 G.IQ® R<
- { R» = GI®QFI }
FI 3 R<
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Corollary 14.34 RcFRG®F = (I®; R)> = =.G.I
O

Lemma 14.35 For all ~ € {<, <> ~>}
(I®; R) e Frwe( < ReF~AGQ®F
Proof

(I®; R) e Frwe(G
{ definition }
V(S (I®; R) € F.S «» =.G.S)
= { naturality of map relators: 14.19 }
V(S:: REF.S «» G.S®F.9)
{ definition }
ReEFAGRF

O

Theorem 14.36

(I®; T)eFRweG@ <« ToIQFIcFRGRF

Proof By combining lemmas 14.34 and 14.35, with R instantiated to T I ®
F.I, we obtain:

(I®; TVeFRweG « T-IQFIcFRG®F

But, by a simple application of the domain trading rule for catamorphisms
(theorem 13.19),

(I®; T) = ({[®; ToI® F.I)
O
Theorem 14.37

(GD®; T) e FRoeG < ToGIQFIcFRG®F
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Proof Immediate from lemma 14.32 together with theorem 14.36.
([

Remark: In connection with our earlier uncertainty about the best definition
of “simulates” it is worth pointing out that all theorems so far stated with
respect to the current definition are equally valid if «> is replaced by <« in the
definition. End of Remark

This is an excellent point at which to conclude this section: such a powerful
theorem proved with so little effort!
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Chapter 15

Complemented Domains and
Conditionals

Conditionals (if-then-else statements) are a well-established feature of pro-
gramming languages, and our own theory would be incomplete if they were not
included. In this section we show how they are expressed and we explore in
some detail their algebraic properties.

15.1 Domain Complement

For the purpose of defining conditionals (if-then-else statements) it is useful
to have a total operator that has the properties of a complement operator when
restricted to monotypes. We call this operator the complemented right domain
operator.

We specify the complemented right domain of R, denoted R>, by the re-
quirement that it is the greatest monotype A satisfying — 3 R o A. Le.

(151) R JA = — JRoA

As always, such a requirement imposes on us the burden of showing that it can
indeed be fulfilled. To this end we first observe several expressions equivalent
to the right side of equation (15.1). Two of these give a closed form for R> thus
establishing the existence (and uniqueness) of the operator.

Lemma 15.2 The following are all equivalent:

281
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(a) — 3 ReA

(b) — 3 R-cA

(c) Inm=(R) 3 A
(d) — 3 TToRoA
() R C —(TToA)

()  ~(TTeR) T TreA
(

gl  ((TTeR)> 2 A

Proof We leave the details to the reader. The equivalence of properties (a),
(b), (c¢) and (d) is a consequence of the properties of domains combined in the
case of (¢) with simple plat calculus and in the case of (d) with the identity
TTo-— = —. The equivalence of (d), (e) and (f) is a consequence of the
middle exchange rule. Finally the equivalence of (f) and (g) is once more a
property of domains.

O

From the equivalence of (a), (¢) and (g) we infer

(153) Re = I =(R>) = (=(TToR))>

The latter two formulae are clumsy; exhibiting them serves the purpose of
showing that R> does exist. Both are formulae that are suggested by the
intended interpretation of the complemented right domain and might have been
proposed as definitions. We prefer, however, the form of (15.1) on the grounds
that it is closer to our view of a specification and is easier to calculate with.
The steps used to reach (c¢) and (g) suggest several properties, specifically:

Lemma 15.4

(a) R>U R» = I and R>T R» = —
(b) R>> = R>

(C) R> = R>e>

(d) R> = R>> = (TT o R)>

(e) R> 4 S> = S>» 4 R> for Q€ {C, =, O}

Proof Part (a) follows from R> = I M —(R>) and simple plat calculus, as
does (b). Part (c) follows from the specification of R> (in particular that it is a
monotype). Part (d) follows from the equivalence of (a), (b) and (d) in lemma
15.2. From the symmetry of (e) in R and S it suffices to establish just the case
that < is 2. For this case we have:



15.1. DOMAIN COMPLEMENT 283

R> 1 5>
(15.1) and lemma 15.2(b) }
R> o S>
monotypes commute }
S> o R>
(15.1) and lemma 15.2(b) }
S> 1 R>

Il
~— iU~y

(This little proof illustrates beautifully our preference for (15.1) as the definition
of the complemented right domain.)
O

The importance of 15.4(c) has to do with the fact that we have defined a
total complement operator. One is tempted to make do with the complement
operator in the monotype lattice ~ for monotype A its complement is 1M —A
— or in the lattice of right (or left) conditions — for right condition p its
complement —p in the spec lattice coincides with its complement in the lattice
of right conditions. However this creates a dilemma as to which to choose,
a dilemma which it is better to circumvent. Lemma 15.4(c) indicates that
the choice is irrelevant. (We return to this matter when we introduce to the
definition of conditionals.)

The equivalence of (a) and (e) in lemma 15.2 together with the specification
(15.1) of the complemented domain operator predict that the complemented
domain operator is one adjoint of a (Galois connection. It follows that the
complemented domain operator is universally LI-junctive. To be precise we
have:

Theorem 15.5 For all sets of specs V,
(a) (W) = Ta (V)

where My denotes the infimum operator in the lattice of monotypes. (I.e.
MumB = I when set of monotypes B is empty, otherwise My B = MB.)
In particular, for all specs R and S,

(b)  (RUS)» = Rserl S>
O

In contrast, but not unexpectedly, the complemented domain operator is not
universally M-junctive. Its M-junctivity properties are inextricably linked, how-
ever, to those of the normal domain operator.
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Theorem 15.6 For all sets of specs V,

() (V)= UV = (W) = (V)

In particular, for all specs R and S,

(b) (RMS)>» = RS> = (RMNS)> = R>1S5>

(Note that the right side of (b) is true if R and S are both monotypes or both
right conditions. These are two situations in which the lemma proves useful.)

Proof
(Ve = U(w)
= { U(V>) = (LU(V>))>, lemma 15.4(e) }
(MV)> = (U(V>))>
= { corollary 15.5 }
(|_|V)> = |_|M(V>'>°)
= { lemma 15.4(b) }
(MY)> = Mm(V>)
O

We now turn our attention to the behaviour of the operator with respect to
relators. Idealistically it would commute with them (like the ordinary domain
operators) but we are out of luck. Nevertheless the next lemma proves to be
good enough in most cases.

Lemma 15.7 If relator F'is L-junctive and strict then, for all specs R,
F.Io(F.R)>» = F.(R»)
Proof

F.I o (F.R)»
= { lemma 15.4(a) }
F.(R> U R=) o (F.R)>
= { e F'is U-junctive }
(F.R> U F.(R>)) o (F.R)>
= { lemma 15.4(a) with R := F.R }
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F.(R>) o (F.R)>

= { « — =F.— lemma 15.4(a) }
F.(R>») o F.R> I F.(R») o (F.R)>

= { distributivity }
F.(R>) o (F.R> U (F.R))

= { lemma 15.4(a) with R := F.R }
F.(R>)

15.2 Domain Translation
We now come to the first of several translation rules.

Lemma 15.8 (Domain Translation) For all specs R and imps f, we have:

R>of:fo(Rof)>

Proof
Ro o f
= { domains: (10.20) }
(I M TToR)of
= { o impf }
fmTreRof
= { domains: (10.20) }
fo (R f)
O

The above domain translation rule is the embryonic form of the so-called
“range translation rule” in the quantifier calculus [3]. The rule provides a
mechanism for translating a restriction (R>) on the left domain of imp f into a
restriction ( (Re f)> ) on its right domain.

Our next goal is to show that there is also a translation rule for the comple-
mented domain operator. Three lemmas are necessary.

Lemma 15.9 For all specs R and imps f,
R>O o f = f o] (R>o o] f)>
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Proof
R o f
= { lemma 15.4(c) }
R>e> o f
= { domain translation: lemma 15.8 }
f o (R>o o f)>
O

Lemma 15.10
SO(RXOS)>;SO(ROS)>’
Proof

So(R»oS)> | So(R>oS)>-
= { monotonicity, domains: S S> = S }
(R>o o S)> d S>o (R> o S)>o

{ Ao B = AMNB, lemma 15.4(a) }
(R>o o S)> L (R> o S)> 5>

{ domains: (10.8) }
((Rx L R>) o S)> 85>

{ lemma 15.4(a) }

true
O

Lemma 15.11 For all specs R and imps f
(R>o o f)> C (R o f)>o
Proof

(B> f)> C (R>o f)>

{ definition complemented domains (15.1) }
R>ofo(R>oof)> C —

{ lemma 15.9 }
R>o0 R>eo f C —

{ lemma 15.4(a) }

true
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Corollary 15.12 (Complemented-Domain Translation) For all specs
R and imps f

Reof = [o(Ro f)s

Proof By mutual inclusion. The combination of lemmas 15.9 and 15.10 gives
one inclusion. Lemma 15.9 combined with 15.11 gives the other.
([

15.3 Conditionals

Several publications have already appeared documenting the algebraic proper-
ties of conditionals, the most comprehensive account that we know of being
by Hoare et al [39]. We shall therefore compare the rules given here with the
list that they supply. Their notation for conditionals will also be used, its vital
characteristic being that it promotes the Boolean condition to an infiz operator.
Some of the rules presented here were included in Backus’s [11] Turing award
lecture but his account is less comprehensive and spoiled by the choice of the
multifix notation used in the language Lisp.

We take the liberty of omitting most proofs about conditionals on the
grounds that the properties are (or should be) unsurprising and their proofs
involve only the plat calculus plus a few extra rules to be stated (and proven)
shortly. (Some less straightforward proofs are given nonetheless.)

Definition 15.13 (Conditional) For all specs P we define the binary
operator < P > by:

R<aPB>S = RoP> U So P>
O

The conditional R<P >S can be viewed as a spec which applies R to those
elements for which condition P holds and applies S to the other ones.

Note that conditionals are defined for all specs but that for all specs P, R
and S,

RaPp>S = R<Q(P>)>S = R<(TToP)B>S
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Totality of operators is something we strive for at all times: the alternative in
this case would have been to restrict P either to monotypes or to right condi-
tions. Had we done so then we would have imposed on ourselves the obligation
to determine for every other operator in the calculus whether it preserves mono-
types and/or right conditions. In the cases that that is not so the laws relating
those operators to conditionals would inevitably have taken on much clumsier
forms.

Guards are usually formed by composing primitive guards with the boolean
operators. We apply the same design principle to the definition of the booleans:
we seek definitions that are total on all specs but are indifferent to the choice
of monotypes or right conditions as representations of sets. This leads to the
following definition.

Definition 15.14 (Boolean Operators) The operators \/, A and ~, and
constants true and false are defined by, for all sets of specs P and specs R,

() VP = (UP)>
(b) AP = Mm(P>)
(c) ~R = R>

(d) true = 1T

(e) false = —

O

In the last section we saw two translation rules, one for the right domain
operator, one for the complemented-right-domain operator. Combining these
with the fact that imps distribute over both cup and cap we obtain:

Theorem 15.15 (Predicate Translation) For all specs R, imps f and
sets (possibly empty) of specs P, we have:

(a) VP o f = fe V(Pef)
(b) AP f = [fo AP/
() ~Rof = [feo~(Reof)
Hence, for all propositional functions # (i.e. functions from specs to specs built

from the identity function, constant functions and the boolean operators A, V,
~) and all vectors of specs P of the appropriate arity,

d) 0P f = [fo0(Bf)
0
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Theorem 15.16 The binary operator < P I> respects imps. l.e.

imp.(f<aP>g) < imp.f A imp.g

Proof
imp.(f<P >g)
= { definition 10.28(a) }
I 1 faPpg o (faP>g)
= { definition 15.13, properties of reverse }
I (foP>|_|goP>o) o (P>ofu|_|P>oogu)
= { o distributes over LI, P>o P> = — }
I J foP>ofull goP>ogu
= { right domains are monotypes, monotonicity }
I'd feofonTdgegw
= { definition 10.28(a) }
imp.f A imp.g
(I

Theorem 15.16 corresponds to the theorem

r = E<APpF = (r := E) <aPp> (z := F)

289

in the set of properties listed by Hoare et al [39]. For them the most primitive
implementation (thus, “imp”) is an assignment and the content of their rule is
that a conditional respects assignments. Their rule is thus at a lower level of

abstraction than ours, and more detailed.

The theorem illustrates the sort of proof burden one encounters when type
restrictions are imposed on laws. We are obliged to document this theorem
because, for example, all the translation rules are restricted to translation by
imps. Should we ever wish to translate a domain (say) via a conditional then

we need to know in advance that the conditional is an imp.

One final lemma is necessary before we can list the laws obeyed by condi-

tionals.
Lemma 15.17

(a) (RaP>S)> = R><AP>S>
(b) (RAP>S)> = R><1P>S>
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Proof Part (a) is easily proved using the definition of conditionals. For (b)
we have

(RAP>S)>
= { lemma 15.4(d), (a) }
(B> 11 P>) U (S5 11 Po)o
= { theorem 15.5(a) }
(R> 11 P>)> 1 (S> 1 P>e)>
= { theorem 15.6, monotypes }
(R> L) P>) M (S> LI P>)

— { calculus, lemma 15.4(a) }
(R>s 11 S>0) LI (Roe 11 P>) LI (S> 11 P>)
- { ANBLC (ANP>)U (BN P }

(R> 1 P>) U (S> 1 P>)
= { R>s, S> are monotypes, definition conditionals }
R><q P >S5

The set of “unsurprising” laws that we announced earlier can now be given:

Theorem 15.18 For all specs P,Q, R, S, T, imps f, and non-empty sets of
specs V:

T o RaP>S = (T oR)AP>(T - S)
RAPBS o f = (Ro f)A(Pof)>(S o f)

(a) R<atrue>S = R

(b) R<falsex>S = S

(c) R<PrR = R

(d) Ra~Pp>S = S<PPBR

(e) RaP>(S<Pp>T) = RAPB>T = (RIPBS)QP>T
(f) Ra(PAQ)>S = (RaPBS)1Qb>S

(g) Ra(PVQ)>S = R<PB>(R1Q>S)

(h) (WW)<aPp>S = U(V<PPS)

(i) (M)<PrS = N(V<IPPS)

(j) SAPAQP>R)>T = (S<APpT)<Q>(S<IR>T)
(k) (RaP>S) U T = (RUT)QPB>(SUT)

(1) (RaP>S) N T = (ROT)1P>(SNT)

(m) (R<Pp>S) Q> T = (RAQp>T)<Pr>(S<1Q>T)
(

(

=
—

©)
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Moreover, for all propositional functions # and all vectors of specs P of the
appropriate arity,

(p)  RQO.PB>S o f = (Ro f)<0.(Pof)>(S e f)
O

Little needs to be said about properties (a) through (g) except perhaps to
note that (e) asserts that the binary operator << P > is associative. Properties
(h) and (i) assert that the function (X — X< P >S) is positively LI- and M-
junctive. This is more general than the rules stated by Hoare et al. (They
claimed only finite, positive L- and M-junctivity.) Property (j) is equivalent to
the combination of both parts of lemma 15.17. It is used to construct canonical
forms of conditionals (see [51]) but otherwise has marginal value.

Properties (k), (1) and (m) are all distributivity properties of the form

0.(RaP>S) = (0.R)<aP>(6.9)

for some function #. The function # has moreover the form (X — X @ T)
for some binary operator @. Each rule has a dual whereby 6 is replaced by
the function (X — T © X). These duals have not been listed because they
can all be deduced from a combination of the properties (k), (1) and (m) and
properties already given. Thus the duals of (k) and (1) follow because LI and
M are both symmetric. The dual of (m) follows from (d) and the fact that
P>> = P>. Property (o) is also a distributivity property of the same form;
its dual is obtained by replacing the assumption that f is an imp with the
assumption that f is a co-imp and reversing all compositions.

As forewarned we omit all proofs  with one exception. We prove parts (o)
and (p) in order to explain why we gave lemmas 15.8 and 15.15.
Proof of (o).

RaPB>S o f
= { definition (15.13) }
(Ro P> S o P>) o f
= { o distributes over LI }
RoP>of I SoP>of
= { lemma 15.8, corollary 15.12 }
Rofo(Pof)> USafo(Pef)s
= { definition (15.13) }
(R f)a(Pof)>(S - f)
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Part (p) is proved in the same way: replace P everywhere by f.p and apply
15.15(d) instead of corollary 15.12.
O

Part (p) is the translation rule for conditionals. Given a spec R P >S with
right domain A and an imp f € A <— B one may always translate it to a spec
with right domain (at most) B by translating the condition at the level of its
primitive components. It takes the place of the law

(x = E); (RaP(x)>S)
— (& = B): R) aP(E)b (¢ = B); 8)

in the paper by Hoare et al [39]. Parts (n) and (o) of the theorem are also
well-documented in the form that we have given here, for example by Backus
[11] and Meertens [68] (— at least up to the level of imps in the case of part
(n).

A glaring omission — in the present context — in theorem 15.18 is any
mention of relators or catamorphisms. A partial remedy is provided by the
next theorem.

Theorem 15.19 For all specs P, R and S and all strict, LI-junctive relators
F,

(a) F.(R<1PrS) = (F.R)<(F.P)>(F.S)
In particular, for all specs P, @), R, S, T and U,

(b) (R+S)(P+Q) >(T+U)
= (RaP>T)+(S<@Q>U)

Furthermore, for all specs P, R, S and T,

(c) (RaP>S) ~ T = (RaT)<Pr(SaT)
O

We leave the proof of this theorem as an exercise for the reader. In the case
of part (a) the relevant lemma is lemma 15.7. Part (b) is a special case because
disjoint sum is universally L-junctive, which is rather more than is required to
apply (a). Part (¢) involves a simple expansion of the definition of 2 and the
application of theorem 15.18(1).
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Just as several of the distributivity properties listed in theorem 15.18 had a
dual, part (¢) has a dual in which the conditional is the righthand argument of
the split. The dual follows from (c) by precomposing both sides with the natural
isomorphism a5 between the relators (R, S — R x S) and (R, S — S X R) and
applying (12.101).

(Theorem 15.19 was not included by Hoare et al because their investigation
did not extend to type structures.)

Other properties of conditionals have been omitted where they can be de-
rived by combining elements of theorems 15.18 and 15.19. For example, the
reader may wish to verify that the binary operators < P> abide with each
other and with U, M and 2. Another interesting property that can be proved
in a few steps with the toolkit now present is, for all specs P, @, R, S, T and
U,

(15.20) (R<APp>S) v (T<@QpU) = (RvT)d(PvQ)>(SvU)

Try it and see!
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Chapter 16

A Hierarchy of Freebies

16.1 The Bird-Meertens Formalism

One of the hardest tasks faced by the theoretician is the assessment of the
practicality of one’s work. The task is not made any easier by the immense
breadth of programming problems to which any useful programming calculus
should be applicable. The traditional apology for such an assessment is the
presentation of a few, inevitably worn and tired, case studies. We shall not
follow such a course.

The course we do follow is to pass the buck: we ask the reader not to assess
the practicality of our theory but to assess the practicality of the so-called “Bird-
Meertens formalism”, and to combine that assessment with an evaluation of the
way the formalism is rendered within our theory.

The “Bird-Meertens formalism” (to be more precise, our own conception
of it) is a calculus of total functions based on a small number of primitives
and a hierarchy of types including trees and lists. The theory was set out in
an inspiring paper by Meertens [68] and has been further refined and applied
in a number of papers by Bird and Meertens [16, 17, 20, 18, 21]. TIts beauty
derives from the small scale of the theory itself compared with the large scale
of applications.

Essentially there are just three primitive operators in the theory - “reduce”,
“map” and “filter”. (Actually, the names used by Meertens for the first two
of these operators were “inserted-in” and “applied-to-all”. Moreover, just the
first two are primitive since filter is defined in terms of reduce and map.) These

295
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operators are defined at each level of a hierarchy of types called the “Boom
hierarchy” ! after H.J. Boom to whom Meertens attributes the concept.

The basis of this hierarchy is given by what Meertens calls “D-structures”.
A D-structure, for given type D, is formed in one of two ways: there is an
embedding function that maps an element of D into a D-structure, and there
is a binary join operation that combines two D-structures into one. Thus, a
D-structure is a full binary tree with elements of D at the leaves. (By “full”
we mean that every interior node has exactly two children.) The embedding
function and the join operation are called the constructors of the type. Other
types in the hierarchy are obtained by adding extra algebraic structure. Trees —
binary but non-full  are obtained by assuming that the base type D contains
a designated nil element which is a left and right unit of the join operation.
Lists, bags and sets are obtained by successively introducing the requirements
that join is associative, symmetric and idempotent.

Meertens describes the D-structures as “about the poorest (i.e., in algebraic
laws) possible algebra” and trees as “about the poorest-but-one possible alge-
bra”. Nevertheless, in this section we exploit the power of abstraction afforded
by the notion of a relator to add several more levels to the Boom hierarchy
each of which is “poorer” than those considered by Meertens. Each level is
characterised by a class of relators that specialises the class at the level below
it. In decreasing order of abstraction these are the “sum” relators, “grounded”
and “polymorphically grounded” relators, “monadic” relators and “pointed”
relators. (“Grounded” and “polymorphically grounded” relators are formally
indistinguishable but it helps to introduce an artificial distinction for a first
introduction.) The reason for introducing these extra levels is organisational:
the goal is to pin down as clearly as possible the minimum algebraic structure
necessary to be able to, first, define the three operators of the Bird-Meertens
formalism and, second, establish each of the basic properties of the operators.
The conciseness and systematic nature of the development about to be pre-
sented, and the fact that it can be conducted at a level yet poorer than “the
poorest possible algebra” is for us the most satisfying aspect of this work.

The unconventional nature (and perhaps also the conciseness) of the no-
tations used in the Bird-Meertens formalism makes the formalism difficult to

!For the record: Doaitse Swierstra appears to have been responsible for coining the name
“Bird-Meertens Formalism” when he cracked a joke comparing “BMF” to “BNF”  Backus-
Naur Form at a workshop in Nijmegen in April, 1988. The name “Boom hierarchy” was
suggested to Roland Backhouse by Richard Bird at the same workshop.
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comprehend for many groups. The program calculations carried out within
the formalism are, however, strongly related to calculations within other sys-
tems. In particular there is a strong link between a certain combination of the
three basic operators of the formalism and the quantifier expressions used for
many years in the Eindhoven school of program development, this link being
expressed via a correspondence between the basic laws of the two systems. For
the benefit of those familiar with the Eindhoven calculus we use the opportunity
to point out elements of this correspondence. What emerges is that there are
typically more laws in the Bird-Meertens formalism than the quantifier calculus
but the Bird-Meertens formalism exhibits a much better developed-separation
of concerns. Note, however, that this section only covers a small part of the
correspondence. To complete the picture the extra structure introduced at the
different levels of the (original) Boom hierarchy is necessary. For a full account
the reader is referred to [53].

The theorems presented in this section are more general than those in the
publications of Bird and Meertens since their work is restricted to total func-
tions. (Meertens [68] does discuss the issue of indeterminacy but this part of
his paper — we regret to have to say — is in our view the least satisfactory.) A
danger of generalisation is that it brings with it substantial overhead making a
theory abstruse and unworkable. At this stage in our work, however, the gener-
alisation from (total) functions to relations has been very positive bringing to
mind a parallel with the extension of the domain of real numbers to complex
numbers. The fact of the matter is that we are rarely aware of working with
relations rather than functions. The following pages are intended to provide
some justification for that claim.

16.2 Sum Relators

We begin our discussion with the so-called “sum” relators. Specifically, F'is a
sum relator if for some relators G and H and for all specs X,

(16.1) FX = G.X + HX

In words, F' is the (lifted) sum of G and H.

The class of sum relators is very broad but, in spite of its generality, there is
surprisingly much that we can say about the class. The most important aspect
of such a relator F'is that we can identify the “constructors” of pF" bringing the
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notion of relator somewhat closer to the notion of polymorphic type as it would
be defined in a conventional programming language. An additional technical
aspect that proves to be very useful is that F-catamorphisms can be restricted
without loss of generality to arguments that are the junc of two specs. These
two aspects are considered in turn below. Throughout the remainder of this
subsection we assume that equation (16.1) is in force.

16.2.1 Constructors

Let us consider what consequences equation (16.1) has on puF. We have the
following simple calculation:

wF

= { wpF is a fixpoint of F' }
F.uF

= { definition of F: (16.1) }
G.uF + H.pF

= { definition of +: (12.18) }
(= o G.uF) v (+ o H.uF)

Continuing with just the first component of this junc expression, we calculate:

— o G.uF

= { computation rule: theorem 12.71(c) }
GuF + HuF o <

= { definition of F: (16.1), uF = F.uF }
pE o —

Similarly,
— o HuF = pkF o

Thus, introducing names 7 and 7 for the two components of the above junc, we
have established:

Theorem 16.2 (Constructors) For relators F', G and H such that F' = G+
H,

pF = 1vn
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where

T = = o GuF = puF o —
and

n = < o HuF = pkF o ¢
([

A paraphrase of theorem 16.2 might be that all elements of uF" are constructed
by injections of elements of G.uF or elements of H.uF'. For this reason we call
7 and n the constructors of uF.

Note that the constructors are bijections (since they are restrictions of the
two bijections < and <=). For their domains we have:

T
= { definition of 7: theorem 16.2 }
(= o G.uF)>
= { domains: (10.21) }
(> o G.uF)>
= { => =1 : theorem 12.76(a) }

G.uF>
= { wF is a monotype: (10.27) }
G.uF
and
T<
= { definition of 7: theorem 16.2 }
(uF o =)<
= { domains: (10.16) }
(WE o <)<
= { << =T+ — : theorem 12.76(b) }

(/LF o ]+—)<

= { puF = G.uF + H.uF, + abides with composition }
(G.uF + —)<

= { domains: (12.79) and (10.27) }
G.uF + —
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By a completely symmetrical argument we have:
n> = H.uF

and
n< = — + H.uF

Combining these four domain calculations with the cup and cap abide properties
and co-strictness of sum (see theorems 12.84 and 12.70) and summarising we
have established:

Theorem 16.3 The constructors 7 and 7n are both bijections with the
following domain properties:

(a) > = G.uF

(b) 7< = G.uF + —

() nm> = HpF

(d) n< = — + H.uF

() 7< U e = pF

(f) 7<= —

O

Interpretating these statements in the relational model we have proved that
the constructors 7 and 7 establish a (1-1) correspondence between the elements
of uF and the elements of the union of G.uF and H.uF' in such a way that
elements constructed by 7 are distinct from those constructed by 7.

16.2.2 Sum-relator Catamorphisms

Let us now investigate the structure of the catamorphisms of a sum relator. We
have:

(KD

= { domain trading: theorem 13.19(b) }
(R (G-R + H.R)<)

= { +, G, H are relators: theorem 10.34 }
(R o G.R< + H.R<)

= { definition +: (12.18) }
(R o (— o G.R<) v (+» o H.R<))
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= { spec-junc fusion: theorem 12.68 }
((R o < o G.R<) v (R o +> o H.R<))

This calculation shows that we may assume without loss of generality that for
every I? there exist specs S and 7" such that

(R) = (S +T)
Specifically,

S = R — o G.R<
and

T = R o <> o HR<

Note that from (R) = (R]) o pF and the fact that uF can be expressed as
a junc it follows that every catamorphism can also be expressed as a junc. This
observation is most useful when combined with the cancellation property of junc
(see theorem 12.80). To see why let us first observe the following instantiation
of the junc-cancellation property:

Lemma 16.4  For < € {3,=,C},
XopF Q Youl = Xor dQYoer A Xonp 9 Yop
Proof

X opuF 4 Y opuF
{ theorem 16.2 }
Xorvn Q9 Y orTwn
{ spec-junc fusion: theorem 12.68 }
(Xom)o(Xom 9 (Yor)s(Yon)
{ junc cancellation: theorem 12.80 }
XorAQYor A Xopg<dYon

Combining lemma 16.4 with the unique extension property of catamorphisms
we derive a characterisation of F-catamorphisms (for sum relators F', of course),
namely:
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Theorem 16.5 (UEP for Sum Relators)

XopuF = (RvS)

Xer = RoeG.(XoepuF) AN Xon = SeH(XouF)
Proof

X o uF = (RvS)
{ catamorphism uep: theorem 13.11 }
X ouF = RvS o F(XopuF) o puF
{ lemma 16.4 }
XorT=RvS o F(XouF) o7
AN Xon=RvS o F(XouF) o n

Proceeding further with just the first of the conjuncts on the right hand side of
the equivalence (the other being completely symmetrical) we have:

RvS o F(XouF) o 7

= { definition of 7: theorem 16.2 }
RvS o F(XouF) o pF o —

= { uF = FuF, pF = pFeopl }
RvS o FA(XouF) o <

= { definition of F: (16.1), junc-sum fusion: (12.66) }
(RoG(XopuF))v(SoH(XeopuF)) o <

= { junc computation: theorem 12.71(a) }
RoG.(XouF)

Back-substituting the desired theorem is obtained.
O

Compared with the general uep property (theorem 13.11) theorem 16.5 splits
the task of deriving a catamorphism realising a given spec into two separate
components, one for each of the constructors. This separation is further reflected
in the computation rules for 7 and n:

Theorem 16.6 (Computation Rule)

(a) (RvS) or = R o G(RvS)
b)  (RvS) o n = S o H(RvS)
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Proof Instantiate theorem 16.5 with X = (R v S) and simplify using the
fact that (Rv S) = (Rv S]) o pF.
(I

Several other properties of sum relators can be derived simply by instan-
tiating the more general properties of catamorphisms listed in section 13, in
particular the fusion and monotonicity properties of catamorphisms (theorems
13.14 and 13.15). The benefit that is gained is that, in each case, the premise
in the theorem can be expressed as a conjunction of two simpler premises, thus
decomposing the proof obligations. We postpone performing this exercise, how-
ever, until we have added more structure to our class of relators.

16.3 Polymorphically Grounded Relators

A typical characteristic of monotypes occurring in programming problems is
that their elements are generated from a base (mono)type by application of
one or more operations. For example, the Peano numbers are generated from
the set containing just zero by the successor operation. Polymorphic types,
such as list or tree, are families of monotypes parameterised by some base
(mono)type. We call such types polymorphically grounded types (or rather we
call their defining relators polymorphically grounded), the word “grounded”
referring to the existence of a base monotype. In this section we abstract a
definition of “polymorphically grounded” relator. We do this in two steps.
First, we abstract what it means for a relator to be grounded. Then, in order
to capture the “polymorphic” element, we abstract sufficient conditions for the
existence of a “map” operator. We conclude the section with some consequences
of the obtained definition.

16.3.1 Grounded Relators

The mechanism needed to introduce the notion of a ground monotype into our
class of relators is straightforward: we consider a sum relator and choose the
left component of the sum to be a constant relator, i.e. we consider the case
that G.X = A for some monotype A and all specs X, thereby specializing F' to
the form:

(16.7) FX = A+ HX
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Using this the constructors are
(168) 7 = puF o — = — o A
(16.9) n = puF o < = <« o HuF

The form of the constructors provides some motivation for the chosen restric-
tion on F'. Specifically, suppose we interpret monotypes as sets and f o B, for
monotype B and imp f, also as a set, namely the set obtained by applying the
function f to the elements of B. Then the set pF is formed by “juncing” two
sorts of sets, the set of “ground” elements, i.e. those elements formed by 7, i.e.
by applying < to elements of A, or “non-ground” elements, i.e. those built by
n from existing elements of pF. We call relators F' satisfying (16.7) “grounded”

relators.

In the case that the relator H is Ll-continuous we can apply a well-known
fixpoint theorem to deduce that the elements of puF are finitely generated. More
interestingly, if H is denumerably L-junctive and strict we can express pufF' as
the cup of a sequence of monotypes generated from A. Specifically, letting

(16.10) B = A+—

and

(16.11) 0.X = —+HX
for all specs X, we have

Theorem 16.12 If relator H is denumerably Ll-junctive then

pF = U@:1>0: 6".B)
Moreover, {i : i > 0 : 6'.B} is a set of monotypes and, if H is strict (i.e.
H.— = —) and lM-junctive, the elements of the set are mutually disjoint.
]

(The notation ¢ in the statement of the theorem denotes the i-fold composition
of function #. That is,

X = X, and
Ot = 00X for all natural numbers 1.
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)

The import of this theorem is that, if H is denumerably U-junctive, the
monotype pF' is the cup of a set of monotypes, and, if in addition H is M-
junctive and strict, there is a “size” function defined on its elements. Elements
of size 7, for natural number i, are the elements of #.B. Elements of size zero
are thus the elements of B (= 6°.B) which are, in turn, elements of the ground
type A “tagged” by +-——. Elements of size i + 1 are generated by application of
H to elements of size ¢ and then “tagging” these elements by —+. Essentially,
therefore, the elements of pF' are generated by a finite number of applications
of H accompanied by a tagging process that ensures that the number of times
H has been applied can always be recovered by inspection of the element itself.
(Note, however, that if H.X is constantly — the sets §'71.B are all —.)

Although the proof is quite long it is very straightforward. It is, however,
worth studying at least briefly as a good illustration of the use of the abide laws
of disjoint sum given in section 12.4.7.

Proof The “well-known” theorem that we referred to above (appropriately
instantiated) says that if F'is U-continuous then

(16.13) uF = U(i: i>0: F'.—)

(The theorem is sometimes called “Kleene’s theorem”, sometimes “Tarski’s the-
orem”. See [60] for a discussion of its origin.)

In order to apply the theorem in a form more suited to our purposes we need
to break down the proof obligations into separate parts. First, we observe that
the denumerable Ll-junctivity of F' follows from the denumerable Li-junctivity
of H. Second, we show that the right side of (16.13) can be rewritten in the
form stated in the theorem. Third and fourth, we observe that the specs 6.8
(for i ranging over the natural numbers) are monotypes and, with the given
assumption, mutually disjoint.

That U-continuity of F' follows from the denumerable LI-junctivity of H is
clear from the definition of F' (see (16.7)): the function F' is the composition of
the function A+ after the function H and the former is universally LI-junctive
(see theorem 12.85). Thus F' is denumerably Ll-junctive. But, denumerable
Li-junctivity of a function is equivalent to its being both Ll-continuous and LI-
junctive. (See [36] for a proof.) So F is L-continuous. For later use we remark
that, by the same argument, # also inherits denumerable U-junctivity from H.
Moreover, from the co-strictness of sum (theorem 12.70), it is strict if H is
strict.
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Now we proceed to rewrite the right side of (16.13). First, we rewrite the
definition of F' in a way that introduces 6.

F.X
= { definition: (16.7) }
A+ HX
= { plat calculus }
(AU—) + (— U HX)
= { + and U abide: theorem 12.84(b) }
(A+—)U(— + H.X)
= { definitions: (16.10) , (16.11) }

B U6OX
Summarising,
(16.14) FX = BU#X

In particular,

(16.15) F.X 1 6.X

Next, we claim that

(16.16) L(i: i>0: F.#".B) = U(i:i>0: 0.B) T uF
from which it follows that, if ' is denumerably Ll-junctive,
(16.17) F.U(i: i>0: ¢.B) = U(i:i>0: 0.B) T uF

That is, LI(i : i > 0: #'.B) is a fixed point of F' that is at most uF. Since pF
is the least fixed point of F' the two are equal.
The proof of (16.16) proceeds as follows: we have:

U@G: i>0: F.0.B)
= { (16.14) }
UG: :>0: B U §*.B)
= { plat calculus }
U(: i>0: 6".B)

C { BC F—, (16.15) }
UG: i>0: Fi.—)
C { elementary induction }
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This completes the first half of the theorem.

Induction is needed to show that §°.B is a monotype. The basis is B is a
monotype: this is true because B is the result of applying the relator +— to the
monotype A. The induction step is also straightforward: # preserves monotypes
because it is the composition of two relators (—+ and H) and hence is itself a
relator.

The final step is to investigate the circumstances under which these mono-
types are disjoint. Formally we prove that if H is, in addition, M-junctive then,
for all natural numbers i and j, #**'.B N ¢.B = —.

0t B M 6.B
= { 6 inherits M-junctivity from H.
Hence so does ° }
0'.(0°*'.B 11 B)
= { definitions of § and B }
0'.((—+H®.B) 1 (A+—))
= { + and 1 abide: theorem 12.84(d) }
0 .(—+—)
= { co-strictness of +: theorem 12.70,
6 inherits strictness from H }

The fact that pF is itself a catamorphism (see the identity rule: theorem
13.20) leads one to speculate that in the case of strict, denumerably L
junctive H — all catamorphisms are finitely computable when applied to el-
ements of puF (provided their arguments are computable). This is indeed the
case. We leave it to the reader to verify (using the computation rule: 13.4(a))
that for all specs R and S,

(RvS)eB = Ro Ao —u
and, for all 7 > 0,
(RvS) o 0F'.B = S o H([RvS) o 0.B) o <>u

For anyone wishing to base a programming language on our calculus the details
of this last remark are highly significant. The remark is also significant to
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programmers but the details less so: all the programmer need know is that if H
obeys the three conditions stipulated in theorem 16.12 each element of puF' has
an easily identified “size” and the application of an F-catamorphism to such an
element can be evaluated in time proportional to the product of the element’s
size and the complexity of the arguments of the catamorphism.

The extra structure introduced into grounded types makes little difference
to the computation rule; where it is needed we shall simply instantiate theorem
16.6(a) with G.X = A. The fusion property for ground-relator-catamorphisms
is worth stating, however, because we can exploit the extra structure to strengthen
the general result.

Theorem 16.18 (Ground-Relator Fusion) For < in {C, =, 3},

Ue(RvS) < (PvQ)
= UocRoeA <A PoA A UoSoHI < Qo HU
O

The added-value of this theorem relative to theorem 13.14 — apart from the
antecedent having been split into two conjuncts is the introduction of the
domain restrictions A and H.I in the first and second conjuncts, respectively,
of the antecedent. Note that

UocRoAd PoA « UocRJP

Thus the first conjunct in the antecedent has been weakened. (That it is a true
weakening is easily seen by taking A = —.) The second conjunct has been
similarly weakened.

Proof Tet < € {d,=C}. Then

Ue(RvS) 9 (PvQ)
{ domain trading: theorem 13.19(a), since A+H.I = F.I
and junc-sum fusion: theorem 12.66(a) }
Uo((Red)v (SeHD) 9 (PvQ)
= { catamorphism fusion: theorem 13.14 }
Uo (RoA)v (SeHI) <9 PvQo FU
= { spec-junc fusion: theorem 12.68;
definition of F: (16.7),
and + abides with composition: theorem 12.66(b) }
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(UeoRoA)v (UsSeHI) <9 (PoA)v (QoHU)

{ junc cancellation: theorem 12.80(a) }

RoAQ PoA ANU©°SeHI 4 (o HU

U o
O

16.3.2 Introducing Polymorphism via Map

We come now to the first of the primitive operators in the Bird-Meertens for-
malism, namely the map operator. Section 14.1 provides the appropriate mech-
anism for introducing such an operator: we must express F' in the form /® for
some binary relator ®. This we can do by choosing A = K.I for some relator
K and defining binary relator ® by

(16.19) R® S = KR+ H.S
Accordingly we have:
(16.20) F.X = (I®).X = KI+ HX

Note that K.I is a monotype so that F'is indeed grounded. It is also poly-
morphic in the sense that we have defined a family of relators, namely the set
of relators (B®) for B ranging over all monotypes. More importantly we can
instantiate the theorems of section 14 to obtain the sought-after map operator.
Specifically, instantiating definition 14.3 and citing theorem 14.18, we have:

Theorem 16.21 (Map) The function = from specs to specs defined by
=R = (K.R+ H.I)

is a relator.
O

The function = defines a family of monotypes, namely the monotypes =B
where B ranges over monotypes. In particular, =/ = pF. For each spec R,
the spec @R has left domain =(R<) and right domain =(R>). In addition, for
monotypes A and B and imps f € A +— B, wf € wA <— =B. An instance of
such a relator is the List relator which is sometimes denoted by *. In functional
programming texts *f is commonly called “map f” (and sometimes written
that way too) and denotes a function from lists to lists that “maps” the given
function f over the elements of the argument list (i.e. constructs a list of the
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same length as the argument list whereby the elements are obtained by applying
f to each of the elements of the argument list). This then is the origin of the
name “map” for =.

We will mostly use another but equivalent definition for map that exploits
the particular structure of the relator ®. That definition is obtained by first
instantiating the map fusion theorem (theorem 14.14) of section 14,

Theorem 16.22 (Map Fusion)
(PvQ)e=R = ((P-KR)v Q)

Proof
(P v Q) - =R
= { map fusion: theorem 14.14, definition of ®: (16.19) }
(PvQo K.R+H.I)
= { junc-sum fusion: theorem 12.66(a) }
(P -K.R)vQ o K.I+H.I)
= { domain trading: theorem 13.19(c), K.I+ H.I = F.I }
(P e KR)v Q)
O

Theorem 16.23 (Map — Alternative Definition)

ok = ([(7' 0 KR) \Y% ’Iﬂ)
Proof
@R
= { = isarelator }
w] o whl
= { =l =l = (uF) }
(uF) o =R

= { pwF = 7vn, map fusion: theorem 16.22 }
(7 = K.R) v 1)
O

The reason why we sometimes prefer this definition is that catamorphisms
of the shape (R v 7)) enjoy many properties.

Instantiating the computation rule (16.6) with the revised definition of F

(16.7)  and the above definition of = we obtain the following computation
rules:
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wRoT = TOK.R
wRo’r] = ’I’]OH.wR

These two equations can be recombined into one using theorem 12.80 viz:
(16.24) @R o Tvn = (1 o K.R) v (n o H=R)
Recalling that

wl = puF = 17vn = (1 o K.I) v (n o H=I)

(see theorems 14.12, 16.2 and equations (16.8), (16.9) and (16.20)) one can view
@R as a spec which, when applied to an element of uF', applies R to the ground
elements but does not destroy the original structure.

16.4 Defining Reduce

The second primitive in the Bird-Meertens formalism is called “reduce” and is
denoted by the symbol “/”. In the context of our work, reduce is a function from
specs to specs. We shall adopt the same symbol but use it as a prefix operator
in order to be consistent with our convention of always writing function and
argument in that order. Thus we write /S and read “reduce with S” or just
“reduce S”.

(In choosing to write reduce as a prefix operator we are turning the clock
back to Backus’ Turing award lecture [11] rather than following the example
of Bird and Meertens. In the context of Bird and Meertens’ original work
reduce was a binary infix operator with argument a pair consisting of a binary
operator, say @, and a list, say z, thus giving @&/x. In the course of time
it was recognised that calculations and laws could be made more compact by
working with the function (r — @/x) rather than the object ©/x. To achieve
the compactness the notation @/ (or sometimes (@/)) was adopted for the
function, the process of abstracting one of the arguments of a binary operator
being commonly referred to as “sectioning”. By this development, presumably,
they came to the convention of using “/” as a postfix operator. Since our
concern is to profit from what has been learnt rather than repeat the learning
process we shall not adopt their notation in its entirety.)

The idea behind reduce is that it should have a complementary behaviour
to map. Recall that map, applied to an element of pF', leaves the structure
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unchanged but applies its argument to the ground elements. Reduce should do
the opposite: leave the ground elements unchanged but destroy the structure.
Since a catamorphism does both (modifies the ground elements and the struc-
ture) we formulate the requirement on reduce as being that every catamorphism
is factorisable into a reduce composed with a map. l.e. for all specs R and S,

/S o =R = (RvS)

Let us try to calculate a suitable definition for /S.

/S o =R
= { We try to express /S as a catamorphism
e /S =(PvQ) }
([P v Q]) o wh

= { map fusion: theorem 16.22 }
(P KR) Q)

Now we cannot choose P and @ (for arbitrary relator K) such that
(P-KR) v Q) = (RvS9)

But if we take P = [ and Q = S, i.e. we define the reduce operator by:

(16.25) /S = (K.I v 9)

then we have established the following factorisation property:

Lemma 16.26

/S o =R = (K.R v S

Some simplification of (16.25) is possible using domain trading and junc-sum
fusion (theorems 13.19(a) and 12.66(a)). Specifically, we claim that the term
K.I in (16.25) may be replaced by I (the verification being left to the reader)
which leads us to the following definition of reduce:

Definition 16.27 (Reduce)
/S = (I v S)
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O

For /S we have the following computation rules (obtained by instantiating the-
orem 16.6 with G.X = K.I for all X):

/S o1 = K.I
/S en = So HJS

So one can view /S as a spec which, when applied to an element of pF, strips
the ground elements of the constructor 7 and replaces the constructor n by S.

16.5 Monadic Relators

As mentioned before, with F' having the form given by (16.20), we cannot
factorise every catamorphism into a reduce and a map for arbitrary relator K.
For relator K defined by K.X = X i.e. the identity relator we can, since

(R v 9)

= { e KR=R}
(K.R v S)

= { catamorphism factorisation: theorem 16.26 }
/S o =R

So we further specialise the binary relator ® and the unary relator F' by defining
(16.28) K.X = X

(16.29) X ®Y = X+ HY

and

(16.30) F.X = (I®).X = I+ HX

for all specs X and Y. Then we have established the all-important:

Theorem 16.31 (Factorisation) With relator F' defined by (16.29) and
(16.30) we have, for all specs R and S,

(RvS) = /S-=R
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The importance of this theorem derives from the fact that it enhances further
decomposition of calculations with catamorphisms. Instead of working with the
entire catamorphism one works with the components /S and =R. Laws are also
formulated concerning the individual behaviours of reduce and map as well as
their interaction. The advantage is that the laws become extremely compact
and thus more manageable, the disadvantage is that there are more of them.
Let us illustrate this by considering the computation rules, the unique extension
property and the fusion properties of reduce and map.

First, the definitions of the constructors 7 and 7 are specialised accordingly:

(16.32) 7 = pF o — = <
(16.33) n = uF o <> = <> o HuF

Whereas before we had two computation rules, one for each of the constructors,
we now have four rules:

Theorem 16.34 (Computation Rule)

) wRoT = TR
(b) wRon = no H=R
(c) /ST =1
d) /S en = Se° HJ/S

(Of course these rules can be recombined into two using the factorisation theo-
rem, and whether one chooses to do so is a matter of taste.)

In the case of the unique extension property there is little gain from the use of
the factorisation theorem.

Theorem 16.35 (Unique Extension Property)

XO/_,[,F:/SOWR

XorT =R AN Xon = So H(XouF)
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On the other hand, the fusion law becomes more compact since it suffices to
state the law only for a reduce. We call the resulting theorem a “leapfrog”
rule because its symbol dynamics is that a reduce “leapfrogs” from one side to
the other of a composition of two specs. (The more general fusion law can be
recovered by combining the reduce leapfrog theorem with the monotonicity of
the relator =.)

Theorem 16.36 (Reduce Leapfrog) For < in {3, =,C},

Ro/S 9 /TewR <« RoSoHI < ToHR

Proof

Ro /S Q /T o =R

{ definition 16.27, factorisation: theorem 16.31 }
Ro([(IvS) 9 (R~vT)
= { ground relator fusion: theorem 16.18, A = K.I =1 }
Roelol 9 Rol A RoSoHI < To HR

{ calculus }
ReSoHI < T o HR

Because pF' is expressible as a catamorphism, it too can be factorised:
Theorem 16.37 (Identity Rule)
/n o =T = =l
Proof

/n o @1
= { factorisation: theorem 16.31 }

(7 v n)

= { constructors: theorem 16.2 }
(F)

= { identity rules: theorems 13.20 and 14.12 }
w]
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Theorem 16.37 is one of those theorems that, because of their simplicity, are
very often overlooked and yet prove to be vital.

A special reduce is /n (for list-structures this is the “flattening” catamor-
phism; it maps a list of lists to a list). For this catamorphism there exist two
special leapfrog properties:

Theorem 16.38 (/n Leapfrog)

() /S /n = [S¢ =[S
(b) =R [n = [yoweR

Proof Immediate from the reduce leapfrog rule — theorem 16.36 — and the
two n-computation rules — theorem 16.34(b) and (d).
O

Corollary 16.39  The triple (=, 7, /n) is a monad in the following sense:

(a) @ is a relator.

(b) T € we> ]

() /n € =<c>==
(d)  /newr ==l

(e)  /neoT =1

(6) /oo /n=/n°=/n

Proof Part (a) has already been mentioned. Parts (b) and (e) follow from
the computation rule of 7 (theorem 16.34), (¢) and (f) follow from theorem
16.38 and (d) is just the identity rule.
O

The concept of a monad is highly significant and is given due prominence
in the mathematical literature. (See for instance [13, 58]. Note that monads
are also called “triples”.) In the computing science literature the importance of
monads is as yet difficult to assess but appears to be steadily growing, the best
known example being lists: a monad is formed by the triple , [_] and flatten,
where % denotes the list map operation discussed earlier, [_] is the function that
constructs a singleton list, and flatten is the function that “flattens” a list of
lists into a single list. See for instance [92] for examples of particular relevance
to the design and implementation of functional programming languages.

The existence of a monad structure is the reason why we call the relator of
this subsection a “monadic” relator.
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16.6 Pointed Relators and Filter

The third, and final, primitive operator in the Bird-Meertens formalism is called
“filter” and denoted by <. The function of <p ( read “filter with p”, or just “filter
p”) is just to filter out the elements in a given data structure that do not satisfy
the predicate p.

There are two obvious requirements on the definition of a filter operation.
The first is that <true should be the identity function on pF. The second is
that <false should return an “empty” data-structure. In order to meet the latter
requirement we introduce a so-called “unit element” into the definition of H,
viz:

(16.40) HX = 1+ JX

where .J is a relator. Consequently, F'is specialised to:
(16.41) FX = I + (1 + J.X)

with the two constructors we already have

(1642) 7 = pF o — = —
(16.43) n = pF o <= = > o 1+ JuF

and two new ones

(1644) 0 = :U’F 0 L0y = <o oS |l
(16.45) 4 = pF o 204> = 20> o JuF
Note that

(16.46) n = O v +H

Because this relator has a disjoint unit in its ground as well, we call these
relators “pointed relators”. Again we want to point out that because this relator
F'is just an instance of the previous one, the definition of map and reduce stay
the same and all the theorems stated so far remain valid. For our immediate
purposes we only need to update the computation rule:
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Theorem 16.47 (Computation Rule) In addition to the computation
rules given in theorem 16.34 we have:

a)
b) @wRoH = H o J=oR
c) [(SvT)oOd = Sol
d) /(SVT)O—H-:TOJ./(SVT)

Proof There are two pairs of computation rules given in the theorem but by
using junc cancellation (theorem 12.80(a)) we can derive the elements of each
pair simultaneously. We illustrate the method on the second pair:

(/S 9 T)oD) v (/S T)e+)

= { spec-junc fusion: theorem 12.68(a) }
/(S v T)oOv+H

= { (16.46) }
[(S v T)en

= { computation rule: theorem 16.34(d) }
SvT o II-I—J./(S v T)

= { junc-sum fusion: theorem 12.66(a) }
(Sell) v (T o JJ(SvT))

We have thus proved the equality of two juncs. Rules (c¢) and (d) now follow
by the junc cancellation theorem. The first pair is derived similarly.
([

16.6.1 Definition of Filters

The definition of filter is borrowed directly from the work of Meertens [68] and
Bird [19]:

Definition 16.48 (Filter)  For right-condition p,
P = /[ne =(rap>(0eTT))

Note that from the fact that 7 and O o TT are imps and the fact that con-
ditionals, junc and catamorphism respect imps it follows that <p is an imp.
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In this section we explore several algebraic properties of the filter operation.
The properties that we seek are motivated by the relationship between the Bird-
Meertens formalism and the so-called quantifier calculus, which relationship will
be clarified in the next section.

By design <true is the identity function on specs of the correct type:

Theorem 16.49

dtrue = wl

Proof

dtrue

= { definition 16.48 }
/n o w(r<true>(d o TT))

= { conditionals: theorem 15.18(a) }
/’]7 o wWT

= { identity rule: theorem 16.37 }
w]

Now we consider whether two filters can be fused into one. Since <p is a
catamorphism of the form /1o ®p where p = 7<4p>(0 o TT) it pays to begin
by exploring whether a map can be fused with a filter. Indeed it can.

Lemma 16.50

(a)  @Ro <ap = /newa((teR)Ap>(0eTT))
(b)  /mewRo <ap = [newm(RAp>(0oTT))

Proof For brevity let p denote 7<4p>(0 o TT). Then we prove part (a) as
follows:

wRo <p

= { definition 16.48 }
@B o [1 o =p

= { /n leapfrog: theorem 16.38(b) }
e woR o p
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{ = is a relator, definition of p }
/77 o w(wR o 7dp [>(|:|o—|_|—))

{ conditionals: theorem 15.18(n) }
/77 o w((wRo’r)Qp |>(wRo DO—H—))

{ computation rule: theorem 16.47(a) }
/n o =((ToR)<ap>(8TT))

Part (b) is derived from (a) using the leapfrog rule, theorem 16.38(a), followed
by theorem 15.18(n) and the computation rule 16.47(c).

O

A direct consequence of lemma 16.50 is:

Theorem 16.51 (< distribution)

ap o aqg = <(pAq)

Proof

O

ap o g

{ definition 16.48, lemma 16.50(b) }
/n e =(rap>(B e TT))<dg>(0 - TT))

{ conditionals: theorem 15.18(f) }
/n > =(r<(pAg)>(B = TT))

{ definition 16.48 }

ApAq)

Yet another fusion property for filters is

Theorem 16.52 (Filter Translation)  For all imps f

ap o wf = @f o a(pef)o wf>

Proof

wf o a(pef) o =f>
{ lemma 16.50(a) }

/n e =(T e f)a(pe f)p(B e TT)) o =f>
{ relator.@ }

/n e =((T o f)(pef)B(B e TT) o f>)
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= { imp.(f>), conditionals: theorem 15.18(0) }
/e =((Tofof>)<(pofof>)>(0eTT o f>))
= { domains: (10.25) and TT o f> = TT o f : (10.20) }
/n e =((T e f)A(pe f) (0o TT o f))
= { e imp.f, conditionals: theorem 15.18(0) }
/n e =(rap>(0eTT) o f)
= { relator.= }
/n e =(TAp>(0 e TT)) o =f
= { definition 16.48 }
P o =f

([

Theorem 16.52 can also be strengthened in the same way that theorem
15.18(0) was strengthened to theorem 15.18(p).

The syntactic resemblance of theorems 15.8 and 16.52 should not go unno-
ticed. After some thought the resemblance is not surprising: p> is a sort of filter
but on elements of some base set, <p is the same filter but “lifted” to elements
of wI. (By the way, Meertens [68] included both laws but they are somewhat
hidden in the text.)
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Chapter 17

Solutions to Exercises

Solution to exercise: 3.27
a: We derive for any y

yCMN(z:zeS: faynNnn(z: x€8: gx)
{ definition of infimum and (3.22) }
Vz: 2zeS: yC fax) N Y(z: zeS: yC gux)
{ distribution of V over A }
Vz: 2zeS: yC fa AyLC gux)
{ (3.22) and definition of infimum }
yCN(z: ze€8: faNgx)

b: For any y we derive

y CaMnrLs

{ (3.22) and definition of infimum }
yCaAV(z: zeS: yC )

{ S # () hence distribution of A over V allowed }
Viz:zeS: yCaAyLCa)

{ (3.22) and definition of infimum }
yCMN(x: z€S: alx)

c: For any y we observe

192z

y CMN(x: zeS: TN
{ definition of infimum }

323
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Vz: zeS: yCTI)
{ term true }

true

O

Solution to exercise: 3.28
a: Let R be reflexive and anti-symmetric, for any x and y we have

r=Y
= { Leibniz }
V(z :: zRx = zRy)
= { Instantiate z .=z and z .=y }

csRx = xRy N yRx = yRy
{ R is reflexive }

zRy N yRx
= { R is anti-symmetric }
r=1y
b:
(=) Assume that R is reflexive and transitive. For any z and y we derive
xRy
= { R is transitive }
V(z:: zRx = zRy)
= { instantiate z :=x }
rRx = zRy
= { R is reflexive }
xRy
(<) Assume xRy = VY(z @ zRx = zRy) holds for all z and y. For

reflexivity of R we have

TRz
{ assumption }
V(z:: zRr = zRx)

{ term true }

true

For the transitivity of R we derive



325

xRv N vRy
{ assumption }

V(z: zRx = zRv) A V(z: zRv = zRy)
{ distribution of ¥V over A }

V(z: zRr = zRv N zRv = zRy)

= { = is transitive }
V(z:: zRz = zRy)

= { assumption }
TRy

c: In view of part a and b, it only remains to prove that V(z :: zRz = zRy)
= z=y and zRy = V(z: zRxr = zRy), for all z and y, implies that
R is anti-symmetric.

xRy N yRx
{ assumption }
V(2 zRx = zRy) N VY(z: zRy = zRx)
{ distribution of ¥V over A, calculus }
V(z : zRx = zRy)
{ assumption }
z =y

O

Solution to exercise: 3.46
a: First observe that x C z Ll y, since for any z we have

r Lz < zUy L 2
{ definition supremum }
L2 <= 280 2zAyC 2

{ elementary predicate calculus }
true

Hence, by duality x My C = .

zU(xNy) =

{ zUy 3 x for arbitrary y }
rU(zNy) C o

{ definition supremum }
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rCox AN afNy CEx
= { calculus }
true

b: Note that M.(y: y 3 S: y) = .S where Sisdefinedbyye S =y 3 S.
We show that U.S solves

U.S
{ indirect equality }
Viy: LWSCy: zCy)

{ suprema }
Viy: SCy: 2Cy)

{ definition of S }
Viy: y € S zCy)

{ definition of “below” }
zC S

N
M

O

Solution to exercise: 3.51

Let S be a non-empty, finite set. From property 3.50(a) we observe that it
is sufficient to prove M.S € S . The proof is by induction on the cardinality of
S. For S a one-element set, the result follows from (3.15). If |S| > 1 we can
choose two subsets of S, X and Y, both non-empty and stricly contained in S
such that S = X UY . By induction we have N.X € X and M.Y € Y . Since
C is total we assume, without loss of generality, M.X C 1M.Y . Hence

{ (3.16) range disjunction }
(M.X)M(Nn.Y)
{ (3.26) since M. X C M.y }

€ { XxXcs}
S
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O

Solution to exercise: 3.52
For S and T subsets of A we derive

M.S C nT
{(3.26) }
n.s = (nsS)n(n.or)
{ range disjunction: (3.16) }
ns = n(surT)
= { Leibniz }
S = SuT
{ set calculus }
SOT

As a dual we have
S C T <= SCT.

O

Solution to exercise: 4.10

The proof is by mutual implication.
<: Assume V(S : min.S exists : fmin.S = min.f.S) . Let x T y, hence
x = min{z, y} . From the assumption it follows f.z = min.{f.z, f.y}, from
which we deduce f.x C f.y .

=: Assume min.S exists. We prove f.min.S satisfies the definition of
min.f.S . First we observe fmin.5 € f.5 , since min.S € S. It remains to
prove V(s: s € S: fmin.S C f.s). Since f is monotonic, this is implied by
min.S C s for all s € S; which is trivially true.
(Il

Solution to exercise: 4.15
For any X C B we derive

nfxX C MNgX
{ characterisation of infimum: (3.10) }
Vz:ze X: NfX C gux)
= { N.fX C fux ,transitivity }
Vz:2z€e X: fo C gux)
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The dual property is
UfX JUgX <« fJg.

O

Solution to exercise: 4.19

First the easy part. Assume (fe) is univerally L-junctive. Take an arbitrary
X C A and define the set of endofunctions X by z € X =z € X. Since
(fe) is univerally U-junctive we obtain (fs).L1.X = L1.((fe).X) . Applying both
functions to an arbitrary y € A, we obtain f.U.X = U (f.X).

For the other part, assume f is universally Li-junctive. Let G C A «— A,
then for arbitrary = € A we have

(f9)-(01.G)). |

{ definition of (fe) and U }
fU(g: geG: g.ux)

{ [ is universally Ll-junctive }
U.(g: g€ G: fg.ux)

{ definition of Ul }
(0. G))

~{ definition of (fs) }

(L-((fe).G)).x

O

Solution to exercise: 5.40
We first prove the equivalence between a and b. The rest is proven by cyclic
implication. Assume (F, G) is a Galois connection.

Viz: 2 € B: Fx = min.(y: =z = Guy: y))
{ definition min }

Viz: 2 € B: x =GFx ANV(y: x = Gy: Fa C y))
{ (F,@G) is a Galois connection }

Viz: z € B: GFx = 1)

We now prove b= c¢= d=-e=b.
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V(z: z € B: GFx = x)
{ theorem 5.20(a) }
Vir: z € B: x € G.A)

{ calculus }

B=G.A

= { theorem 5.16(a), restriction to G.A is vacuous }
F'is a poset-monomorphism

= { calculus }
F' is injective

= { definition of injective }

Vr: z e B: FGFx = Fx = G.Fx = 1)
{ semi-inverse }

V(z: z € B: G Fx = x)

The fact that any of the clauses a through e implies F.z = M.(y : = = Gy : y)
for all x € B is trivial.
The dual theorem is:
For (F,G) a Galois connection the following are equivalent

a VY(y:yeAd: Gy=max.(x: Fax =y: 2)),
b Vy:yeA: FGy =vy),

c  Fis surjective,

d G is a poset-monomorphism,

e (G is injective.
And any one of the above implies

e Vy:yeA: Gy=U(z: Fx =y: x)).
(I

Solution to exercise: 6.8
The proof is by cyclic implication. a=b
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b
= { suprema and infima }
rN(yUz) C(xrMy U (znz)
= { awithz =212 }
rN(yUz) Cxll(yU (znz)
{ infima,z N (y U z2) Cx }
xN(yUz) Cyl(xnz)
= { awithy,z := 2,y }
rN(yUz) Cxrl(zUy)
{ supremum is commutative }

true
b=—c

(x Uy) N (zU 2)

= { bwithz,y =z Uy, x }
(zUy) M) U (@@ Uy)n 2

= { (zUy)Nz)=ua;bwithz,z =z2x }
z U (zMz)U(ynz)

= {zU(ynz =2}
x U (ynz)

— { c twice, calculus }
(xUy) N(yUzn((zUuz

d=a
Instantiate ind x, y, z == (x M y) U (z M 2), y M 2z, . Then the right-hand
side of d becomes
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((zMy) U (z M z) U (yz)n
(yMz)Ua) N (z U (xNy) U (znz)
= { diz U (zNw) =z twice }
(zUyNzUzN(yUz)N((yNz)Uz) N
= {zN(zUw) ==z }
(ydz)na

and the left-hand side of d becomes

((zny)U(zNz)yMzU

((y M=) 1 o) U (((# M y) U (21 2) M)
= { infima, suprema }
(zNyNz)U (zNy) U (xnz)

{ infima, suprema }
(x Ny Uz

1M

O

Solution to exercise: 6.9
The proof is by mutual implication.
First assume distributivity, then

x [l

v Ey
For the other part, assume z M 2 C y A 2 C 2 Uy =2 C y holds. From
exercise 6.8(a) it is sufficient to prove x M (y U 2) C (z N y) U 2

zMN(yUz) C(zNy Uz
= { assumption, ¢ some w }
rMN(yUz)NwC(xNy) Uz
ANzMNyUz) Cwl(xny) Uz
= { choose w = y }
true
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O

Solution to exercise: 6.10

With the notation as in the hint:

Since L.(zx M'8) C z N (L.S) , it suffices to prove for every ordinal § that
z MYz C U.(x N S). By transfinite induction: for the step we have

x 1 Eﬁ+]
= { definition ¥ }
x I (Zﬂ LI Sﬂ)
= { distributiion }
(x M Xg) U (z 1 Sp)
{ induction, calculus }
L.(x U S)

Ir1

For the limit case we observe

x I 2,3
= { B is a limit ordinal }
z N U(a: a<f: S,)
= { S, forms a chain, chain distribution }
U(a: a<f: xMS,)
C { induction }
U(a: a<p: znS)
= { calculus }
L.(x 1 S)

Solution to exercise: 6.30
Let 2’ and "' be complements of z. By symmetry the following suffices

'/L,I

= { zU2" =TT}
' 1 (x U 2"

C { exercise 6.8(a) }
(' Mz) U 2"

= {1z =—1}

"
T
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O

Solution to exercise: 6.31
Just for fun we calculate the upper adjoint of n |, so it exists.

nlk <1

= { supremum }
n<IlVk<l

= { calculus }

ifn<l—trueln>101—k<I[fi
{ true = k < o0 }
Ek<ifn<l—oo|n>1l—1fi |,

hence (n |)f.l = if n <l—oo|n >1—1fi.
Similarly (n 1)’k = if k <n—0]k >n—k fi. So

(n )"0
{ definition (n J)* }
ifn=0—00]n>0—0 fi
# { forn#0and n # oo }
if n <oo—oofn=0—0fi
{ definition (n 1)’ }
(n1)".00

O

Solution to exercise: 6.32
For any endofunction f and a set S:

FULS = U.1.S

{ f = f°°, definition conjugate }
=(fo.=(.9)) = L.A(fo.(=9))

{ calculus, de Morgan }

O

Solution to exercise: 6.33
Part a is trivial, since y C z U yand x My C y .
For part b



334 CHAPTER 17. SOLUTIONS TO EXERCISES

(2M)y
C { 2 C oU (z0)’.z with z == (a2M)fy }
(z U (zU)’.(zM)fy) 11 (zM)f.y
C { distributution, calculus }
(z 11 (xM)fy) U (L)’ (2M)fy
C {20 @)fyCy}
y U (zL)°.(xm)fy
C { a twice }

(zM)hy

Note: the first step generalises the first step in the proof of (6.15), introducing
(zU)” . The third step generalises the third step in the proof of (6.15).
For ¢ we derive for any w

w T (zM)hy 1 (zM)hy

{ infimum }
w T (zMfy A w T (2M)hy

{ definition * }
zNwCyANzNDwEy

{ supremum, distributivity }
(xUz)NMwCy

{ definition * }
w C ((z U 2)N)hy

O

Solution to exercise: 6.45
O

Solution to exercise: 6.46
We first prove that a implies b. Assume p € A, then

pEaxUy

{ calculus, distributivity }
(pNz)U(pny) =p

{ pePAsopNae=pVphne=— 1}
pfNz= VvV —Uppny) =rp

{ calculus }
pCyVvpLy
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The equivalence of b of ¢ is proven by mutual implication.

b=-c
p=xly
= { part b }
p=2UyANpPCExVpLCy)
= { p =2 Uyimpliesz C pand y C p, calculus }
p=xVp=y
c=b

pExUy

{ calculus, distribution }
p=@nNx)u(pny)
= { partc }
p=pllzVp=plly

{ calculus }
pExVvpLy

If we assume complementation, we can prove b=c. Assume b and p C z, then

true

]

x =TT O p,partb }
-

}

C -z

calculus }

Vr = —

p L

< 8 < 8
g C
M M

8
Il
N RS B

O

Solution to exercise: 6.47
We first establish the equivalence between part a and b.

A is saturated
{ theorem 6.47 }
V(z: o = LUAMN)

= { instantiate z := TT }
T = U.A
= { Leibniz with (Mx) for every z € A }

V(iz: o = UAN)
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Assume a. We prove ¢ holds.

v Ey
{ definition 6.39 }
Ufa: aCxz:a) CU(a: aly: a)

= { exercise 3.52 }
Via: a Cz: aly)

= { transitivity }
v Cy

Assume c. We show the validity of b.
1T C UA

{c}
Va: a T TT: a C LL.A)
{ aranges over A }

true

O

Solution to exercise: 7.5
Let f be reflexive, idempotent and monotonic.

gE feh

= { [ is monotonic }
fegE fefeh

= { fisidempotent }
feg E feh

= { [ is reflexive }
gC feh

O

Solution to exercise: 7.6

Function f is a closure operator over the poset (A,C), hence f € A +— A.
Take A to be the set of closed elements, i.e. 4 = f.A. We construct a Galois
connection between A and A. Let F be f but typed as F € A «— A . Take
G € A «—— A to be the inclusion, i.e. G.x = z for all z € A. Now observe
that G« F = f and F « G is the identity on A. It is easy to check that F' and
(G satisfy the clauses of theorem 5.30.
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O

Solution to exercise: 7.16
By definition 7.10 f* is an f-closure. It remains to prove that it is the least

f-closure. Let ¢ be an f-closure.
frE
= { corollary 7.12(e) with g,h:=I4,¢ }

IAEp N fepLop
{ ¢ is an f-closure }

true

O

Solution to exercise: 7.17
We prove the statement by mutual containment.

(Fo)" C ()
= { Corollary712(e) } )
La © (f*)e A (fo) o ((f*)e) T (f)e
= { corollary 7. 12(b), e is associative }
Ig & Lae A (fof*)e T (f*)e
= { calculus, monotonicity of e and theorem 7.10(a) }
true

For the other containment we observe

(f*)e T (fo)*
{ definition of lifting }
V(g freg T (fo)*.9)

Hence, for g an arbitrary endofunction we derive

freg & (f9)"g
{ (+g) has an upper adjoint (sg)* }

frE (sg)f(f)g

= { corollary 7.12(e) }

Ta © (og)(fo)"g A fe(ag).(fo)".g E (sg9)".(f*)"g
{ adjoints }
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g C (f)g A fe(eg)(f)g29 E (f)"y
= { corollary 7.12(b); cancellation: (sg).(
felfo) g E (f)yg
= { theorem 7.10(a) }
true

g)'h T h }

O

Solution to exercise: 7.22

d  We are obliged to prove two inclusions. The inclusion ¢* T f* does not
require induction: by the monotonicity of * it suffices to show that ¢ C f. Now,
for all , we have:

g.r

= { definition }
TOw

= { calculus }
(y —» 2@y

C { 7.12(f) }
(y = 2@yl

= { definition }
fa

Hence, abstracting from z, ¢ T f as required.
The other inclusion is the one requiring induction:

ffxa C g
&= { 7.12(e), (b) }

fgrx T g
= { definition of f }

(y — gz & yrgx C g~z
= { 7.12(e) }

g @& gtx C g
{ 7.10(a), definition of g }

true

e Again we begin with the inclusion not requiring induction.
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uf
= { definition of f }

pwrz = (y — =@y

3 { p and closure operators are monotonic, — C x }
plr = (y = zoy)*—)

= { definition of y }
plrz = ply = @ y))

= { definition of h }

uh

Now for the other inclusion we first simplify the proof requirement:

pf € uph
{ 721}
fouh £ ph
{ definition of f }
(y = ph & y*ph T ph
= { 7.12(e) }
ph & wph T ph

T

But,

ph
- {720 }
h.uh
= { definition of h }
uwly = ph @ y)
- { 7.20 }
ph ® pwly — wph & y)

Hence ph = ph @ ph and the proof is complete.
f  This last part is just a combination of the previous two. From d we have
f* = g%, hence uf = pg (since pf = f*.—). Together with part e we have

pg = ph.

Solution to exercise: 7.23
The proof is by mutual containment.
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P ’rhe least fixed point of feg }

{ ul(feg)is
f9.-fulgef) = fulgef)
{ wp(gef)is a fixed point of g f }

u(feg) C fulgef)
f)

true

For the other containment we observe

faulgs f) C u(feg)

{ ,u(f‘- g) is a fixed point of feg }
fulgef) € fgu(feg)
= { [ is monotonic }
u(gef) € g.u(feg)

{ see above, with f and ¢ interchanged }
true

O

Solution to exercise: 7.24

For part a
alf)
= { definition fixpoint }
fa(f)
= { fg=1[ forallg }
[ .

For part b we observe that we have the following characterisation for ji(fe):
i fa(fe)x = p(fe)x forallze A |
i1 p(fe)e Cy <« fyCy forallz,ye A .

From this it is immediate that ji(fe).z is uf for every x € A. Hence j(fe) = uf .
Now for the interesting claim, part c. First we show that f*e g is a fixpoint

of gu(fe) .
(GU(f*)-(f*=9)

= { application }
gufefreg
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— { distribution of eg }
(laU fef*)eg

— { corollary 7.12(f) }
[feg .

Now we prove f*s g is the least prefix point of gl (fs).

GO (f)h € h
= { application }
gUfeh T h
= { suprema, corollary 7.12(e) }
ffeg T h .

O

Solution to exercise: 7.25

frelge f)

= { 7.24(c) }
fref(hIUgefeh)

= { fixed point fusion: £7

fi=fre, g o= 10

i(h o> Jre(Tge )

= { 7.24(c) }
fi(h = ji(k = (TUgeh)U feh))

= { 7.22(f) and rearrangement of terms }
f(h s T fehligsh)

= { definition of U }
fi(h — T (fUg)eh)

= { 7.24(c) }
(fg)* .

23)
(g9¢) }

O

Solution to exercise: 7.26

The fixed points of f are the postfix points of f (those = for which x C f.x
holds) in the lattice of prefix points. The prefix points of f form a complete
lattice by the prefix lemma 7.7. By the dual of the prefix lemma, the set of
postfix points, hence the fixed points, forms a complete lattice.
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Now for the second part, an expression for the suprema and infima. Let F
denote the lattice of prefix points and £ the lattice of fixed points. We calculate
for X C L the supremum, i.e. Li;. X .

Ueg. X
= { dual of the prefix lemma with A := F }
Uz X
- [ (3.42) }
Nr{ye FI X C y}
= { prefix lemma }
Mafy e FIX C y}
= { definition of F }
Mafyc A X CEy A fyCy}
= { XCynfyLuy
= { =: X = f.X and monotonicity of f,
<: transitivity of T}
XEfyEuy}
C .

Mafye Al X C fy C y}

Solution to exercise: 8.20
For the proof of (8.21); instantiating x to — in (8.19) gives

= It = I

and

It 1
(8.9) }
1

= { (8.10)
{

Il
M~

}
N T C T
is unit }

Not that only the proof of It = I uses the fact that I is the unit of o .
For (8.22)



¥ = TuUzt

{ (8.11) and (8.17) }
¥ C Tuzt
{

(8.13) }

r C Tuxt A (JUzh)e(JUuzt) C TUzx"

{ (8.12), o is Ll-junctive }
Tol U Tox®™ Uatel U atoxt
{ [is unit of o }
I Ut UWategt C TUxt
{ calculus, (8.11) }
true

Finally for (8.23), observe

O

¥ = xf oo ¥

{(811) }
¢ C % o g*

{ (811): T C a* }
z C I o g*

{ I isidentity of o }
true

Solution to exercise: 8.35
The proof is by mutual containment

(zo)*x C ™

{ (826) )
x Caxt A zoxt C zt

{ (8.9) — applied twice }
T ozt C gzt

true

The other inclusion is proven by

zt T (wo)* .

{ (8.10) }

C JTuzt

343
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x T (xo)*x A (x0)*,
{ corollary 7.12(b); (
(xo)*.(x o (wo)*x) L (xo)*m
{ corollary 7.12(e) }

x o (zo)r T (zo)*x A (xo)*.(xo)*x T (20)*10

{ theorem 7.10(a) and corollary 7.12(c) }
true

o]
~—
*
8
o
X —~
8
o)
~—
*

Solution to exercise: 8.36
It is the objective to use

(17.1)

=

((a)* s Cy = 2 Cy) <« acyluy.
(ao)*x T x o (bo)*.1
{ (8.28) }
(ae)* I o x T x o (bo)*.I
{ factors: (8.3) }

(ao)* I C (z o (bo)*.1)/x
{ (17.1), see below }
I T (x o (bo)*])/x
{ factors: (8.3) }
x C oz o (bo)*.]
{ corollary 7.12(b), I is unit of o }
true

In the middle step we appeal to (17.1). To verify the antecedent for the case in
question we calculate as follows:

ac (xoe (b)* 1))z T (z o (bo)*.1)/x

{ factors: (8.3), and cancellation: (8.5) }
acxo (bo)*I C x o (bo) 1

{ theorem 7.10(a), monotonicity }
acoxo (bo)* I C xobeo (bo) .1

{ monotonicity }
acx L xob

{ assumption }
true
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Solution to exercise: 8.45

A counterexample to (8.46) is the following.

Consider the set R of binary relations over the set {a,b}. Let R range over
R. Take g to be the identity function on R and f = sq = (R~ R°R). We
demonstrate that fe f* #£ f*e f.

Take R = {(a,b),(b,a)}
Then sq.R = {(a,a), (b,
and  sq"R = {(a,b), (b,a). (wa), (b,1)) -

So, (sq**sq).R = {(a, )( b},

and (sqesq*).R = {(a,b),(b,a),(a,a),(b,b)} :

Note however that one inclusion is valid, namely:

(17.2) (feg)*sf T fe(gef)

That this inclusion is valid but not the opposite inclusion is attributable to
the fact that the function (ef) is universally L-junctive in the lattice of lifted
functions whereas (fe) is not. Since the proof of 17.2 closely resembles the proof
of the matching inclusion in the leapfrog rule we do not supply it here.

(I

b)} (which is a transitive relation),
a),

Solution to exercise: 8.49
Step 1. Reflexivity of \ is equivalent to I C X\X for all X which, in turn,
is equivalent to I being a right unit of composition. Dually, reflexivity of / is
equivalent to I being a left unit of composition. Transitivity of \ is the property
that, for all X and Z,
(Y= X\Y - Y\Z) C X\Z .
This, by the definition of supremum, is equivalent to, for all X, Y and Z,
X\Y e Y\Z C X\Z .

We leave this calculation (one use of the Galois connection between (X'\) and
(Xo) plus two uses of cancellation) to the reader.
Step 2. The Galois connection is

RadS = RLC Sv

from which (8.55) and (8.56) follow immediately.
We prove (8.57) by the rule of indirect equality.
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X C FEw

= { (8.54), factors }
Ede X C F

= { (853) }

E/E:X C E
{(=) 1C BB
(<) cancellation and monotonicity }
X C FE

By a dual proof E = FEp«.
Step 3. Suppose F' = X\E/Y . Then we have:

X\E/Y

= { (854) }
(X)/Y

= { (8.56) }
(Xp<>) /Y

= { (8.61) }
(X>a)\(Y<)

Thus we take Ly = X»<and L; = Y« To construct L, and L3 we calculate:

L

— { L = X« forsome X, (8.55) }
L«

= { (8.53) }
E/(Lv)

= { (8.57) }
(E<>) /(L)

= { (8.61) }
(Ba)\ (154

— { L = X« for some X, (855) }
(E<)\L

So we take Ly = E< and L; = L. Since L, is independent of L and L3 is
trivially uniquely defined by L, the (E<)th row of the factor matrix comprises
exactly one occurrence of each left factor of F.

For the right factors we have the following calculation:
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R

= { R = X» for some X, (8.56) }
R<a>

- [ (859) }
(RO\E

Since E is a left factor of itself (see (8.57)) we take L, = R< and Ls; = E.
Again it is easy to see from the above calculation that the Eth column of the
factor matrix comprises exactly one occurrence of each right factor of £. Finally,
property (8.62) is a trivial consequence of the identity L = (F<)\L, for all left
factors L, proved above and the fact that E is a left factor of itself.

(I

Solution to exercise: 8.65
Property (8.66) is verified as follows:

XY C F
= { (8.54) }
Y C X»
= { (8.56) }
Y C Xpo

{ <> is a closure operator }
Yo C X

{ (8.54) }
Xp<g oY C F

Since >< and <> are both closure operators (and thus X C Xp<and Y C Y.<)
it also follows that all four of the following inclusions are equivalent

XY C F
Xp< o Y
X o Y
Xpg e Yar C F .

£,
E

M1

3

Property (8.67) can now be verified using indirect equality:

Il
—
—

o

Ot

T
SN—
—
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XoYeZ C E
{ above }
XpgoY o Z C E

{ (8.54) }
Z C (XpaoY)
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Appendix

A Preliminary Remarks and Some Abbrevia-
tions

In this appendix we consider two aspects of the structured calculus of relations
presented in section 9. These are:

(a)  the completeness and independence of the constituent parts
of the axiomatisation

(b)  proofs of basic but non-evident results needed elsewhere in
the paper.

Since the purpose is to support the use of the calculus in the remainder of the
paper the discussion is at times terse and limited.

We may briefly summarise the discussion of the axiomatisation as follows.
First, the system of axioms is a sound but not complete axiomatisation of the
binary relations over some universe: we demonstrate the incompleteness by ex-
hibiting a model that fulfills all the axioms but is obviously not isomorphic with
some class of binary relations. Second, each of the different layers is indepen-
dent of the others but for the reverse structure. The dependence of the reverse
structure on the remainder of the axiomatisation permits an alternative formu-
lation of the axioms in which reverse is a defined notion. The independence of
the individual layers is discussed at the same time as we discuss the complete-
ness and soundness of the axiom system (since both apects involve exhibiting
models), namely in section C. How reverse might have been introduced as a
defined notion is discussed in section B.

For reference purposes we name the constituent parts of the axiomatisation
as follows:

P : the plat structure

C : the composition structure

R : the reverse structure

PC interface : the interface between the P and C structures

“

i.e. “o” is universally cupjunctive



350 APPENDIX . SOLUTIONS TO EXERCISES

PR interface  : the interface between the P and R structures
i.e. “0” is a plat automorphism
specifically, P31Q = PudQu

CR interface : the interface between the C and R structures

W

i.e. “0” is a contravariant monoid isomorphism
specifically, (PoQ)u = Quo Pu

and Iv =1
PC : the combination of P, C and their interfaces
PCR : the combination of P, C, R and their interfaces
M : the middle exchange rule
c : the cone rule

The reader may wish to remind themself of our conventions on operator
precedence, detailed in section 9.1.4, before reading further.

B Dependence

In this section we discuss the reverse structure, R, and its interfaces with the
plat structure, P, and the monoid structure, C. It is shown that, with a suitable
definition of “u”, all of R, the PR interface and the CR interface follow from
PCM. This opens up the possibility for an alternative presentation of the
axiomatic framework in which the reverse operator does not appear within a
separate layer but is a defined notion within the algebraic structure PC. A
second alternative is furnished by a mixture of the original presentation and
the first alternative. Both alternatives are investigated in some detail.

Yet another presentation of the axiomatic framework is furnished by a rule
dubbed “Dedekind’s rule” by Schmidt and Strohlein [84]. This alternative we
also discuss in some detail. (We are grateful to Schmidt and Stréhlein for their
insistence on the importance of this rule in lectures they gave in Utrecht in
1991.)

Which presentation of the axiomatisation one chooses is an important ques-
tion. We have to admit that the presentation chosen here reflects our relative
unfamiliarity with the relational calculus when we began this research rather
than a well-considered choice. In future revisions of this report it is likely that
we will build up the calculus in a quite different way.
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B.1 The Axiom F

We begin by remarking that, within the algebraic framework PC, definition 9.1
makes sense. We recall that the left factor, S/R, is defined by the property:

(BO) S/RI1X = S31X-°R
That it is well-defined is established by verifying that
S/R = U(X:S 33X eR:X)

We now remark that, for all (), “Qv” can be reexpressed entirely within the
language of PC. Specifically,

Theorem B1 Within the algebra PCRM
QU = _II/_IQ
Proof We have, for arbitrary X,
1/-Q 3 X
{ (B0); I is the unit of composition }

-1 JX o=Q oI
{ middle exchange rule; I is the unit of composition }

Q ] Xu o Ju
= { CR and PR interfaces }
Q3 X

O

Theorem B2 The system of axioms PCMF consisting of PCM supplemented
by the definition

is equivalent to PCRM.

Proof

On account of theorem Bl it suffices for us to show that the addition of (B3)
to PCM implies all the remaining axioms of PCRM. There are thus three

elements to the proof. We have to establish that “u” is its own inverse, the CR
interface and the PR interface. As a preliminary we show that Iv = I.

From (B3) and (BO0) it follows that
(B4) Iv I I
whilst
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(B5) v = I

We make frequent use of the middle exchange rule in the remainder of the
proof. On occasion, in order to use the rule, we use the axiom that [/ is the
unit of composition to insert “I” and/or by (B5)  “Iu” into a sequence of
compositions. Such insertions will go unannounced, the hint given being simply
“M?”. Similarly, deletions of “I” or “Iv” in a sequence of compositions will also
occur without mention.

We can now prove that “u” is its own inverse since we have, for arbitrary X,

Quu | X
{ (B3), (BO) }
- O X o —|(Qu)
{ M}
Qv 3 X0
{ (B3), (BO) }
-1 J Xu o —|Q

= { M}
-=Q 3 X o I
= {P;C}
Q33X
Hence
(B6) Quw = @

The interface between P and R follows from:

Po3 Qo
= {(B3),(B0) }
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—|] g QU o —|P
{ M (B6) }
P 3JQ
Only the CR interface is left to prove (and we have already (B5)). The con-
travariance of v follows from:

X J (PeQ)
{ PR interface, (B6) }
XvudPoQ@Q
{ (B3), (BO) }
I P Qo —X
{ M}
~(Qe—X) J Pu
{P}
—|(Pu) J@Q o =X
{ M}
X O Qu o Pu

O

We may conclude from the above that the reverse structure is not indepen-
dent of the remainder of the axiomatisation.

The first alternative formulation of the axiomatisation can now be explained.
Let PCRF denote PCR supplemented by the property (B3). Then we have:

Theorem B7 PCRM and PCRF are equivalent.

Proof

On account of the above it suffices to show that the middle exchange rule can be
derived within PCRF. Our proof involves three stages. First, we derive a rule
called the “divergence rule”, next we derive the rotation rule first mentioned in
section 9.1 and then we derive the complete middle exchange rule (these proofs
being conducted, of course, under the assumption of PCRF).

The statement of the divergence rule is as follows:
(BS) —JgPOQE—!]gQOP

Note that (B8) is an expression within the language of PC. Its name comes
from the fact that —7 is sometimes given the name “divergence”. (The interpre-

tation of —T is a relation between pairs of unequal, i.e. “divergent”, elements.)
To establish the rule we make the following calculation:
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~I 3 PoQ
{ factors: (BO) }
-1/Q 2P
{ (B3), P}
(~@)- 3 P
{ PR}
(=P 3 Q
{ (B3), P}
- /P 3JQ
{ factors: (BO) }
~I3JQoP

Note that the last two steps are the mirror image of the first two.
Now for the rotation rule:

-Pu O3 @ ° R
{ (B3), (BO) }
=TI g Q o R o P
{ divergence rule: (B8) }
-1 _ R o P o Q
{ (B3), (BO) }
—|Qu J Ro P

So we have established the rotation rule:
(B9) —-PoJQ°R = —-Qu I R-P
Finally we may proceed to the middle exchange rule.

-Y O P o =X o
{ rotation rule: (B9) }
Py O =X oQ o Yu
{ rotation rule: (B9) }
Xuo O @QoYuoP
{ CR interface }
X O PuoY o(Qu
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B.2 Dedekind’s Rule

One of the more difficult but frequently occurring tasks in the relational calculus
is to simplify an expression involving both composition and the cap operator.
This is the primary motivation for the rule that Schmidt and Stréhlein [84] dub
“Dedekind’s rule”.

Dedekind’s rule is, on first encounter, yet more forbidding than the middle
exchange rule: its syntactic shape is less attractive, the rule is plucked out of
the hat, is relatively complicated to use and its proof involves an ugly case
analysis. Against this must be weighed the fact that the rule is extraordinarily
powerful once proven it simplifies enormously the proofs of several other
basic properties. Moreover the rule does not involve complementation and yet,
in combination with PCR is completely equivalent to PCRM.

Lemma B10 (Dedekind’s Rule: 1st Version) In the axiom system PCRM
the following inclusions are valid:

(a) TNU-V C (TNUoVu) oV
(b) TNUV C U o (UuoT N V)
(c) TNU-V T (VANToU o (UsoT M V)

Proof We begin with (a).

T UV
= { excluded middle }

T n (Un TeVoldo(ToVy))eV
= { distributivity }

(T N (UnTeVu)eV) U (TN (UN—(TeVu))oV)
= { T (Un=(TeVu)eV C —
= { shunting rule }

UN=(ToVy) ooV C =T
= { monotonicity }
~(ToVe)oV C —T
{ left exchange rule }
ToVulL ToVu

true

}
T 1 (UNTaVu) oV
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Property (a) now follows by simple plat calculus.
By a similar proof, or by applying reverse to the equality above, one obtains:

TAUV = TNUs(UsoTNV)
Property (b) is an immediate consequence. Property (c¢) combines (a) and (b):

TU-V
= { (@)}

T 1 (UnNToVu) oV
= { (b)), U :=UnNT-Vu}

T M (UNToVy) o (UNToeVuuoT NV)
= { properties of reverse }

T N (UnNToeVu) o (UM VeTu) o T 11 V)
= { (a), T,U,V := V,Uv,T }
T 1 (UNToVu)o (UuoT M V)

{ calculus }
(UNToVy) o (UuoT N V)

Ir1

A slight reformulation of Dedekind’s rule, even though it involves two extra
dummies, pays handsome dividends in terms of increased useability:

Corollary B11 (Dedekind’s Rule) In the axiom system PCRM we have:

(a) RoS JIUMNToS « R
(b)  ReS 3
(c) RoS IJT N UV

< RIOIOUNToVu NS JUveTNIV
]

Schmidt and Strohlein [84] attribute lemma B10 to Dedekind and J. Riguet
and subsequently refer to it as Dedekind’s rule (“Dedekind-Formel”). We will,
however, never use the rule in that form preferring always to use corollary B11.
It is therefore this corollary that we refer to when we cite “Dedekind’s rule”.

We asserted at the beginning of this subsection that Dedekind’s rule is ex-
traordinarily powerful. Formally, it is equivalent to the middle exchange rule
in the context of PCR. This we shall now prove. (This was pointed out to us
by Henk Doornbos. Schmidt and Strohlein [84] seem to make a similar claim,
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but the exercise they give to support the claim asserts only an implication.)
Let PCRD denote the system of axioms PCR supplemented by the property
B11(b).

Theorem B12 PCRD is equivalent to PCRF and PCRM.

Proof We have already shown that PCRM implies PCRD and that PCRF
and PCRM are equivalent. It remains to show that PCRD implies PCRF,
i.e. (B3) can be derived within the context of PCRD. An intermediate stage
is to show that, in the context PCRD,

(B13) =1 J RS = — 3 SNRv
following which we complete the derivation of property (B3).

- JRoS
{ shunting rule }

— J RoSTII
{ PC }

Ro— 3 RoSINII

= { Dedekind’s rule: B11(b) }
— O STARueI

Il
—_

Q
—

— J SN R
{cP}
Ruo— J Ruol TS
= { Dedekind’s rule: B11(b), reverse }
— JIMR-S
{ shunting rule }
-] JR-S

Now for (B3):

I /-R3X
{ factors: (BO) }
~7 J X o-R

{ (B13) }
I Xun-R
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{ plat calculus, shunting }

R 3 Xu
= { reverse }
RuJX
Hence
~I /R = R
O

In conclusion, we have exhibited four equivalent axiomatisations: PCRM,

PCRF, PCMF and PCRD.

C Independence and Completeness

In this section evidence is presented, via a variety of models, for the indepen-
dence of several parts of the axiomatisation. It turns out that PCRM¢ does not
characterize the binary relations completely. Most of the proofs are elementary
so they are omitted.

C.1 Power Sets
The starting point for all models is the powerset, for

CO The powerset P(V'), for any set V, with LI and M interpreted as set union
and set intersection, respectively, satisfies P.

In this power set model, TT and — are, of course, V' and the empty set,
respectively.

On P(V') we may define a composition and a reverse as the intersection and
the identity, respectively. With these definitions, P(V') satisfies PCR and also
M, for M is just the shunting rule. However, ¢ is not satisfied for nontrivial V'
since:

VARNV =V = R=1V

Referring to the elements of P(V') as predicates we may summarise the foregoing
by:

C1 The predicates satisfy PCRM but, in general, not c.
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C.2 Binary Relations

The binary relations on some set U are obtained by choosing V' = U x U and
defining composition and reverse on P(V') by:

(s,t) e PoQ = F(u: ueU: (s,u) € PA(u,t) € Q)
(s,t) € Pv. = (t,s)€P
(s,t) el = s =1t

As is usual we shall write z (R) y instead of (z,y) € R.

With these definitions, P(U x U) satisfies PCRe. For satisfaction of M, we
calculate:

X JPo-Y sQ
{ definitions of e and 1 }

V(s,t: F(u,v:: s(P)uN=(u(Y)Yv) Av(Q)t): —(s(X)t))
{ predicate calculus }

V(s,t,u,v: s(PYuN—=(u(Y)v) Av(Q)t: —(s(X)1t))
{ predicate calculus }

V(u,v: (s, t s(P)uns(X)tAv(Q)t): ulY)w)
{ definition of v }

V(u,v: (s, t: u(Pu)ysAs(X)tAt{Qu)v): u(Y)v)
{ definitions of o and J }

Y 3 Poo X o Qo

In conclusion:

C2 The binary relations over some set U satisfy PCRMec.

C.3 Wp and wlp Pairs

The generalised statements, or, equivalently, the wp and wlp-pairs [36] without
the law of the excluded miracle, are obtained by choosing

V = Sx((Su{-}
where S is the statespace and “—” represents non-termination; and

(s,t) € Po@Q = (t=— A s(P)t) V I(u:: s(P)uru({Q)t)
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Then P(V') satisfies P and C but neither the PC interface nor ¢, since:

(Sx{-}eh = Sx{}
Ve (Sx{=}) -V = Sx{-}

That is:

C3 The predicate transformer pairs satisfy P and C, but not PC.

C.4 Monoids and Groups

A guaranteed way to obtain a model that satisfies PC is to choose, for a monoid
(Ma EB» 1@)7

V = M
PoQ = {pqg:pePNqgeQ: pdq}
I = {1@}

Satisfaction of C is straightforward and of the PC interface follows from the
pointwise definition of composition. In other words:

C4 The powerset of a monoid satisfies PC.

If the monoid contains elements x and y such that t @y =15 and y Gz # 14
then P(M) fails to satisfy the divergence rule, (B8) which we remarked was an
instance of the middle exchange rule. (Choose P = {y} and @ = {z}.) The
conclusion we reach from the consideration of C4 is thus:

C5 PCRM is a non-conservative extension of PCR.

For a group (G,®, 14,7 '), with the construction above, P(G) satisfies PCe,
since

(€6) {9} -G = G
An obvious way to define reverse is
Po = {p'lpeP}

With this definition, P(G) satisfies PCRMe¢. For M:
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X I Po-Y oQ
= { definitions of J and o }
V(ip,y,q,2: pE PANYyEYNGqeEQNTE€X: pDydq+# x)
{ group calculus }
V(p,y,q,7: pEPAT € XAqEQANYEY: y£p drdqg?)
= { definition of v, first step backwards }
Y O Puo X o Qu

Since (C6) does not hold for binary relations, this shows that:
C7 PCRMec is not a complete characterisation of binary relations.
Finally, we construct a model that satisfies PCRc¢ but does not satisfy M.
(Thanks are due here to C.S.Scholten for simplifying our original construction.)
As in the former example, we take a group in order to guarantee satisfaction of
PCc. But we differ from the former in the definition of reverse which we simply
define as the identity function. Clearly, therefore, PCRc is satisfied. Now
suppose we choose a group with two elements a and b such that a®b = 14 and
b®b # 1g. (A concrete example would be the natural numbers under addition
modulo 3 with @ = 1 and b = 2.) We claim that P(G) does not satisfy the
middle exchange rule: Assign P, @, X, Y := {a}, {1a}, {0}, {1g}. Then
Y = Puo X o Qu

but b ¢ =X whereas b@® b € —Y and, hence,
b=a®bdb e Po Y oQ

That is,

X 2 Po-Y oQ

We conclude:

C8 The middle exchange and cone rules are independent in the context of

PCR.
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D Basic Properties

We now turn to the proofs of the basic properties used throughout the paper.
The plat calculus is used extensively but, since it is (or should be!) well-known,
we shall use it without further ado, often giving as hint the bland statement
“plat calculus”. Occasionally we provide a little more assistance by way of the
following hints. (Note, however, that where such a hint is given the rule named
is usually not the only element of the plat calculus that is required to verify the
step.)

shunting rule R J SnT = RU=S I T
excluded middle TT = R U =R
contradiction — = R 1M =R

“Distributivity” and “monotonicity” are also hints that we occasionally supply:
the former can refer to the distributivity properties of any of the three operators
LI, M or = with respect to each other. Similarly, the latter can refer to the
monotonicity property of any of these three operators (in the case of — anti-
monotonicity, of course). Which is intended should be clear from the context.

We shall not assume the same level of familiarity with the C, R and M
calculi and their interfaces; accordingly the proof steps we take will be smaller.
Sometimes, “PC interface” or “PR interface” is given as a hint; at other times
we use the following terminology.

bottom strictness — o R = R o — = —
monotonicity R3S = RoT 35T
distributivity eg. Reo S = ((RNT)8) U (RMN=T)S8)

(Again we would remark that to which operator the hint “monotonicity” or
“distributivity” refers should be evident from the context.)

D.1 Properties of Monotypes

In this section we consider the properties of monotypes quoted in section 10.
First the non-trivial elements of properties (10.1) and (10.2) are proven.

Lemma DO Let / O Aand I J B. Then

(a) Ao B AN B,
) A -

=l
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Proof As a preliminary we note that

13 A

= { I =1v}
=D

= { monotonicity }
I13JA

Assume I J A and I J B. Then,

AoB=AMNB
{ assumption, monotonicity }
AeBJAMB
{ I is the unit of composition }
AoB J AN IoB
= { Dedekind’s rule: Bl1(a) }
A J A-BunlI
= { above, monotonicity }
IJAATOB

and

Av = A
{ equality; v is its own inverse }
AJ A A Av O Aw
{ monotonicity of v }
A J Av
= {13 A}
Auoc A | Au
{1340}
Avo A O Avo I M1 T
= { Dedekind’s rule: B11(b) }
A J T 1M Aol
{ R}
AJINA
{ P}

true
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Corollary D1 Every monotype is an imp and a co-imp.

Proof Assume I/ 1 A. Then

I | AocAu II Auo A
{ lemma DO and plat calculus }

I O Ao A
= { assumption, monotonicity }
true

Thus, I 3 A o Avand I 3 Av o A. In words, A is an imp and a co-imp.
]

Theorem D2
IJAANITIOJIB = (ANB) e R = (A°R)NN(B°R)
Proof Assumel 1A A I B. Then

(AMB) o R = AcRT BoR
{ monotonicity }
(AMB)c R J AcRM BoR
{ assumption, DO(a) }
AoeBoR J AcRT BoR
= { Dedekind’s rule: B11(b) }
BeR 1 Ave BoR MR
{ assumption, lemma DO(b) and calculus }
true

In general it is difficult to give an expression for =(S ¢ R) in terms of =S and
—R. By (D2), this is possible in the case that S (or, dually, R) is a monotype:

Lemma D3 Let / O A. Then
—“(A°R) = (IN-A)°R U -R
Proof The proof is based on the identity
-X=Y = XnY=— A XuY =TT

The two conjuncts are, first,
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AeR M (IN=A)eR U —R)
= { distributivity }
(AeR M (IN=-A)°R) U (A°R 1 —R)
= { corollary D2 }
(AnTIT—=A)eR U (AR 1 —R)
= { contradiction; bottom strictness }
AR M —R
= { R O3 Ao R, contradiction }

and, second,

AeR U (IMN=A)°R U =R
= { distributivity of composition }
(Au (In-A)R U —-R
= { plat calculus; assumption }
IR U —R
= { I is unit of composition; excluded middle }
-

O

D.2 Left and Right Domains

KK To be revised **H**

The subject matter of this section is the verification of those properties of
left and right domains stated in section 10.1 of the paper. In fact, we only
consider the properties of left domains since it is obvious that all our proofs
can be dualised (by reversing the order of all compositions) to encompass right
domains. First we establish the equivalence of the two modes of definition of
R< of section 10.1, and simultaneously introduce a third definition. By way of
preparation we have the following lemma.

Lemma D4 Let I/ O A. Then
Ao R=R = A J I R-TT

Proof
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A 3 11 ReTT
{ shunting rule }
-ITUA J RoTT
{ rotation rule }
-TTu 3 (= U A > R
{ PR and CR interfaces, distributivity and (DOb) }
— J (InN-4) R
{ lemma D3, plat calculus }

-(A°R) = -R
= { plat calculus }
Ao R = R

O

Theorem D5 The following three statements are equivalent:

X = I N RoRu
X = I n R-TT
V(A: T 3 A: AeR=R = A JX)

Proof We begin by establishing the equivalence of the first two statements.

I M ReRv = I M ReTT
= { excluded middle and PC interface }
I M ReRv = T M (ReRv LU Re—Rv)
= { plat calculus }
— J I N Re-Rv
{ shunting rule }
-1 3 R o —Ro
{ rotation rule }
Rv J Ru
{ plat calculus }
true

Now we prove the equivalence of the second and third statements. To do so, let
us consider the equation

X V(A: T JA: AeR=R = A JX)
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By lemma D4, a solution of this equation exists: I M (Ro TT). Let X be an
arbitrary solution. Then I O X. Moreover, for any Y such that I 3 Y we
have

Yy JX
= { X is a solution }
Y oR = R
= { lemma D4 }
Y 3 I (RoTT)
Hence, X = [N (RTT)
O

By theorem D5 we are free to define R< by

(D6) R< =1 M RoRu
(D7) R< =11 RoTT

or by
(D8) VY(A: ACT: Ae R=R = A J R<)

The right domain operator is similarly defined.
A few easy properties of < are summarised in the next theorem.

Theorem D9
(a) (U(R: ReV: R))< = U(R: ReV: R<)
or arbitrary set of specs V. In particular: < is monotonic.

f
(b) I JA = A= A<
© () - R
(d) R=— = R<= —.

Proof Straightforward calculation. (For (a) use definition (D7), for (b) use
definition (D6) and for (c) either of these two together with the corresponding
dual definition of R> . For (d) use (D8).)

O

Theorem D10
(RMS)< = 11N RoSu



368 APPENDIX . SOLUTIONS TO EXERCISES

Proof The proof establishes mutual inclusion. First,

(RN S)<
= { definition }
I (RMS)e (RMS)u
{ monotonicity }
I' M RoSu

1M

Second,

(RMS)< J I 1M RoSv
{ definition }

I (RMNS)eTr O I 11 RoSu
{ calculus }

(RMS)eTT 3 11 Ro S

= { Dedekind’s rule: B11(c) }

RS J RMIoSw A TT 3 Ruol 1 Su
{ calculus }

true

O

The following lemma is the one that we drew particular attention to in section
10.1.

Lemma D11

(a) R o Tl = R<o TT

(b) (ReTT)MS = R<o S

(c) The following three statements are equivalent:
R< 3 S«<
R o TT O

)
RoTT O & TT
Proof

(a) R o TT

= {(D8) }
R<o R TT
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C {R-TT C TT, monotonicity }
R< o TT
{ (D7) }
Ro T o TT
= {TTTT =TT}
R o TT

1M

Part (b) is an instance of theorem D15. (Make the substitution R, S,T:=1, R, S.)
Finally, we prove part (c):

R< 1 6S<
= { TI’ J S, monotonicity }
R< o S< o S
( ); }

{
R o TT
= {TTo
{ (

Bu_l

8)
S
= TI , monotonicity }
S o TT

and plat calculus }

1L j\u

R o
D7

~—

R< O

nn
A

O

Note that part (b) above appears as (10.15) in the main body of the paper, and
that it subsumes part (a). (Instantiate S to TT and then simplify the resulting
equation.)

We are now ready to prove (10.17) and (10.16) in section 10.1:

Theorem D12

() S< 2 (SeT)<
b)  (ReS)< = (R o S<)<

(a) S< T (S-T)<

{ lemma D11(b) }
SoTl 3 SoTTT

{TT 3 To-TT , monotonicity }
true
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(b) (ReS)<
= { domains, (D11b) }
I M RoSoTT
= { domains, (D11b) }
I T RoS<oTT
= { domains, (D11b) }
(B o S<)s<

Property (10.17) follows from (10.16) by straightforward use of the fact that
S< is a monotype and monotonicity of the left domain operator.

Finally we prove theorem 10.34(a) from section 10.4: Let F' be a relator (see
definition 10.33).

Theorem D13 F.(R<) = (F.R)<

Proof The strategy is to use (D11c) to prove the mutual containment. That
is, we prove:

FRo Tl C F(R<)o TT
and F.(R<)o T C FRoTT

For the first of these we have:

F.R o TT

C { by (D11a), R C R< o TT, monotonicity }
F(R<oTT) o TT

= { relators distribute through composition }
F.(R<) o FTT o TT

C {PC}
F.R<) o TT

and for the second:

F.R<) o TT

{ (D5), properties of relators }
F.R o F.Ro o TT
C {PC}

F.R o TT

1M



D. BASIC PROPERTIES 371

It follows by two applications of (D11b) that
(F.R)< = (F.(R<))<
But

I 3 F(R<)
= {1 3 F.I, F is monotonic }
I 3 Rc<

{ definition: (D6) }
true

Hence, by (D9b),
(F(R<))< = F(R<)

and so transitivity of equality completes the proof.
(I

D.3 Distribution of Composition over Cap

The interface between the plat calculus and the monoid structure of compo-
sition guarantees that composition is universally cup-junctive. What about
cap-junctivity? In general, this is not the case but in the presence of certain
classes of specs more can be said. This section documents some of those classes.

Theorem D14

(RNS) o T = RoT N ST
& RIRoToTv v S 238oToTu

Proof By monotonicity,
(RMS)eT C RoT M ST

The task is thus to prove the other inclusion, which we do as follows:
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(RNS) T 3 RoT 1 ST

= { Dedekind’s rule: Bl1(a) }
RS J SN RoToTu
= { calculus }

RIRoToTu

Theorem D14 predicts a distributivity property when one of the given specs
is a “left-condition” (i.e. of the form U o TT) but a more useful property in such
a case is the following:

Theorem D15

(RM SeTT)oT = ReT N SoTT

Proof Two applications of lemma D11(a) and monotonicity.
O

The following theorem was pointed to us by Oege de Moor [74]. We make
no use of it but include it for the sake of completeness. Define

R+S = (RN=S)U(=RNS)
Then we have:
Theorem D16 If R+ S is a co-imp, then
(RMS) T = (ReT)M(S-T)

Note: There must surely be a better proof than this one!
Proof First we rewrite the right-hand side of the claimed equality as follows:

(RoT) M (S-T)
= { distributivity and excluded middle }
((BR11S) = T) U ((RT1=5) © T))
N(((STTR) o T)U ((ST1=R) o T))
= { plat calculus }
(RM1S) o T) U ((RA=S) eT)M ((SM=R) o T))

Proceeding with this new right-hand side, we have
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(RMS) T

= (RNS) oT)U((RON=S)T)nN ((SM=R) = T))
= { plat calculus }

— J ((RM=8) o T)n ((SN=R) o T)
= { plat calculus }

=((mRMNS)T) 3 (RN=S) T
{ middle exchange rule }
—-I 3 (RM=S)ueo (mRMNS) o T o Tu
= { bottom strictness }
— 3 (RM=S)u o (mRMNS)
{ I
3d { assumption }
(R+ Suvo (R=+S9)
J { definition of +, PC and PR interfaces }
(RM=S)u o (=RMS)

}
- 3 (RM=S)ve (mRMS)
{ rotation rule, de Morgan }
-RUS I —RNOS
{ plat calculus }
true

([
Clearly, theorem D16 can be dualized to:
(D17) T o (SOR) = (T-S)N(T-R)

if R+ S is an imp.

Theorem D18

(a) fisaco-imp = (fo) is positively cap-junctive
(b) f is an imp = (of) is positively cap-junctive.

Proof We prove (a); part (b) follows by duality. Within the proof we make
extensive use of the terminology of definition 10.36 in section 14.2 which, if it
is not already familiar, the reader may wish to consult.
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First, we remark that
(D19) Mz(G « R) I G.(NzR)

for all monotonic functions G, sets Z and Z-bags R. Now suppose Z is a
non-empty set, R is an Z-bag and f is a co-imp. Since (fe) is monotonic,
property (D19) reduces the problem to showing that

femR 23 Mz((fo) « R)
But,

f 0 |_|IR
| { f is a co-imp, monotonicity }

f o Ma(((foe f)) » R)
2 {(D19) with G = (fue), R:= (fo) = R }

fre foo mz((fe) » R)

| { definition of f< }
f< o mz((fe) « R)

= { < 3 fsee below } (Mr((fe) « R))<; (DS) }
Mz((fo) e R)

In the last step we claimed that

f< 2 (Mz((f°) = R))<
The proof is

(Mz((fe) * R))<

L {(Dlg),GZ:<,R::(fO)°R}
Mz(< » (fo) « R)

= { definition }
M(i:ie€Z:(feR.i)<)

C { (D12a), monotonicity }
Mi:iel: f<)

= { Z is non-empty, plat calculus }
f<

]
Here is another condition under which composition distributes over cap.
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Theorem D20

Proof

(RMS)eT = R-T M ST
{ monotonicity }
(RMS)oT 3 ReT N SoT
{ assumption: (RMS)< 3 (R-TMNS-T)<, (D8) }
(ROS)oT 3 (RMS)< o (ReT M SeT)
= { domains: (D6) }
(RMS)eT J (RNS) o (RMNS)u o (RoT M SoT)
= { monotonicity }
T 3 (RNS)uo (ReT T SoT)
= { monotonicity }
T 3 (RNS)juoRoT NT 3 (RMNS)uoeSoT
= { monotonicity }
T JRveReoT NT 3 SuoSoT

O

D.4 Two Theorems Concerning Reverse

Verifying that one spec is the reverse of another is also a task that frequently
occurs. In this section we establish two lemmas that assist in this task. The
first is well-known and included for completeness sake. The second may not be
so familiar.

Theorem D21 Suppose f € A« Band g € B<+— A. Then,
AJdfeg N Bdgef = fu =9

Proof The proof of “follows-from” is a straightforward application of defini-
tion 10.32. We content ourselves, therefore, with just the proof of the impli-
cation. To that end assume the given premises and the left-hand side of the
claimed equivalence. The statement of the theorem is symmetrical in f and g;
it suffices therefore to show that fu O ¢. This is accomplished as follows.
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fe
= { fe A«—B}
fu o A
3 { AJfeg}
foeofeoyg
3 { feA«—B}
B oy
= {ge B+ A}
g
]
Lemma D22 Suppose A and B are symmetric specs (i.e. Av = A and
Bv = B). Suppose also that R and S are arbitrary specs related by the prop-
erties:
(a) RcA=R
(b) SeB=3S
(c) R-S =B
(d) SeR=A
Then R = Svu.
Proof
R
= { symmetric.A , (a) }
R o Au
= { (d) }
R o Ruo Su
J { domains: (??7) }
R< o Su
| { (c¢), domains: (10.17) }
B< o Su
= { domains: (10.19) }
(So B<)u
= { (b) }
(S o Bo B<)u

Su

{ domains: (10.16), (b) }
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Swapping A with B and R with S the opposite inclusion is obtained and thus
R and S are equal.
(I

E Solutions

Natural Isomorphisms
The following is a list of the natural simulations discussed in section 12.5.

— € MR —)=AR: Rx—)
— € AM(R: R+—)=AXR: R)
— v € NR,S:: R+S)=ZAR,S:: S+R)
(I+<=) v (o)
€ MR,S,T:: R+(S+T)) = XR,S,T:: (R+S)+T)
>0 < € MR, S RxS)=AR,S: SxR)
(<o <) & (»x1I)
€ MR, S,T:: Rx(SxT))=ZXR,S,T:: (RxS)xT)
<olIx1 € M(R:: R)ZANR: RxI)
(Ix=) v (Ix<+)
€ MR,S,T:: Rx(S+T))=ANR,S,T:: (RxS)+(RxT))
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